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Abstract

Modern software services increasingly operate in environments where latency, throughput and composability are paramount. Pipeline-Oriented architectures decouple producers, consumers and transformers into composable graphs which process data as streams, allowing systems to react to asynchronous stimuli without blocking threads. AMI (Asynchronous Machine Interface) derives from the pipeline-oriented paradigm and functional programming to reify the event–stream abstraction as a first‑class programming model. This document provides a comprehensive introduction into pipeline-oriented programming (POP) and the AMI programming language. It starts with a theoretical discussion of event‑based programming, grounded in published literature, introduces the concepts of POP and the AMI language, dives into the specifics of the language and its tool chain then finishes with a discussion of POP in terms of test-driven development and program design.

# Theory of Operation

## Pipeline-Oriented Programming (POP)

### POP and Event-Driven Programming

Pipeline-Oriented Programming (POP) is a paradigm in which a program is designed as a declarative graph of data processing “nodes” interconnected by FIFO/LIFO “edges.” Events are first-class, ingested from one or more heterogeneous and concurrent entrypoints, transmitted through edges to transformational information processing nodes and finally delivered to the external ecosystem through one or more concurrent egress nodes.

Figure : A simple POP Graph

![A program described by graph theory, where one (ingress) node connects to other nodes via edges then to an egress node as the terminal of a program.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeoAAABsCAMAAACSLQF5AAAAIGNIUk0AAHomAACAhAAA+gAAAIDoAAB1MAAA6mAAADqYAAAXcJy6UTwAAACcUExURf////v7+9/f38TExKWlpW5ubllZWQAAABgYGIGBgdLS0urq6pOTky4uLkRERLW1tfT09Pb299zd3+7v8Obn6Pv8/DpBSkhOV5ufpLm7v2Vqcauusnh9g4eMkdHT1UdNVpmcoT1ETVddZHZ6gVVbY6mssGpvdsXHyouPlLi6vAICA6CgoZeYmVleZldXWGxxeMLFxwABAQQFBjtCS2Mb470AAAABYktHRACIBR1IAAAACXBIWXMAABibAAAYmwFJdYOUAAAAB3RJTUUH6QkUASMOdydyAgAADKhJREFUeNrtXW2D46YRFggQSEJi77ZO7nJNer2kl7bp+///b2VAtmWv5BUwI++1fj5cst41GuaZF0AwVNUDDzzwwAMPPPB/AnZvAf4HJX1LojJeC6maE7QyouX3lmoRHRe9smdRByVG7u4t1SJ4K4zSZ1GVFDW/J+uu7odmGUq8Lbq7UeplSa2p3b2lm4NxoVaUOvTtXeh2o5378RGjUEf6Zf1Gok9rJpqt6sVJ0pmP2767t4wRrJZzPz5iFjiH0e0s0hj5VMt25moTlWjaeyuv4pFnLcdFOo8+ZHt3b0mriedhOc6wdoqhakcXciYo7zaPrg6C2fu6dq2iK9z02q4PhinvmnOY0K+HQtZG1Qu3i0xcbvVXF3xfi7uRXdut0bkLvq/qe0nqpue/rqopxhtHL5NMYi/YhR7JxVpCa1PYY8Eu1F08O3r0ZvZcD3/e03oQE8kxOUR7u78GO5Uck0O038FdXjzXpsbkYBukHsSDTKnfCoFA7hzFe0jRyQYWlL5zDHLBwFLVE52OauLA+hyZANznbL3nYLyDB+Yk3uAuak+zrOGBOZQFD0r2u00A9Q25ZiTok8sMY8HTwMn2M0smM20SwMFKHL5QdRlZwVD24ZqZMrKCoewiadXZIrKCoaAPg0SprUP413ssSrGhNASDWWYlqlSAW5aF4NG3gDxD9I4yuMI26l0iIzhKqU+Ct+wQgmoEn+w0bggqd5QAjm+Ci11HeIbZgesRZQgN3Bg8oQxSa+BxtFx7pnGSV03ONdYTIAShcY3FdDRBSq6BaaTxADXXiO3j8YPXkp/K+PhKt3KGyDQ116itS6R8LVBzASobV4CYgWhHng1JJGnVodoRUrDkfkSG2klN5iwSOTt4IydaJGXe4DGV4LkudyAfcS0uMzVqlJhhRF/5UFTZxnshbmjDoAnDXK7Q0zgLdvjxYLbRjkDUHn9wyouzjaAYMSsKBXpakMNPFbINQbrmFHHNM1W0PtWRjEx8tMH2v9BVgmA7FipwERRGGRyopNXCr69hxI8VHdErigFfAzRGWeiWNYVNA/BNiICSgA492DqqYWmJCTGKQHvsLu5LdTKjBAU61AYNkVGCuWfThd5Luv5aKqMEe0d1QnQrP4Nn50XsTl50WKN2uCZcbkU2eNVYKknz2yZ0auzG6Zwa2+LzPY+ycUvn1EGBeG7dUr5DwbVKQ+jU4NZZJt9iL97R9Vk2A6GkmFbp26Lce1znWaUh1R/MYrDGzIx4wwOiVWZysRk6Z3WBkb3WmYCXH8amId0wwvHyw0D3XjSgb3T6l6j1h/iAgXJQAUCzSsRQhvgASWx/EDZwuu2o9ecHZkgRfMxxuiQMGRGcdvyQK9USfP4jlrTDGqGS+4+P4MkjLE48fghS4fiKIZxUT8Cye+rxT5g3ucSvoMUsVKkWQR9/sLxxB/+p0mcjinqoE6TCyLGOdv4fgJQjdvCfDOJ2cBWfrDGWJjh5qg7PwJgtGPJUDeaUms5Ilxon4IRFQbvUg6kORfZS64w6dZC/YsYclX8cknYYlcHMGiPIreVRN9Unw0hErwWgp3dXH6zYBm6sbHOae/909cEeruIfkjExfP7d5c9uLTaIY106DFEvHvLuxa+fD999f/HpSsTHpTory344fPzh/fwDTX66s4KJYQYNnw6//3HO9mp/vbYFAKUjF1QffvrDFdvPB4/5p1lUu0ShssbOHw6Hz4c/ztjeY1SRMdjx+AKizti+QfVaYHLpT70Y7F7zOlE9//QG1aLhzo/og35dr7Vpoe1G+Q95KAgVC611xjZDeOg4NHq5RFQOSx+CoJ8PP//yPr+RZORSfZizvYlqZy5UWgWVyuDvJ5WydZVeJbQTryeDO1J9YntldhapllraMENsoUJrE17nNlpb1fnhi5Yx53j5ZFgcqpvB6OUBWD7VAZHtt051YPtPX59uDI5nVINKh5lKwwmTSaX2qFIRVLoi0RLVgF/jJzOqI9srY51INewAVBB7DaRJHvbFxSW/FkYvbPAfc5hItUqAgKxyUrrF5v6crL8PF6J6tnehum3+8pz8pS8zQYHtv66xc8zVDiagiyq1vpP1SaV6XaXAzG/nketcVxc/HKX62w9/v0U1OHwNf6BtbDuYIPyvCQN9+F13Wu4d1k9eNs2hDJ8P//jnv/agmjf/Tpfuy8VPP33/2zrVEbxiMfxFldqzSkf/wXnnmL1VrkStKTX++uzV/zl8/PB+dXIRqW5D30U0uChGFXuhz7MGBVXVXRWrYK1U+iwM4DEJ7hTAM5YAZlSHCc64ti7qvSfMq9lRpeKlSuU2la4FcD+UjZ88H3/++PVpevitYVl1pDok9P4sl5cgAOTlUFcfPNsZqFm23FwB1b9OI423n6t//iUG/w3DshcqZYkqXaTa++/X45TlOfD86evT+eEbqK50iNrDmWpz+ebmtClr+fAFy6bajyZOU5g3TfVsprBtBB5z4kylMkml1Uuqz/4b8Hy4mu1vo9o0xjnRnOUK8cepoa2ElsxzqatugLLBZmmdI3MJ5bvLVYG0t3YtzOS78E/Ka7Usqj9dzP+3Uf1CpTWotFtQqWzWsuKsY4e5/wY8/Xi1hjeuL4zOqOahOr46y+Uzi4ayjwyWR3Rv4Tc+w5jlYwdZVD9fr/UlLYy2cLTb6fBPyivUrHe6767WcFc3swg/Z52C9AuVMu0TdAPHdDsoY39Uab96kuMiyl3zuoAVFq6o9qqTpuUzqqvaTwoldKj18gxQIt5J4H+pjzivO5Lej7EBKDPhn5SSLBZloX0t5l6sgV+rlJ1VOsxUas2y2SRvf9iYRsPTroLz6UHMvfjoEjjvpL6hl5hbXtCXqTRnF8WmlwgKLkDgOndrBc47qaz3Y4lA2im0IQApKA7OC3arpI8qNr21g/mdzt8ah3MoA2075+2OYjSzIQBNKs1XjEweVWzbZNqNUo65iuZIHO2wNwpp+8OWjZOd8Cp99a8wtYG1nfMGsDbV0W+uRhqVYcWxW8hJNfRSYZ2/oT8ygZYj6Pfh5vgPuVRo5ycd+XoZmjHtcZAnnbaRrDrLhBrteB7pmX8A2vnJjtoqs86vOeoIjnf+VBD7CuL5SWqrFFkOmllsYSsQTYnaKrMOLS+D+ihznikRH/BH1B+1VWaVIlgGcYGH3KImhLWswio+XqFIWqtEbV0Sl73JWyT+hopZkVolaqWst1nMirJEHXLblCXqkNt+kyXqKN0au2nCGnXITRO6dUHTjKTw+dQybsCgc+sRu2VFUg18ajn7u0SVq2Fwgl3n3xLFRfwy9ZzqctWyKus09ehhToB9epITFeQluHyip3nrWmiUNBbINMHGEUOiwJqgUA1J98sjZU8RwklYYRT3d5HcMkIR1BCMkuL6oZEm1rb4FyWg3FS2AIlfVK9rikMF/mV3BPdhReDf32WIJkb4JoTiktiX3eFfx3cC9mV3+NfxHYHuQDhd71G5Zuh3BM7axr1ataYKP1XINphcG6SANiDmVtoLrL+hS40FZuto104j0vNtXVVOug0H8VZwxKYYll9TMx0Gojhc14T3bEd4giSKLWFeJR8oQmits/TbUMEZESYyI5bJ3IBBieFM4d5bCu0Vi8WLTi3s+hRggfzICAx4i+3J4XjhVedtmVh+IKJ3OPQeYocpMkuHYdhbACGozCzBsNHXo3xIK2kU1FdoK1sB6abkUa2muqD0BYCpgoTNfFygCJQglnKZX27L+pSIvsAsmfSuRl8gewLE3+xY1w1UeSYoQeTwBS69n/qqaJY2S4N+5L1Hmj4DjtGvFRa8ieDSPZX7gB5scsAIMg05vckHmGVGDOJDWZrKAYwtMjxo1DhzjTUwAxpMegATunjwkYNQVCTNXXiwjz1dOgI0ZMcksmvoXVaE3Y7Ox+IEz3ZG08u0ArD7qeztFrShZ8Q3di0jeJCGupPb/lwA0XLrn+ejBpXofoPxsxrcJC8TYSAElGaoNxiaG22SCWOjM0FTWwyNB+9Re8xbp0DX2FfYboNIeeM4LLAQ6Bp5m203Ds2tUo67IMY//QrbXR86ZPbLMi4+Ua9Ux2CtUKE60yaPokWMLM3Qt26xJ7WJXdke6anAosU1SiyLwoXU0cdcWsOliHEEJJOiDqVQvc35/4pe2fiLoaSkByKmPOLpVEa0PFw1w/x/aiHVVDBsU+TcAU5MurNKjF5EV8U7XEahhukXWzInPrpRHuvaXmPoa3dvvc3A2n5YkXTVie6EY5hZgM0vMYSBrhVGzQm3qhf87mF7CTPfmMWje0u1BDeLjed45O4t1hF8ijdvH4xP+ebto0O6fOuBBx544IEHHvgG8F/qeaVdGE/y5AAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAyNS0wOS0yMFQwMTozNToxNCswMDowMNfSzGUAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMjUtMDktMjBUMDE6MzU6MTQrMDA6MDCmj3TZAAAAKHRFWHRkYXRlOnRpbWVzdGFtcAAyMDI1LTA5LTIwVDAxOjM1OjE0KzAwOjAw8ZpVBgAAAABJRU5ErkJggg==)

Much like Yusupbekov and Mamatov, who envision an Event-Driven Programming (EDP) as a paradigm based on a first-class event, POP also envisions the event as first-class, though the pipeline itself is the focal point (Yusupbekov & Mamatov, 2016). The difference between their EDP and POP is the declarative pipeline, a data flow roadmap—complete, testable and even reusable. Yusupbekov and Mamatov note that an event‑driven application typically consists of three mandatory elements:

1. A source that produces events,

2. A channel or listener through which events are propagated, and

3. An event handler that processes the event.

This sounds similar to POP. But POP defines the program as having—

1. One or more asynchronous entrypoints,
2. Zero or more independent data transformation and routing paths, and
3. One or more outputs.

### Composable POP Segments

Figure : Composable POP Pipeline Segments

![A diagram of a pipeline
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Pipeline-Oriented Programming (POP) is concurrent and event-driven by nature, declarative at its highest level and composable. This moves the programmer further from the von Neumann style, as Backus proposed and toward a new distributed programming future (Backus, 1978). A pipeline may be composed of a simple ingress and egress node as a form of the famous “hello world” program, or it may be composed of many ingress nodes feeding a web of interdependent data transformation nodes before ultimately rendering one or many output streams to its consumer. POP envisions that these pipelines may exist on a single computer or they may span many computer systems. But each pipeline may be decomposed into individual testable pipeline segments. These testable pipeline segments make POP a natively test-driven development paradigm.

### Further Prior-Art Comparisons

#### Functional Programming

Pipeline-Oriented Programming (POP) shares important intellectual roots with functional programming (FP), particularly in its commitment to immutability, referential transparency, and compositional reasoning (Scott, 2016). In both paradigms, programs are constructed from small, deterministic units that can be combined into larger systems. This alignment reflects the call for liberating programming from the von Neumann bottleneck through algebraic forms of composition (Backus, 1978).

Figure : POP Data Pipeline
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Despite these shared foundations, POP diverges significantly from FP in its execution model. Whereas FP organizes computation around the evaluation of pure expressions, POP organizes computation around the **flow of events through explicit pipelines**. Nodes in a POP graph correspond to processing units that transform, branch, or merge event streams. Unlike FP, which abstracts away evaluation order (Abelson, Sussman, & Sussman, 1996, p. 352), POP makes event sequencing and delivery strategies (e.g., FIFO, LIFO, backpressure policies) explicit parts of the language.

State management further illustrates the distinction. FP typically discourages mutable state altogether, relying on recursion and higher-order functions to achieve iteration and accumulation (Scott, 2016, pp. 537-590). POP, by contrast, enforces **immutability at pipeline boundaries**—ensuring that events cannot be altered once emitted—and enforces immutability by default elsewhere while allowing nodes to maintain internal, scoped state for tasks such as caching, aggregation, or metrics. This controlled allowance of state enables POP to support real-time and distributed systems more naturally than pure FP.

Finally, compositionality manifests differently in the two paradigms. FP composes functions into larger expressions; POP composes nodes into reusable pipeline segments that can be validated, tested, and scaled independently. Thus, POP adapts FP’s algebraic spirit but applies it to the orchestration of event-driven graphs rather than the manipulation of expressions.

#### Comparing the Actor Model

The Actor Model (Agha, 1986) is often cited as a canonical framework for reasoning about concurrency. Actors encapsulate mutable state, receive messages asynchronously, and may respond by altering their internal state, sending new messages, or creating additional actors. This model inspired many distributed systems and languages because it abstracts away the complexities of threads and locks.

Pipeline-Oriented Programming (POP) shares the Actor Model’s reliance on asynchronous message passing but adopts a more **declarative and deterministic structure**. In POP, programs are defined as **fixed graphs of nodes** rather than dynamic collections of actors. This distinction has several consequences:

* **Graph immutability versus dynamic spawning**: In the Actor Model, the structure of the system evolves at runtime as new actors are created. In POP, pipelines are declared in advance and remain structurally fixed, allowing for compile-time reasoning, optimization, and verification.
* **State handling**: Actors maintain private mutable state that evolves over time. POP enforces **immutability at pipeline boundaries**; nodes may hold local, temporary state for computation, but events themselves cannot be modified once emitted. This reduces nondeterminism and eases distributed reasoning.
* **Determinism and analysis**: Because POP pipelines are static graphs, they are amenable to **formal analysis, capacity planning, and static verification** in ways that actor networks are not. The Actor Model’s flexibility offers expressiveness but complicates static guarantees.
* **Error handling**: While Actor systems rely heavily on supervision hierarchies and restart strategies, POP introduces explicit **ErrorPipelines** to channel and process failures as first-class citizens in the graph.

#### Object-Oriented Programming

Object-Oriented Programming (OOP) has shaped modern software development through its core abstractions of **classes, objects, encapsulation, and inheritance** (Scott, 2016). In OOP, developers freely define classes, instantiate objects, and organize programs around mutable state and method invocation. These features have proven practical across domains, from systems programming to application frameworks (Weiskamp, Heiny, & Flamig, 1991; Stroustrup, 2003).

Pipeline-Oriented Programming (POP) appears to share some similarities with OOP. Both paradigms promote **modularity**—OOP by encapsulating behavior and state within objects, and POP by encapsulating event-processing logic within nodes. POP’s chained-node grammar even resembles OOP’s method chaining, where the dot (.) operator connects components. Yet the semantics of this connection diverge sharply. In OOP, the dot denotes a method call that frequently mutates internal state. In POP, the dot denotes an **abstract edge** in a declarative pipeline, representing event flow rather than control flow.

POP also restricts what OOP leaves unconstrained. OOP permits **arbitrary class hierarchies, inheritance, and polymorphism**, allowing developers to construct dynamic object graphs at runtime. POP, by contrast, limits its vocabulary to **five node types—**Ingress**(),** Transform()**,** FanOut()**,** Collect()**, and** Egress()—and requires pipelines to be declared statically. This design choice sacrifices flexibility for **analyzability and static verification**, enabling compile-time reasoning about flow, capacity, and concurrency.

State management further differentiates the paradigms. OOP revolves around mutable object state, using encapsulation to impose discipline on its manipulation (Stroustrup, 2003). POP enforces **immutability across node boundaries**: once an event is emitted, it cannot be modified. Nodes may hold scoped state for aggregation or caching, but such state never escapes into the event flow. This principle makes POP pipelines inherently safer for concurrency, avoiding the synchronization complexities that OOP typically requires external mechanisms—such as threads or locks—to manage.

In summary, OOP and POP both pursue modular design and composability, but from very different foundations. OOP achieves flexibility through classes, inheritance, and mutable state, while POP achieves reliability and analyzability by restricting itself to a fixed set of nodes, immutable event flows, and declarative pipeline graphs. These constraints yield strong guarantees of **concurrency safety, determinism, and formal analyzability** in event-driven systems.

#### Dataflow Programming

Dataflow programming represents one of the earliest alternatives to the von Neumann model, introduced in the 1970s as an attempt to express computation in terms of **graphs of operations linked by data dependencies** rather than sequential instruction streams. Dennis and Misunas (1975) describe a “dataflow processor” in which nodes execute as soon as all required inputs are available, with tokens of data flowing along edges to trigger further computation (Dennis & Misunas, 1975). This approach contrasts sharply with imperative and object-oriented paradigms, which rely on explicit control flow and shared mutable state (Ray & Kumar, 2007).

Pipeline-Oriented Programming (POP) is closely related to the dataflow lineage but introduces refinements for modern event-driven and distributed systems. Both paradigms express computation as graphs, but while classical dataflow models emphasized firing rules and token availability, POP focuses on **event streams** and **typed edges**. POP inherits dataflow’s natural support for concurrency—since independent nodes can operate simultaneously—but strengthens the model with additional constraints, such as **immutability across pipeline boundaries and explicit backpressure strategies** to regulate load.

Another important distinction lies in **graph mutability**. Classical dataflow systems often allowed highly dynamic graph construction, enabling fine-grained parallelism but complicating analyzability. POP enforces **statically declared pipeline graphs**, where cycles are permitted only when accompanied by explicit anti-deadlock strategies. This design allows POP to retain the expressive power of dataflow while ensuring pipelines remain analyzable and predictable at compile time.

In this sense, POP can be viewed as a pragmatic evolution of the dataflow paradigm: adopting its **graphical execution semantics and inherent concurrency**, while adapting them to the needs of **event-driven programming, distributed deployment, and safety guarantees** in modern software systems.

#### Staged Event-Driven Architecture (SEDA)

The Staged Event-Driven Architecture (SEDA) was proposed as a scalable design pattern for internet services, decomposing applications into a series of stages connected by explicit queues (Welsh, Culler, & Brewer, 2001). Each stage is responsible for a portion of the computation and communicates with others by passing events through queues. This design isolates failures, prevents overload by applying backpressure at queues, and simplifies reasoning about concurrency compared to monolithic event loops.

Superficially, SEDA resembles Pipeline-Oriented Programming (POP), since both paradigms decompose execution into modular components connected by event flow. However, POP departs in three critical ways. First, where SEDA stages are general-purpose and queues are runtime constructs, POP defines a restricted set of node types (Ingress, Transform, FanOut, Collect, Egress) with semantics analyzable at compile time. Second, while SEDA emphasizes elasticity through runtime scheduling policies, POP achieves elasticity declaratively by binding backpressure and concurrency strategies directly into pipeline graphs. Finally, SEDA’s queues act as untyped conduits between stages, whereas POP enforces strong typing of Event<T> objects and supports compile-time verification of all edges.

These differences highlight POP’s focus on **formal analyzability and type safety**, in contrast to SEDA’s emphasis on **operational robustness**. While SEDA provided an important stepping stone away from ad hoc event-driven designs, POP advances the paradigm by embedding concurrency, typing, and fault handling into the language itself.

#### Comparative Summary

Pipeline-Oriented Programming (POP) can be situated within a broad lineage of programming paradigms. Like functional programming, it emphasizes immutability and stateless transformations, though POP restricts side effects more rigorously by limiting all I/O to ingress and egress nodes. Compared to the actor model, POP similarly decomposes computation into isolated units communicating via immutable messages, but it departs by making these units declarative nodes within a statically analyzable graph rather than arbitrary actors instantiated at runtime. In relation to object-oriented programming (OOP), POP shares a syntactic resemblance in its use of chained node expressions, yet diverges fundamentally by constraining the class vocabulary to a fixed set of node types and enforcing immutability across node boundaries. Dataflow programming provides another close antecedent: POP inherits its graph-based execution semantics, but tightens guarantees by coupling backpressure, delivery semantics, and typing rules directly to the pipeline grammar.

The Staged Event-Driven Architecture (SEDA) is also relevant prior art, decomposing computation into staged queues that isolate failures and regulate load (Welsh, Culler, & Brewer, 2001). POP draws on SEDA’s insight that event-driven systems benefit from explicit staging and backpressure but advances the model by embedding analyzability, typing, and error handling into the language. Unlike SEDA, which treats stages and queues as runtime constructs, POP enforces its concurrency and safety properties at compile time.

Taken together, these comparisons illustrate how POP both builds on and departs from earlier paradigms. By combining immutability, declarative graph structure, strong typing, and constrained I/O boundaries, POP unifies lessons from multiple traditions while offering a distinct design space optimized for analyzability, concurrency safety, and operational observability.

### Problems in Declarative Programming

Declarative pipeline graphs in Pipeline-Oriented Programming (POP) provide clarity and analyzability, but they also surface well-known challenges from the broader declarative programming tradition. Breaking these challenges down into focused subsections provides a clearer discussion:

#### Loops and Cycles

One of the most prominent challenges in declarative programming arises from the handling of **loops and cycles**. Declarative specifications often make it easy to describe cyclic relationships but difficult to reason about their runtime implications. In pipeline graphs, cycles can express useful patterns—such as retries, feedback, or iterative aggregation—but they also risk introducing infinite recursion, deadlock, or unbounded resource consumption if not properly constrained.

A classic example comes from logic programming. Called the “marriage problem,” it demonstrates how a Prolog program can enter an infinite loop (Abelson, Sussman, & Sussman, 1996). It starts with the declarative statement—

|  |
| --- |
| (assert! (married Minney Mickey)) |

Code : Prolog Marriage Problem Fact

The user then asks the question—

|  |
| --- |
| (married Mickey ?who) |

Code : Prolog Marriage Problem Query

Since the system knows Minney is married to Mickey, but it has no rule to know that this implies Mickey is married to Minney. But when the rules are defined as follows, things break down further:

|  |
| --- |
| (assert! ( rule( married ?x ?y ) ( married ?y ?x ) ) |

Code : Prolog Marriage Problem Infinite Loop

Now, the program enters an infinite loop when the question of Mickey and Minney’s marital status is asked. This technology creates the equivalent of Abbott and Costello’s “Who’s on First?” and illustrates how a seemingly intuitive declarative specification can yield a non-terminating evaluation unless carefully bounded (Abelson, Sussman, & Sussman, 1996).

The challenge is not unique to POP. Dataflow programming, which represents programs as graphs of operations and data dependencies, has long faced similar difficulties. Dennis and Misunas (1975) observed that unregulated feedback loops in dataflow architectures could cause tokens to circulate indefinitely, leading to nondeterministic execution or resource exhaustion. More recent work has highlighted that asynchronous dataflow programs can exhibit subtle non-termination behaviors unless cycles are paired with well-defined scheduling and validation rules (Lin, Gancher, & Parno, 2023). These findings underscore that cycles in declarative systems require explicit **safeguards and validation mechanisms** to ensure predictable execution.

POP’s design acknowledges this risk directly. Pipelines may include loops, but only when accompanied by **explicit anti-deadlock strategies**. For example, a Collect() node may feed back into an upstream Transform() node, but the loop must be annotated with bounded queue capacities, breaker conditions, or timeout-based gates. These mechanisms prevent pipelines from devolving into the equivalent of Prolog’s infinite marriage inference. In this way, POP preserves the expressiveness of cycles while constraining their behavior to ensure **safety, analyzability, and predictable execution.**

#### Cross-Package References

Declarative pipelines often span multiple packages, creating references across package boundaries. This modularity increases reuse but also raises challenges around dependency management, version compatibility, and semantic clarity. To address these challenges, POP enforces several structural rules:

1. **Single-package definition**: An entire pipeline segment—from Ingress() to Egress()—must be defined within a single package namespace.[[1]](#footnote-1)
2. **Cross-package invocation**: A pipeline segment may be invoked by another segment across a package boundary.
3. **Nested invocation**: A pipeline segment may itself invoke other pipeline segments defined in different packages.

At compile time, each invocation of a pipeline segment is instantiated as a **separate logical entity** when necessary to enforce type safety. This prevents type collisions across package boundaries and ensures that event types remain distinct. The result is that a declarative pipeline may span many packages, but the compiler guarantees integrity by treating each segment instance independently.

The need for such constraints is supported by studies of packaging ecosystems. Research shows that focal packages in software ecosystems can become brittle points of failure: changes or removals cascade across downstream dependencies in unpredictable ways (Qi, 2024). Similarly, transitive dependencies accumulate rapidly, creating hidden couplings that complicate reasoning about software behavior (Decan, Mens, & Grosjean, 2017). POP’s compile-time instantiation rules address these concerns directly by **isolating pipeline segments** and **enforcing type-safe boundaries** between pipeline segments. [[2]](#footnote-2)

Thus, POP combines the **reuse benefits of modularity** with safeguards that reduce the risks of fragile dependency chains. Declarative pipelines remain analyzable and predictable, even as they cross package boundaries, because the compiler enforces distinct instantiation and type integrity for each reference.

#### Static vs. Dynamic Ambiguities

Declarative pipeline graphs are attractive because they promise compile-time analyzability, predictability, and safety. However, as demonstrated in the dataflow literature, real systems often require dynamicbehaviors such as conditional branching, runtime variation, or graph mutation (Ha & Lee, 1997). These features introduce ambiguities that complicate static analysis and undermine some of the guarantees of declarativity (Lee & Bier, Architectures for statically scheduled dataflow, 1990).

A key advantage of purely static graphs is that they support compile-time reasoning and optimization. Lee and Bier (1990) showed that when dataflow graphs are *data independent*—meaning node firing does not depend on runtime values—they can be scheduled statically with high efficiency and low runtime overhead. This determinism enables strong guarantees and predictable execution.

In contrast, many real systems cannot avoid dynamic constructs. Ha and Lee (1997) demonstrated that conditional edges, data-dependent iteration, and recursion can be incorporated into dataflow programs, but only by making assumptions based on profiles or statistical models of execution. Such assumptions introduce fragility: if runtime behavior diverges from profiles, the guarantees made at compile time may no longer hold. Research further highlights that asynchronous dataflow programs often exhibit nondeterministic or non-terminating behaviors when dynamic constructs are not tightly controlled, emphasizing the importance of formal validation strategies (Lin, Gancher, & Parno, 2023).

POP addresses this tension by preserving a static pipeline structure while allowing localized dynamic behavior within nodes. Specifically, conditional logic is expressed through Transform() and FanOut() nodes. Transform() nodes contain stateless worker functions that execute in a restricted virtual machine with no I/O or shared mutable state. FanOut() nodes declaratively define multiple static paths with routing predicates that direct Event<T> objects to exactly one downstream branch at runtime. The compiler enforces exhaustiveness and exclusivity of FanOut() rules wherever possible, and any runtime mismatch results in the event being wrapped as an Error<E> and redirected through the error-handling pipeline.

We accept a deliberate trade-off: graph-level declarativity enables strong compile-time reasoning, while node-local flexibility reduces some global optimization opportunities. The compiler prioritizes graph-level optimizations (e.g., scheduling, capacity planning, pipeline fusion where legal) while applying conventional intra-node optimizations to worker code (e.g., inlining, constant folding). Because worker functions are stateless and restricted, these optimizations are safe but less powerful than those available in purely declarative systems.

Structural correctness is established at compile time. Observability mechanisms such as the strongly typed Event<T> object container which allows traceability from end to end along with constraints such as capacity limits and timeouts provide runtime assurance for throughput and backpressure without weakening compile-time guarantees. In fact, an implementing language can use Event<T> metadata to make runtime optimizations.

By maintaining a strict declarative pipeline structure and allowing only carefully bounded dynamic code within nodes, POP balances the competing interests of flexibility and analyzability. This design minimizes semantic drift while preserving determinism, concurrency safety, and predictable system behavior. (Chukhman, Jiao, Salem, & Bhattacharyya, 2016)

#### Validation Complexity

Declarative pipeline graphs are concise, but that brevity can conceal under-specification. Edges may connect nodes without defining buffer policies, ordering guarantees, or backpressure limits. Without sufficient detail, the declarative model risks drifting away from the realities of execution. This tension is well documented in dataflow research. Dataflow applications frequently exhibit performance or correctness mismatches between specifications and runtime behavior, requiring post-hoc instrumentation to detect failures (Chukhman, Jiao, Salem, & Bhattacharyya, 2016). Similarly, we find evidence that formal verification of dataflow compilers was necessary to ensure compiled systems behave consistently with their declarative semantics (Bourke, Brun, & Pouzet, 2019).

In POP, this problem is addressed by I embedding validation hooks directly into the runtime model. Every Event<T> and Error<E> object carries tracing and metadata, providing visibility into pipeline execution without the need for bolted-on profilers. These metadata support runtime optimizations, throughput monitoring, and end-to-end tracing of event lifecycles.[[3]](#footnote-3) When validation fails—such as a FanOut() predicate mismatch or an invalid loop iteration—the system automatically wraps the failing object in an Error<E> and routes it through the error pipeline, ensuring that runtime violations are surfaced as structured, analyzable events.

Compile-time checks further reduce validation complexity. The POP compiler enforces FanOut()coverage and exclusivity, type integrity across pipeline segments, and Collect() loop constraints. This guarantees that the pipeline graph is structurally sound before execution. At runtime, observability mechanisms—timeouts, queue capacity limits, telemetry streams—provide runtimevalidation. As Charity Majors observes, “You’ll never know — not really — what the code you wrote does just by reading it. The only way to be sure is by instrumenting your code and watching real users run it in production” (Majors, In Praise of “Normal” Engineers , 2025). POP makes this principle intrinsic: observability is not an afterthought but a first-class feature of the language.

By combining compile-time enforcement, built-in runtime metadata, and structured error handling, POP reduces the gap between declarative specification and operational reality. Validation complexity remains a challenge, but in POP it becomes a managed property of the system, not a latent liability.

#### Debugging and Traceability

Debugging declarative systems has historically been difficult because specifications describe *what* the system should do without showing *how* execution unfolds. Observability is an afterthought punted to an operations team after the fact. Failures such as dropped events, backpressure stalls, or deadlocks can be hard to trace when the declarative syntax provides no direct handle into runtime behavior. Researchers in dataflow validation note that mismatches between specification and implementation are often subtle and only emerge under load (Chukhman, Jiao, Salem, & Bhattacharyya, 2016). Without built-in traceability, debugging becomes an external exercise in profiling, log mining, and inference.

POP reduces this complexity by implementing observability (e.g. tracing) as a language/paradigm feature at the core event model. Every Event<T> and Error<E> object carries metadata for lineage, timestamps, causal context, and error provenance. This ensures that even as pipelines scale across packages and nodes, each event remains identifiable and traceable through its entire lifecycle. Errors are not silent failures but structured objects (Error<E>) that move through the error-handling pipeline, preserving context for analysis.

Operational observability reinforces this. In POP, this principle is realized by design: instrumentation is intrinsic, not an afterthought. Telemetry, timeouts, and capacity monitoring allow developers to correlate declarative intent with runtime traces, reducing the cognitive gap between specification and observed behavior.

By combining compile-time validation with event-level metadata and structured error pipelines, POP makes debugging and traceability part of the language itself. Developers do not need to retrofit tracing frameworks or guess at runtime state: the pipeline graph, event metadata, and observability hooks form a closed loop of specification, execution, and introspection

### Multiple Entrypoints
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Figure : Multiple Entrypoint POP Program

POP pipelines are not limited to a single root. Instead, a declarative pipeline may define multiple Ingress() nodes as independent entrypoints. This reflects the realities of distributed systems and data processing frameworks, where multiple data sources often need to be processed concurrently (Dennis & Misunas, 1975; Borkar, Carey, Grover, Onose, & Vernica, 2010; Dean & Ghemawat, MapReduce: Simplified data processing on large clusters, 2008).

Multiple entrypoints introduce additional complexity for analysis, scheduling, and debugging, but POP’s design ensures analyzability and observability through its type system, compile-time validation, and embedded metadata.

#### Structural Rules

POP supports multiple entrypoints by allowing pipelines to declare more than one Ingress() **node**. Each entrypoint is defined as the execution head of a dynamically scalable fleet of **worker functions in a given** Ingress() **node**, expressed in LLVM, and permitted to perform I/O operations only within the constraints of a defined capabilities **list**. This makes entrypoints the exclusive gateways where external data can enter a pipeline, preserving analyzability and safety elsewhere in the graph.

Figure : Ingress Node as Entrypoint
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To ensure scalability and concurrency, each entrypoint is fronted by a **load-balancing head**. This dispatcher spreads incoming Event<T> objects across a fleet of dynamically scalable workers, ensuring that throughput can adapt elastically to load while maintaining type safety and immutability guarantees.

At compile time, the POP compiler instantiates each entrypoint independently, preserving **type isolation, attributes** and ensuring that pipeline segments can be analyzed as distinct units even when composed across packages. These constraints mirror principles established in early dataflow systems, which required explicit firing rules and token-based synchronization to preserve analyzability in graphs with multiple sources (Dennis & Misunas, 1975). More recently, large-scale declarative frameworks such as Dryad and MapReduce adopted similar patterns, supporting multiple data sources while requiring static contracts to maintain correctness (Dean & Ghemawat, MapReduce: Simplified data processing on large clusters, 2008; Borkar, Carey, Grover, Onose, & Vernica, 2010).

By enforcing these structural rules, POP makes multiple entrypoints tractable: each Ingress() is tightly scoped, observable, and analyzable, while still supporting the elastic scalability needed in distributed event-driven systems.

#### Concurrency and Safety

Multiple entrypoints imply that a pipeline may receive **independent streams of events** concurrently. Left unmanaged, this could create nondeterministic race conditions, resource exhaustion, or backpressure failures. POP addresses these risks with three layers of protection:

1. **Immutable Events.** All Event<T> objects are immutable once created, ensuring that concurrent workers cannot corrupt shared state. This approach follows the well-established practice in dataflow systems of treating tokens as immutable carriers of data (Dennis & Misunas, 1975) and Functional Programming (Scott, 2016, pp. 535,et seq.).
2. **Load-Balanced Ingress Fleets.** Each Ingress() node is fronted by a load-balancing head that dispatches incoming Event<T> across a dynamically scalable fleet of workers. This allows pipelines to elastically absorb bursts of input without introducing contention for shared resources.
3. **Backpressure and Resource Limits.** Worker pools are bounded, and queue depths are explicitly declared in pipeline specifications. When downstream capacity is exceeded, backpressure propagates upstream, enforcing stability and preventing cascading failures. Declarative frameworks such as Dryad and modern streaming systems (Borkar, Carey, Grover, Onose, & Vernica, 2010) rely on similar backpressure mechanisms to maintain correctness under load.

Concurrency safety also depends on consistenteventidentification. Each Ingress() node worker function transparently assigns a unique EventId to every incoming event, composed of:

* The Ingress() node’s program-unique identity, assigned by the compiler,
* The runtime-generated worker number within the Ingress() fleet that processed the event, and
* A 64-bit unsigned sequential integer that increments for each event processed by that worker during a given runtime.

An EventId is guaranteed to be unique only for a given program runtime. Sequential numbering resets when a program restarts, and two independent executions of the same build share the same Ingress node identities, but the worker node identity and event identity sequence numbers vary. This scoping ensures that an EventId is sufficient for runtimeobservability,debugging, and trace correlation which do not require globally unique identifiers in this context.

Together, immutability, bounded concurrency, load-balanced ingress fleets, and scoped the EventId allow Pipeline-Oriented Programming to handle multiple entrypoints without sacrificing determinism or safety.

#### **Observability and Debugging**

Debugging declarative systems has historically been difficult because specifications describe what should happen without exposing how execution unfolds. In POP, observability is not an afterthought but an intrinsic property of the event model. Every Event<T> object carries metadata for traceability, including its EventId, timestamps, lineage, and causal context.

The EventId provides the backbone of traceability. Each event is identified by a tuple consisting of:

* The Ingress() node’s identity, assigned by the compiler and stable across builds.
* The worker number within the ingress fleet that processed the event.
* A 64-bit unsigned sequential integer that increments for each event accepted by that worker during a given runtime.

This identifier scheme ensures uniqueness withinagivenprogramexecution, while maintaining determinism across builds. Sequential numbering resets on program restart, and two copies of the same build will share Ingress node identities. Thus, an EventId is designed for runtime trace correlation and debugging, not global uniqueness.

Errors in POP are treated as first-class events. An error does not simply signal failure; it encapsulates the original Event<T> within an Error<Event<T>> object (also represented as Event<E>). This wrapper preserves the complete event context and augments it with error-specific metadata: failure cause, stack trace, and relevant diagnostics. By routing errors through a dedicated error-handling pipeline, POP ensures that debugging information is both structured and analyzable.

This approach is aligned with industry best practices in large-scale distributed systems. The Google *Site Reliability Engineering* book emphasizes that monitoring and observability depend on structured logs, metrics, and tracing to make distributed execution visible and diagnosable (Beyer, Jones, Petoff, & Murphy, 2016). The *Monitoring Distributed Systems* extension highlights that observability must capture not only the “happy path” but also unexpected divergences in system behavior (Bjork, Burns, Fong-Jones, & Hochstein, 2020, pp. 231-266). Similarly, Krabbe (2019) stresses that effective instrumentation balances completeness with clarity, recording high-signal contextual data without overwhelming operators with noise (Krabbe, 2019). POP’s choice to embed metadata directly into events reflects these principles: instrumentation is automatic, scoped to each event, and sufficient for both performance monitoring and debugging.

By combining a scoped EventId, metadata-rich Event<T> objects, and structured error handling, POP makes debugging and traceability part of the language itself. This design not only reduces the cognitive burden of understanding distributed pipelines but also sets the stage for a deeper discussion of **event semantics**. In the next section, we examine how immutability, lineage, and metadata converge to define the guarantees and behaviors of POP events, forming the foundation for analyzability and observability at scale.

#### **Benefits and Trade-offs**

Allowing multiple entrypoints provides POP with significant benefits in terms of expressiveness, modularity, and scalability. Pipelines can integrate heterogeneous sources—such as APIs, file streams, and sensors—into a single declarative graph. Entry points are statically declared, analyzable at compile time, and scalable at runtime through load-balanced Ingress() fleets. This makes POP well-suited for modern distributed systems, where concurrency and elasticity are essential.

The trade-offs are equally important. Multiple ingress points increase the complexity of validation, scheduling, and debugging. Concurrency risks emerge when independent streams interact, and operational overhead grows as the number of entrypoints scales. Without strong constraints, such designs could undermine the declarative guarantees POP aims to provide.

POP mitigates these risks through a layered approach. Immutableevents ensure concurrency safety, while Ingress()-assigned EventId values provide traceability across entrypoints. Error<Event<T>> objects encapsulate failures in structured form, and **observability metadata** embedded in every event ensures that pipeline behavior remains visible. Compiler-enforced structural rules and runtime resource limits further contain the complexity.

In sum, the benefits of multiple entrypoints outweigh the trade-offs, provided they are disciplined by POP’s design principles. The result is a programming paradigm that combines the flexibility of multi-source pipelines with the analyzability, safety, and observability of a declarative language.

### Event Semantics

Events are the fundamental abstraction in Pipeline-Oriented Programming (POP). Every pipeline is defined in terms of Event<T> objects flowing between nodes, through edges, with semantics that guarantee analyzability, concurrency safety, and observability. Understanding event semantics is essential because they unify the declarative, imperative and operational dimensions of the paradigm.

To capture these guarantees, POP defines event semantics along several axes:

* **Immutability**, ensuring concurrency safety.
* **Identity and lineage**, establishing uniqueness and traceability.
* **Metadata and observability**, aligning runtime events with structured monitoring.
* **Errors as events**, preserving analyzability even in failure.
* **Declarative–imperative harmony**, unifying static specifications with dynamic execution.

These axes together define how POP events behave, how they interact with the pipeline graph, and how they remain analyzable in both compile-time and runtime contexts.

#### Immutability

Immutability is a foundational semantic of events in POP. Once an Event<T> object is created, its payload and metadata cannot be altered. This property serves several critical purposes.

First, immutability ensures **concurrency safety**. Because multiple workers may consume and process the same event concurrently, immutability guarantees that no worker can modify state that might affect another. This avoids race conditions and eliminates the need for explicit synchronization, which has long been recognized as a source of nondeterminism and complexity in concurrent systems (Lee & Parks, Dataflow process networks, 1995; Agha, 1986).

Second, immutability facilitates traceability and debugging. Since an event’s identity and lineage metadata are preserved intact, the system can guarantee that recorded traces correspond precisely to the data observed by each node. This property aligns with established best practices in dataflow programming, where tokens are treated as immutable carriers of information, allowing analyzability and reproducibility of program behavior (Dennis & Misunas, 1975).

Third, immutability enhances **optimizations and reasoning**. Compilers and runtimes can safely cache, replicate, or reorder immutable events without risking semantic divergence, as immutability ensures referential transparency. This mirrors principles from functional programming, where immutability simplifies reasoning about program state and correctness (Scott, 2016).

In POP, nodes that need to transform or aggregate information do so by creating *new* events derived from existing ones. Node-local state may exist for caching or batching, but such state never leaks into the event stream. By separating ephemeral worker state from immutable event flows, POP combines efficiency with analyzability.

#### Identity and Lineage

Figure : Node Identity and Metadata Lineage
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Identity is central to the semantics of POP events. Each Event<T> carries an EventId that uniquely distinguishes it for the duration of a program execution. The EventId is constructed as a tuple of three components:

* The Ingress() node’s identity, assigned by the compiler and stable across builds.
* The worker number within the ingress fleet that processed the event.
* A 64-bit unsigned sequential integer incremented per event per worker during runtime.

This scheme guarantees that events are uniquely identifiable within a single program execution, while remaining deterministic across builds. Sequential numbers reset on each execution, and multiple deployments of the same build share Ingress() node identities. As a result, an EventId is not globally unique, but it will be sufficient for runtime traceability, debugging, and causal analysis or runtime optimization.

Beyond raw identity, POP events also encode lineage. Each Event<T> object maintains references to its causal predecessors, creating an analyzable chain of derivation through the pipeline. This lineage metadata allows developers and tools to trace back the origin of any transformed or aggregated event to the ingress events that produced it. Lineage is vital for debugging, replay, and auditing, and is consistent with established practices in dataflow and distributed tracing systems (Dean & Ghemawat, MapReduce: Simplified data processing on large clusters, 2008; Bjork, Burns, Fong-Jones, & Hochstein, 2020).

The combination of scoped EventIds and lineage metadata ensures that even in the presence of multiple entrypoints, concurrent workers, and complex branching, POP pipelines remain analyzable. Every Event<T> is identifiable, every transformation traceable, and every failure context recoverable.

#### Metadata and Observability

In POP, metadata is a first-class property of every Event<T> object. Alongside its payload, each event carries structured metadata including timestamps, source context, causal history, and execution hints. This metadata plays a role analogous to structured logs, metrics, and traces in distributed systems engineering, forming the foundation for observability.

**Structured Monitoring.** Observability in distributed systems requires multiple complementary data types—metrics for trends, logs for discrete events, and traces for request lifecycles (Beyer, Jones, Petoff, & Murphy, 2016). POP integrates these concerns directly into its event semantics: timestamps and causal context provide traceability, lineage metadata supports distributed tracing, and execution hints allow pipeline-level metrics aggregation by the programmer if desired.

**Noise versus Signal.** Instrumentation is only effective if it balances completeness with clarity. Krabbe (2019) emphasizes that useful observability comes from recording high-signal contextual information without overwhelming operators with redundant data. POP enforces this principle by standardizing per-event metadata: every event carries exactly the information required for debugging, validation, and optimization, no more and no less. Information can be captured offline using FanOut() nodes to split event streams off to a logging Egress() node.

**Detecting Divergence.** Observability also entails catching deviations between specification and execution. Bjork, et al., (2020) note that monitoring must surface both expected success paths and unexpected behaviors. POP’s error-handling model, where Error<E> encapsulates failure details, ensures that divergences are represented as analyzable events within the same semantic framework, not as external anomalies.

By embedding observability into the metadata of every event, POP eliminates the gap between declarative specification and runtime analysis. Developers do not need to add ad hoc logging or external tracing frameworks: every pipeline is instrumented by construction. Metadata thereby becomes a semantic contract that guarantees visibility into event flow, performance, and anomalies across all stages of execution.

#### Errors as Events

Errors are not side channels but first-class events. An Error<E> encapsulates the original event along with error-specific metadata (failure cause, stack trace, diagnostics). This ensures that debugging information remains analyzable, traceable, and tied directly to the original event flow. Error semantics are crucial for POP’s guarantee that failures do not escape the declarative model but are instead observable and routable through error-handling pipelines.

#### Declarative–Imperative Harmony

POP achieves a balance between declarative specification and imperative execution. The declarative layer defines the static pipeline graph: nodes, edges, and dataflow rules. This graph is analyzable at compile time, ensuring type safety, coverage of FanOut() conditions, and absence of forbidden cycles.

At the same time, certain nodes (e.g., Ingress(), Egress(), Transform()) embed imperative worker functions, expressed in LLVM. These functions perform localized computation such as parsing, transformation, or aggregation. To prevent imperative code from undermining declarative guarantees, worker functions are sandboxed:

* They execute in a restricted virtual machine.
* They have no access to global mutable state.
* I/O is only permitted in Ingress() and Egress() nodes, under capability constraints.
* State, where needed for batching or caching, is confined to the scope of a single node and never leaks into the event flow.

This discipline ensures that imperative flexibility remains bounded within a declarative framework. The compiler can reason about pipelines globally, while imperative workers handle localized computation. The result is a division of labor: declarative graphs provide analyzability and safety, while imperative code supplies flexibility where static specifications alone are insufficient.

This integration reflects long-standing discussions in programming language design. Declarative models offer analyzability but limited control, while imperative models provide control at the expense of reasoning complexity (Scott, 2016). POP’s approach resembles hybrid paradigms such as actor systems, where declarative message-passing is combined with imperative actors (Agha, 1986). By carefully constraining imperative behavior, POP reconciles these traditions, ensuring that pipelines remain analyzable, safe, and expressive.

### Event Lifecycle

While event semantics () define what an Event<T> *is*, lifecycle semantics define what an event *does* as it moves through a POP pipeline. From creation at ingress to transformation, routing, error encapsulation, and eventual egress, every event undergoes well-defined state transitions. Explicit lifecycle rules ensure analyzability, reproducibility, and operational clarity, aligning POP with decades of work in dataflow and distributed systems (Dennis & Misunas, 1975; Lee & Parks, Dataflow process networks, 1995; Lamport, 1978).

#### **State Transitions**

In POP, events progress through a finite set of well-defined lifecycle states. Explicit state modeling ensures that event behavior remains analyzable, debuggable, and reproducible across distributed executions. Each Event<T> transitions deterministically from creation to delivery, with failure represented as a structured error event rather than an external anomaly.

The lifecycle of an event can be summarized in the following states:

1. **Created** – An event is instantiated at an Ingress() node, assigned an EventId (comprised of ingress identity, worker number, and a sequential counter), and enriched with metadata such as timestamps and causal context.
2. **Transformed** – Within Transform() nodes, worker functions derive new events from existing ones. Original events remain immutable, preserving concurrency safety.
3. **Routed** – At FanOut() and Collect() nodes, events are directed along declaratively defined edges. FanOut() nodes branch execution paths, while Collect() nodes synchronize streams.
4. **Errored** – If validation or worker execution fails, the original event is encapsulated in an Error<Event<T>>, carrying both the payload and diagnostic metadata. Errors flow through a dedicated error-handling pipeline, ensuring visibility and analyzability.
5. **Delivered** – Events reach an Egress() node, where they are serialized to an external system or persisted, marking the termination of their lifecycle.

This lifecycle may be represented as a finite-state machine:

Figure : Event Lifecycle
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Such modeling reflects long-standing principles in dataflow research. Dennis and Misunas (1975) emphasized token lifecycles in early dataflow processor architectures, while Lee and Parks (1995) formalized process networks as deterministic transitions of tokens between processes. By extending these ideas with structured error encapsulation, POP ensures that every possible transition—success or failure—remains analyzable within the same semantic framework.

The explicit state transition model also strengthens runtime observability. Because each transition updates event metadata, operators can trace the complete journey of an event, correlate failures with their causes, and deterministically replay sequences for debugging. In this way, lifecycle semantics not only enforce correctness but also integrate seamlessly with POP’s guarantees of traceability and reproducibility.

#### Event Ordering

Ordering semantics are a central concern in any event-driven system. Without clear rules, concurrency and distribution can lead to nondeterministic execution, undermining both correctness and analyzability. POP addresses this by defining ordering at the level of ingress, routing, and delivery.

**Per-Ingress Ordering.** POP guarantees sequential ordering of events produced by a given Ingress() node. Each event is assigned a monotonically increasing identifier, ensuring that consumers can reason about event order relative to a specific source. This ordering guarantee is scoped by worker assignment and the EventId sequence, preserving determinism within a single ingress stream.

**Concurrency Effects.** Once dispatched to worker pools, strict global ordering is deliberately relaxed. Multiple events from different ingresses may interleave arbitrarily, and even within the same ingress, parallel workers may reorder events downstream. This relaxation follows the principle that enforcing strict global order in distributed systems incurs prohibitive performance costs (Lamport, 1978).

**Node-Specific Behavior.** Ordering semantics also depend on node type:

* FanOut() nodes preserve per-branch ordering relative to their input, routing each event deterministically along one branch.
* Collect() nodes may reorder events as they merge streams, depending on configuration and runtime scheduling.

**Trade-Offs.** The choice to scope ordering at ingress rather than globally reflects a balance between determinism and throughput. Strict global ordering improves analyzability but limits scalability; relaxed ordering increases concurrency and efficiency but requires developers to design pipelines that tolerate interleaving. This mirrors design choices in distributed stream systems such as Kafka and Flink, which restrict ordering guarantees to partitions or sources rather than entire clusters (Kreps, Kafka: a distributed messaging system for log processing, 2014; Carbone, et al., 2015).

In sum, POP’s ordering model ensures predictability where it matters most—within ingress-defined streams—while allowing flexibility downstream. This strikes a balance between analyzability, concurrency, and performance in distributed event processing.

#### Delivery Semantics

In POP, delivery semantics are tightly coupled to the system’s **backpressure policy** and error handling, which governs how the pipeline responds when downstream nodes cannot process events as quickly as they arrive or when failures occur. This design choice ensures that delivery guarantees are analyzable and predictable at compile time, rather than emergent from ad hoc runtime behavior.

***At-least-once Delivery*.** When a blockpolicy is in place, upstream nodes pause event emission until downstream capacity becomes available. Under this regime, retries are possible, and at-least-once delivery is the strongest guarantee that can be provided without custom worker function logic. Events may be delivered more than once in cases of retry, but none are lost.

***At-most-once Delivery.*** When non-blocking policies such as dropOldest or dropNewest are applied, the system may discard events under overload conditions. In these cases, at-most-once delivery is the only achievable guarantee: an event is either delivered successfully or dropped, but it will never be retried.

**Exactly-once Delivery.** Exactly-once delivery is not a guarantee in declarative POP. It can be achieved through custom logic in worker functions. But as established in distributed systems literature, exactly-once semantics are costly and often infeasible at scale (Skeen, 1983; Kreps, 2014). POP prioritizes analyzability and concurrency safety, opting instead for delivery semantics that are explicit, enforceable, and tied directly to backpressure policy.

**Error Handling.** When a node cannot deliver or process an event within defined constraints, the event is wrapped in an Error<Event<T>> and routed to the error-handling pipeline. This ensures delivery violations are visible, analyzable, and recoverable, rather than silently discarded.

By binding delivery semantics to backpressure, POP integrates **performance, safety, and correctness** into a unified design axis. Developers can reason about guarantees statically, knowing that the backpressure choice simultaneously declares the delivery model. This mirrors practices in modern streaming frameworks, where at-least-once semantics coupled with structured error pipelines provide robustness without the overhead of global exactly-once enforcement (Carbone et al., 2015).

#### Event Reproducibility and Replay

Immutability and lineage metadata give POP the theoretical capability to reproduce and replay event flows. In principle, replay can serve useful purposes such as debugging, simulation, and validation. By reintroducing events with preserved EventId and lineage information, developers could reconstruct past executions and analyze pipeline behavior under controlled conditions.

However, replayability introduces significant security risks. Allowing arbitrary re-injection of events opens the door to replay attacks, duplication of sensitive operations, or unauthorized reprocessing of confidential data (Syverson, 1994; Kaufman, Perlman, & Speciner, 2002). For these reasons, the POP standard discourages reproducibility and replayability in production contexts.

Instead, POP treats reproducibility and replay as an *optional debugging mode* that may be enabled in controlled environments. When enabled, this mode must be explicitly declared, constrained to non-production pipelines, and subject to capability restrictions. In such cases, replay events should be accompanied with conspicuous warnings to ensure the user is aware of this insecure status in observability and auditing systems.

By separating replay as a non-standard, insecure feature, POP provides a controlled path for testing and analysis while maintaining strong security and integrity guarantees in normal operation.

### Error Handling Pipelines

POP provides structured error handling via special error handling pipelines, which are declared at compile time and processed like any other POP pipeline. This mechanism ensures that errors are not accidental or ad hoc, but predictable, analyzable, and observable.

#### Default Error Pipeline Behavior

Every POP program includes a built-in error handling pipeline of last resort, formally designated as ErrorPipeline(). This pipeline is responsible for processing all unhandled error events, defined as Error<Event<T>> (or Error<E> for short), where the wrapper encapsulates the original event (E) alongside error-specific metadata. By design, the existence of a default error pipeline ensures that no error is ever silent or invisible: all failures are routed through a predictable, analyzable path.

The default ErrorPipeline() is configured with a terminal Egress() node that writes error information to stderr and terminates program execution upon receipt of an unhandled error. This behavior reflects the principle of fail-fast design, where unrecoverable errors are surfaced immediately and program state is not left in a potentially inconsistent condition (Miller, 1986; Saltzer & Kaashoek, Principles of Computer System Design: An Introduction., 2009).

Although ErrorPipeline() is predefined, it remains a **compile-time structure** subject to the same guarantees as any other pipeline: type safety, immutability, backpressure, and observability. Because the error pipeline is declarative, the compiler can analyze it, enforce structural constraints, and ensure that all possible error flows are explicitly accounted for. This mirrors structured error handling in programming languages, where exceptions or faults are captured within statically analyzable constructs rather than left as unchecked runtime anomalies (Cardelli, Type Systems, 1989; Leroy, 1992).

Importantly, developers are not bound to the default stderr behavior. The declarative model permits redefinition of the Egress() node attached to ErrorPipeline(), allowing error events to be written to persistent storage, transmitted across networks, or processed in more complex ways. In this sense, ErrorPipeline() is both a safeguard of last resort and a flexible extension point for program-specific error handling strategies.

#### Custom ErrorPipeline Definitions

While ErrorPipeline() provides a safe default, POP also allows developers to **extend and customize error pipelines** declaratively. This enables programs to define more sophisticated handling strategies, including retries, classification, redirection, or logging to alternate destinations.

A key feature of error pipeline customization is the ability to **classify errors**. POP introduces a set of built-in runtime error categories, which serve as the foundation for error analysis and routing:

Table : Runtime Error Classes

|  |  |
| --- | --- |
| ParseError | Event cannot be parsed into the expected schema or type. For example, malformed JSON in an input stream. |
| ValidationError | An event is well-formed syntactically but fails semantic validation, such as failing a type constraint or exceeding a numeric limit. |
| IOError | Input/output operations fail, such as file system errors, broken network connections, or failed writes to external sinks. |
| BackpressureEvent | An edge experiences backpressure, indicating that downstream nodes cannot keep up with event throughput. Metadata captures start and stop times of the condition for analysis. |
| WorkerRuntimeError | A worker function fails with an unhandled runtime error (e.g., segmentation fault, arithmetic exception). |
| WorkerCapacityReached | Raised when a worker pool has reached maximum capacity and new workers cannot be added. |
| WorkerLaunchFailed | Raised when a worker’s virtual machine (or sandbox) cannot be launched, typically due to resource exhaustion or configuration errors. |
| CustomError | A program-defined classification for domain-specific errors not covered by built-in categories. Developers may extend this type to capture application-level semantics (e.g., BusinessRuleViolation). |

When Error<E> objects are classified, they can be routed within the ErrorPipeline() to specialized handlers. For instance, transient errors such as IOError or BackpressureEvent may be retried with exponential backoff, while irrecoverable errors such as ParseError may be redirected immediately to a dead-letter sink. This mirrors real-world best practices in fault-tolerant dataflow systems, which emphasize classifying recoverable versus non-recoverable errors for operational resilience (Carbone, et al., 2015; Digibee, 2023).

Because error pipelines are compile-time constructs, classification logic is statically analyzable. The compiler ensures that all branches of the error pipeline are well-typed, that no error classes are silently dropped unless explicitly configured, and that observability hooks remain intact. This reflects broader programming language research emphasizing structured, type-safe exception handling (Leroy, 1992; Miller, 1986).

#### Interaction with Retries and Backpressure

Error handling pipelines in POP do not exist in isolation; their behavior is intertwined with the system’s backpressure policy. Because delivery semantics (see §) are derived from the backpressure model, retry strategies within error pipelines must be consistent with the guarantees offered by that model.

**Blocking policies.** When the pipeline employs a block policy, upstream nodes pause emission until downstream capacity is available. In this regime, error pipelines may implement retrysemantics for transient errors such as IOError or BackpressureEvent. For example, an Error<E> caused by a failed network write can be re-submitted after a backoff period. This aligns with at-least-once delivery: the same event may be delivered more than once, but no event is silently lost.

**Non-blocking policies.** In contrast, under non-blocking policies such as dropNewest, dropOldest, or shunt, retries may be ineffective. An event that is retried could again be discarded immediately if capacity constraints persist. In these cases, error pipelines can only guarantee at-most-once delivery, and must rely on explicit dead-letter handling to preserve visibility. Thus, POP requires developers to design error pipelines that distinguish between transient errors worth retrying and conditions where retrying will only compound failure.

**Retry orchestration.** Because error pipelines are declarative and compile-time analyzable, retry behavior can be explicitly encoded in the pipeline structure. For example, a retry loop might be represented as a bounded sub-pipeline with exponential backoff, capped attempt counts, and fallback routing to a dead-letter sink. This structured retry handling prevents the common pitfalls of ad hoc retry loops in imperative systems, such as infinite retries or retry storms (Carbone, et al., 2015).

**Observability of retries.** Each retry attempt generates an Error<E> event with updated metadata, including retry count, elapsed time, and cause classification. This ensures that retry behavior is not opaque to operators: it can be traced, monitored, and audited as part of the normal observability pipeline. Such visibility reflects best practices in fault-tolerant distributed systems, where retries must be both bounded and transparent (Kleppmann, 2017).

By linking error pipeline behavior to backpressure, POP ensures that retry semantics remain analyzable, safe, and consistent with the overall delivery model. This design prevents mismatches where error handling might promise guarantees that the underlying backpressure regime cannot provide.

#### Observability and Error Semantics

In POP, error handling pipelines are not opaque recovery mechanisms but first-classobservabilityconstructs. Every error is represented as an Error<E>, which encapsulates the original event along with diagnostic metadata such as error type, timestamp, retry count, and causal lineage. This ensures that the context of the failure is never lost: operators and tools can always trace the path of an error back to its source and intermediate transformations.

**EventId and Lineage.** Because Error<E> preserves the original event’s EventId and lineage metadata, errors remain embedded within the same causal graph as normal events. This enables deterministic tracing, where operators can reconstruct not only where the error occurred but also which ingress produced the event and how it traversed the pipeline. This aligns with established distributed tracing practices, where identifiers and causal chains are the foundation of observability (Beyer, Jones, Petoff, & Murphy, 2016; Bjork, Burns, Fong-Jones, & Hochstein, 2020)

**Structured Error Metadata.** Error classification (see §) enriches observability by distinguishing transient errors (e.g., IOError, BackpressureEvent) from terminal errors (e.g., ParseError, ValidationError). Each classification yields structured metadata, making errors analyzable as datasets rather than unstructured logs. This practice mirrors approaches in modern observability systems, which emphasize high-signal structured data over raw logging (Krabbe, 2019).

**Operational Visibility.** By default, all unhandled errors flow into ErrorPipeline(), which exposes them via an Egress() node. In custom configurations, this may mean persistence in error logs, forwarding to monitoring infrastructure, or even integration with alerting systems. Crucially, POP’s declarative model ensures that such observability guarantees are built into the language, not bolted on as an afterthought. This approach reflects the principle articulated in Google’s SRE practice: reliability requires observability as a first-class design goal, not as an operational patch (Beyer, Jones, Petoff, & Murphy, 2016).

**Semantic Uniformity.** Treating errors as analyzable events prevents the fragmentation of observability. Rather than relying on ad hoc exceptions, logging frameworks, or external monitoring, errors in POP follow the same semantic pathways as normal events. This uniformity simplifies debugging, enhances reproducibility, and ensures that every error is visible and traceable across the system.

#### Trade-Offs and Best Practices

Error handling pipelines in POP provide a structured, analyzable way to manage failures, but they also introduce trade-offs that must be carefully considered.

**Performance Overhead.** Introducing retries, classification, or complex routing in error pipelines can increase system latency and resource consumption. In high-throughput systems, retry storms or excessive error logging can themselves cause backpressure or secondary failures (Kleppmann, 2017). Developers should apply bounded retries with exponential backoff and enforce limits on error-processing overhead.

**Complexity versus Clarity.** While POP encourages rich error-handling strategies, overly complex error pipelines may obscure system behavior. Research in programming languages has shown that unstructured exception handling can reduce program comprehensibility and analyzability (Miller, 1986). POP mitigates this risk by enforcing declarative structure, but best practice is to maintain simplicity: classify errors into a manageable set of categories and ensure explicit routing.

**Risk of Silent Failure.** Improper configuration of error pipelines can suppress or discard errors without sufficient visibility, undermining POP’s observability guarantees. As Saltzer and Kaashoek (2009) emphasize in their discussion of system design principles, errors must be made visible to operators to prevent hidden state inconsistencies. Dead-letter sinks or persistent error logs should be used as fail-safe mechanisms to avoid silent loss of diagnostic information.

**Alignment with Delivery Semantics.** Error-handling strategies must be consistent with the delivery guarantees imposed by backpressure policies (see §). For example, retries only have meaning under blocking policies that allow at-least-once delivery, whereas under drop policies, retries are ineffective. Best practice dictates explicit documentation of the chosen backpressure policy and its implications for error handling.

**Security Considerations.** Error pipelines may expose sensitive payloads, stack traces, or operational metadata. As Kaufman, Perlman, and Speciner (2002) note in their treatment of system security, uncontrolled error reporting can leak information exploitable by adversaries. POP programmers should ensure that error pipelines sanitize or redact sensitive fields before forwarding them to external sinks.

In sum, effective use of error pipelines requires balancing robustness with simplicity, ensuring that retries and classification strategies are bounded, observable, and consistent with the underlying delivery model. By adhering to these practices, developers can leverage error pipelines to improve reliability without compromising performance, security, or clarity.

## Event Source Strategies

This section introduces how POP pipelines admit data into the system. Having defined event semantics (), lifecycle (), and error handling (), the next natural step is to address where events originate, how Ingress() nodes interact with external systems, and what security/trust boundaries are enforced.

### **Ingress Sources**

In POP Ingress() nodes define the entrypoints through which external data becomes events within a pipeline. Because Ingress() is the only node type permitted to perform input operations from external sources, it establishes both a functional and security boundary between the external environment and the declarative pipeline graph.

Ingress()sources can be broadly categorized into three main types:

* **Subscriber-based** — The Ingress() node subscribes to an operating system or middleware event hook. When a triggering event occurs, the system notifies the node, which launches a worker function to capture the event data.
* **Timer-based** — An Ingress() node subscribes to a timer, executing its worker function at a specific time or interval. Timer-based ingress is suited to periodic tasks such as scheduled file imports or monitoring checks.
* **Polling** —The Ingress() node repeatedly executes its worker function to perform I/O operations against a resource. Polling ingress is appropriate for systems without event hooks, though it incurs higher overhead compared to subscriber or timer models.

Ingress()nodes may consume information from files, devices, network services, or other resources through the operating system API. Worker functions perform these data acquisition operations, but always within the limits of a declaredcapabilityset that constrains what kinds of I/O can be performed. This declaration ensures analyzability at compile time and prevents unsafe or unbounded I/O behavior.

The Ingress()node must be present for a POP program pipeline as well as for reusable modules defined as distributable packages. In this case, the pipeline segment can be tested with a test Ingress()node then implemented in a final program using a subscriber Ingress()or Collect() node. In fact, the test harness signal generator could be a simple timer-based Ingress()node used to generate input signal data during pipeline segment development.

Thus, ingress nodes in POP serve as formalized, analyzable, and secure bridges between external systems and declarative pipelines. By constraining ingress behavior to subscriber-based, timer-based, or polling models—and ensuring that modules remain testable without special ingress types—POP maintains both clarity and rigor in defining event sources. This is consistent with established literature (Hohpe & Woolf, 2004).

### **Source Capabilities and Constraints**

Ingress() nodes in POP not only define how events are acquired but also declare **capabilities** and **constraints** that govern their interactions with external resources. This model separates compile-time guarantees from runtime enforcement, ensuring analyzability, predictability, and safety.

#### Compile-Time Capability Declarations.

At compile time, every Ingress() node must explicitly declare the categories of I/O operations it is permitted to perform. These are drawn from a fixed vocabulary of operation classes, such as:

* FileRead – permission to read file contents.
* FileList – permission to enumerate individual files.
* DirectoryList – permission to enumerate directory contents.
* NetworkIn – permission to accept inbound network connections.
* DeviceRead – permission to acquire input from devices such as sensors.

This vocabulary ensures that ingress behavior is analyzable in advance, similar to the role of type systems in bounding program behavior (Cardelli, Type Systems, 1989). The compiler enforces these declarations strictly: a pipeline with no declared FileRead capability cannot compile an ingress worker that attempts to read files.

#### Runtime Modifiers for Access Control.

While capabilities establish coarse-grained categories, ingress nodes may further refine permissions through runtimemodifiers that constrain the scope of allowed operations.

Examples include:

* FileRead:/opt/\*.json — restrict file read operations to JSON files in a specific directory.
* NetIn:127.0.0.1:8080 — restrict inbound network events to localhost on port 8080.
* NetIn:0.0.0.0:22 — permit ingress from all interfaces but only on port 22.

These modifiers act as declarative runtime policies: the pipeline runtime enforces them automatically, preventing ingress workers from exceeding their declared permissions. This aligns with the principle of least privilege and capability-based security models (Hardy, 1988; Levy, 1984).

#### Constraints and Safety.

Ingress declarations also specify performanceandsafetyconstraints such as throughput limits, retry budgets, and timeout policies. For example, an API ingress may be limited to 100 requests per second, while a device ingress may specify a maximum sampling rate. The compiler verifies these constraints and produces errors or warnings if downstream pipeline assumptions are violated.

#### Integration of Compile-Time and Runtime Guarantees.

By combining compile-time capability declarations with runtime modifiers, POP ingress nodes achieve a dual guarantee:

1. **Static analyzability**, ensuring that ingress behavior can be reasoned about formally before execution.
2. **Dynamic enforcement**, ensuring that the runtime prevents unauthorized or unsafe operations.

This layered approach mirrors best practices in secure system design, where static verification is paired with runtime enforcement to close gaps between specification and implementation (Kaufman, Perlman, & Speciner, 2002).

### **Source Isolation and Sandboxing**

#### Worker Function Virtual Machines

A defining property of Pipeline-Oriented Programming (POP) is that all node worker functions execute inside **sandboxed virtual machines**. This design choice enforces strict separation between the declarative pipeline graph and the imperative worker code, ensuring analyzability, concurrency safety, and security.

#### Compiler-Optimized Virtual Machines.

At compile time, the POP compiler analyzes worker functions and their declared capabilities to synthesize a **minimal virtual machine (VM)** for each node. Only the features required by the worker function, combined with the capability set explicitly granted to the ingress node, are included. For example:

* A worker function with FileRead:/opt/\*.json capability will compile into a VM that supports file reading only within the defined scope.
* A worker with NetIn:127.0.0.1:8080 capability will include network sockets but restricted to localhost port 8080.
* Functions without I/O capabilities will be compiled into minimal VMs stripped of all system call interfaces.

This “least features” approach mirrors the principle of least privilege in operating system security (Saltzer & Schroeder, The protection of information in computer systems, 1975), but enforced at the language and compiler level.

#### Isolation at Runtime.

During execution, each VM instance is isolated from both the host system and other VMs. Isolation mechanisms ensure that:

* Worker functions cannot escalate privileges beyond declared capabilities.
* Memory and state are confined within the VM boundary.
* Worker function code integrity is guaranteed. Code and data are consistently separate security contexts.
* Communication between nodes occurs only through typed events, not side channels or shared global state.

This architecture parallels capability-based operating system designs (Levy, 1984) and modern containerization approaches, where a combination of isolation and minimal privilege reduces the attack surface.

#### Determinism and Observability.

Sandboxing also reinforces determinism. Because VMs lack undeclared system interfaces, the behavior of worker functions is constrained and predictable. Moreover, observability hooks are inserted at the VM boundary, ensuring that all I/O and state transitions can be traced as part of the pipeline’s metadata layer (Mace, Roelke, & Fonseca, 2015).

By combining compiler-optimized minimalism with runtime sandboxing, POP ensures that source ingress and worker functions remain both safe and analyzable. This dual enforcement mechanism prevents accidental misuse, supports rigorous reasoning about system behavior, and creates a hardened execution environment for event pipelines.

### **Security and Trust Boundaries**

Security in Pipeline-Oriented Programming (POP) arises from the explicit separation of declarative pipelines from **imperative** worker functions and the strict enforcement of declared capabilities. However, security cannot be fully prescribed at the paradigm level; some concerns are handled by the language runtime, while others depend on the programmer’s operational and domain-specific choices. To clarify these dimensions, POP distinguishes between language-enforced trust boundaries and implementation-specific policies.

#### **Language-Enforced Boundaries**

POP defines strict language-level boundaries to reduce the attack surface of programs:

* **Ingress-only I/O.**

All external inputs enter exclusively through Ingress() nodes, while all outputs leave through Egress() nodes. This ensures that I/O interactions remain analyzable and explicitly declared, eliminating hidden or ad hoc I/O channels.

* **Capability enforcement.**

Capabilities (e.g., FileRead, NetIn) and runtime modifiers (e.g., FileRead:/opt/\*.json) are declared at compile time and enforced at runtime. This aligns with capability-based security principles, where authority is tied to explicit rights over objects (Levy, 1984).

* **Sandbox isolation.**

Worker functions execute inside compiler-optimized virtual machines that contain only the minimal features needed for declared operations. This prevents privilege escalation and follows the principle of least privilege (Saltzer & Schroeder, The protection of information in computer systems, 1975).

#### **Trust Zones and External Sources**

POP requires that trust boundaries be modeled explicitly in pipeline graphs. For example, an Ingress() node consuming telemetry from localhost may be marked trusted, while one listening on a public socket (e.g., NetIn:0.0.0.0:22) must be treated as untrusted. Pipelines cannot silently merge trusted and untrusted inputs; any such interaction requires explicit Transform() validation. This explicit modeling makes trust boundaries visible and analyzable, a departure from traditional event-driven architectures where trust assumptions are often implicit (Schneider, 2000).

#### **Policy-Driven Security Decisions**

Not all security requirements can be embedded directly into the language. POP intentionally leaves some aspects to policy decisions:

* **Authentication and encryption.**

POP permits worker functions to implement cryptographic protocols, but it does not prescribe specific algorithms, which remain domain- and context-dependent.

* **Auditing and logging.**

Metadata and error pipelines support observability, but the scope of audit logging and retention policies are determined by operational needs.

* **Data retention and privacy.**

POP enforces immutability of events but leaves broader compliance and minimization strategies to the programmer and system operator.

This separation reflects a deliberate balance: POP enforces universal invariants while allowing flexibility for domain-specific policies.

#### **Attack Surfaces and Mitigations**

POP reduces attack surfaces by design but recognizes several threat vectors:

* **Replay attacks.**

By default, POP discourages reproducibility and replayability of events (see Section ). Enabling replayability creates an “insecure” debugging mode unsuitable for production.

* **Ingress exploitation.**

Attack surfaces at ingress points are narrowed through capabilities and runtime modifiers. For instance, NetIn:127.0.0.1:8080 is safer than NetIn:0.0.0.0:\*.

* **Worker compromise.**

Even if a worker is compromised, sandboxed VMs restrict its authority to declared capabilities. Moreover, workers are stateless, further reducing long-term risk exposure.

#### **Compositional Security**

Security in POP is compositional: the secure properties of individual pipelines extend across package boundaries when multiple pipelines are combined. Each node retains its declared trust level and capability set, preventing emergent vulnerabilities that often arise when modules interact without global coordination (Schneider, 2000). This ensures that security guarantees are preserved not only locally but system-wide.

### **Design Trade-Offs**

Like any paradigm, Pipeline-Oriented Programming (POP) embodies a set of deliberate trade-offs. These choices balance competing priorities such as security, performance, and flexibility. While POP enforces strict invariants (e.g., immutability, ingress-only I/O, sandboxed execution), many practical consequences emerge when these principles intersect with real-world requirements for integration, latency, and scalability.

#### **Richer Source Integrations and Risk Surface**

POP’s support for diverse ingress sources—including subscriber-based, timer-based, and polling mechanisms—enables integration with a wide array of systems. However, broader integration increases the potential attack surface. Each additional source type introduces new vectors for exploitation or failure, ranging from malformed data ingestion to timing-based attacks. The paradigm mitigates this risk by confining all external I/O to Ingress() nodes and enforcing declared capability sets (Levy, 1984). Nevertheless, the decision to incorporate richer sources must be balanced against the corresponding expansion in risk surface, particularly in security-sensitive domains.

#### **Stricter Validation and Performance Costs**

POP enforces strong validation at pipeline boundaries, with all events and errors (Event<T>, Error<E>) carrying metadata that supports type checking, backpressure policies, and observability. Stricter validation yields stronger safety guarantees, ensuring pipelines fail visibly and predictably rather than silently propagating errors. Yet, this rigor introduces latency: each validation step consumes computational resources, and aggressive schema checks may delay event processing in high-throughput systems (Saltzer & Schroeder, The protection of information in computer systems, 1975). The trade-off reflects the classic tension between safety and performance in distributed programming (Schneider, 2000).

#### **Balancing Flexibility and Analyzability**

POP aims to balance these opposing pressures by allowing broad source diversity while maintaining analyzability and concurrency safety through language-enforced constraints. Type safety, sandbox isolation, and explicit trust boundaries ensure that pipelines remain predictable, even as they integrate heterogeneous sources. This balance reflects a core principle of POP: expressive power is intentionally constrained to achieve stronger guarantees in areas that are traditionally weak in event-driven systems, including concurrency determinism, fault isolation, and security.

## Pipeline Composition

While individual pipelines in Pipeline-Oriented Programming (POP) are designed as analyzable and secure units, real-world applications frequently require their integration into larger assemblies. In contrast to ad hoc event-driven systems, where composition is often an emergent implementation detail, POP treats pipeline composition as a **first-class semantic concept**. This ensures that correctness, security, and analyzability extend across pipeline boundaries, even when pipelines span multiple packages or trust domains.

### **Composition by Package Integration**

Pipelines in POP can be defined independently within package namespaces and later composed at compile time. This is accomplished by using Collect() nodes as entry points for downstream segments, enabling one pipeline to feed into another while maintaining separation of concerns. Each pipeline segment preserves its declared namespace, capability set, and trust zone, preventing unintentional privilege escalation or type mismatches.

The compiler ensures type-safe composition by instantiating pipeline segments independently when required, preserving distinct event typing across segments (see Section ). This prevents semantic drift that often arises in loosely typed or dynamically wired event systems.

### **Event Typing and Compatibility**

Event typing provides the foundation for pipeline interoperability. For composition to succeed, the output event type of one segment must align with the input type of the next. POP enforces these contracts at compile time, rejecting mismatches unless explicitly bridged through a Transform() node.

This approach parallels type-safe function composition in functional programming, where type mismatches are surfaced during compilation rather than deferred to runtime (Scott, 2016). By elevating type compatibility to a compile-time requirement, POP avoids the class of runtime failures common in message-passing systems where event schemas are implicitly assumed.

### **Error Pipeline Integration**

Error handling pipelines (ErrorPipeline()) are also compositional. Each package defines its own error-handling path, ensuring that local failures are addressed near their origin. However, composed pipelines can escalate unhandled Error<E> objects into a global supervisory error pipeline.

This hierarchical error model prevents errors from being silently discarded while also enabling separation of concerns: local packages handle routine errors internally, while systemic or security-critical errors are routed to global handlers. Such explicit integration of error handling contrasts with conventional systems, where error flows often lack compositional semantics and must be manually orchestrated (Carbone, et al., 2015).

### **Trust and Capability Propagation**

When pipelines span trust boundaries, POP enforces explicit validation at composition points. Ingress and transform nodes retain their declared trust levels, and capabilities are not implicitly propagated downstream. Each composed pipeline segment must declare its own capabilities independently, ensuring that a downstream segment cannot inherit or widen the authority of an upstream segment.

This design prevents “capability creep,” where security assumptions degrade silently as systems grow in complexity (Levy, 1984; Schneider, 2000). By requiring explicit declarations, POP maintains analyzability and preserves the principle of least privilege across the composed graph.

### **Package Versioning**

In modular systems, versioning is a persistent source of fragility, particularly when multiple pipeline packages evolve independently. POP addresses this challenge by making versioning explicit at the level of pipeline composition.

**Compile-Time Binding.** Package versions are resolved and bound at compile time, not deferred to runtime. This ensures that pipelines composed from multiple packages use a consistent set of dependencies. If two segments require incompatible versions of the same package, the compiler detects the conflict and prevents ambiguous or unsafe compositions.

**Compatibility Contracts.** Event typing and schema contracts provide a natural mechanism for distinguishing between backward-compatible and breaking changes. Backward-compatible changes, such as extending an event schema with optional fields, allow pipelines to continue functioning without modification. Breaking changes, such as altering type signatures, result in compile-time errors that force explicit reconciliation, often through Transform() nodes.

**Multi-Version Composition.** When different versions of a package must coexist, POP requires explicit disambiguation. Each version is assigned a distinct namespace, and composition across versions is mediated by typed transforms. This prevents accidental reliance on ambiguous or inconsistent package behavior, a problem well documented in traditional module systems (Cardelli, Type Systems, 1989).

**Security and Trust Implications.** Because capabilities and trust levels are tied to specific package declarations, versioning also affects authority propagation. Older versions of a package cannot silently escalate privileges if newer versions restrict them; each version must independently declare its capabilities, preserving analyzability across upgrades.

By embedding version resolution into the compilation process, POP transforms package versioning from a source of runtime fragility into a statically analyzable property. While this imposes stricter constraints on composition, it ensures that pipeline assemblies remain secure, predictable, and formally verifiable.

### **Operational Considerations**

Compositional semantics in POP extend beyond type and security to operational behavior. Worker-pool isolation is preserved across segments, preventing cross-contamination of concurrency domains. Backpressure policies also compose explicitly: when upstream and downstream pipelines declare conflicting policies, the compiler requires explicit resolution rather than defaulting silently.

Observability is supported across pipeline boundaries through propagation of EventId metadata. This ensures that event traces can be followed seamlessly through the composed system, preserving the end-to-end observability that underpins debugging, performance optimization, and compliance auditing (Mace, Roelke, & Fonseca, 2015).

### **Benefits and Limitations of Composition**

Pipeline composition in POP offers strong benefits but also introduces certain limitations. On the benefits side, composition enables **modularity and reuse**: developers can define pipelines within packages, then integrate them into larger systems without sacrificing type safety or analyzability. By making composition a first-class semantic construct, POP avoids the emergent fragility that characterizes many ad hoc event-driven systems. Observability is preserved across composed graphs through EventId propagation, while security boundaries remain analyzable thanks to explicit capability and trust declarations (Levy, 1984; Schneider, 2000).

At the same time, limitations emerge from POP’s strict guarantees. Because type compatibility and capability declarations are enforced at compile time, composition may feel restrictive compared to more flexible—but less safe—systems. Backpressure policies, when misaligned between segments, require explicit resolution by the developer, adding up-front complexity. Similarly, error pipelines must be reconciled across segments, which increases design overhead but ensures that no error paths are lost.

These trade-offs reflect POP’s central philosophy: **constraints are intentionally chosen to yield analyzability, security, and determinism at scale.** While composition in POP demands discipline from developers, it produces pipelines that are both reliable and formally verifiable in ways that traditional event-driven architectures cannot achieve.

## Concurrency, Parallelism and Event Loops

Figure : Pipeline Loops
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### Concurrency and Parallelism Distinguished

Concurrency and parallelism are often conflated, but they represent distinct concepts in computing systems. Concurrency refers to structuring a system so that multiple tasks make progress independently, interleaving execution to deal with many things at once. Parallelism, in contrast, refers to executing multiple tasks simultaneously, typically leveraging multiple cores or processors to do many things at once (Pike, 2012).

This distinction is foundational for Pipeline-Oriented Programming (POP). POP treats concurrency as the default abstraction: events (Event<T>) flow through pipelines independently, with immutability ensuring safe concurrent execution. Parallelism then emerges as a runtime optimization, where worker pools and event loops may process multiple events simultaneously when hardware resources allow. By separating these concerns, POP avoids the pitfalls of shared mutable state found in traditional threading models while enabling analyzable, predictable concurrency.

### Parallelism Presumption

Pipeline-Oriented Programming (POP) presumes parallelism as a baseline property of event execution. Because Event<T> objects are immutable and carry unique EventId identifiers, multiple events can be processed simultaneously across workers without risking data races or inconsistent states. This presumption removes the burden from the programmer of reasoning about low-level thread interleavings or shared mutable state, a common source of errors in traditional concurrent programming models (Lee, The problem with threads, 2006).

The POP runtime exploits hardware parallelism whenever available, dispatching events to worker pools assigned to each node. Workers may execute on different cores, processors or even different machines, but correctness is preserved because pipelines enforce immutability and explicit merge semantics at Collect() nodes. This design achieves what (Pike, 2012) described as the separation of concerns: concurrency is the structural property of the system, while parallelism is the performance-oriented execution strategy. In POP, developers design pipelines as concurrent pipeline graphs, and the runtime parallelizes execution opportunistically.

This presumption of parallelism also has implications for determinism. Unlike thread-based programming, where interleavings can cause nondeterministic behavior, POP constrains nondeterminism through strong guarantees:

1. **Immutability** ensures events cannot be altered once emitted.
2. **Scoped mutability** is only permitted through the mutable() construct, confining state changes to tightly controlled operations.
3. **Explicit ordering** at merge points prevents ambiguity in pipeline outputs.

Thus, POP balances the benefits of parallel execution with analyzability and correctness. While developers may not control the exact scheduling of events across workers, they gain a programming model that scales naturally with hardware parallelism while preserving formal guarantees of safety and determinism.

### Event-Level Concurrency

Concurrency in POP rests on the principle that both events and functions are immutable by default. Each Event<T> object, once emitted, cannot be altered, and no mutable state is shared across nodes, functions, or scopes. Worker functions themselves are side-effect free, ensuring concurrency safety as a property of the paradigm rather than an implementation detail.

When mutability is required, it must be explicitly invoked using the mutable() construct. This confines mutations to a narrow lexical scope and prevents side effects from leaking into the wider pipeline. By restricting mutability to explicit, scoped operations, POP avoids the accidental introduction of shared state—a problem endemic to thread-based concurrency (Lee, 2006).

#### **Immutable Events and Scoped Mutability**

Immutability is the cornerstone of concurrency safety in Pipeline-Oriented Programming (POP). Every Event<T> object is immutable from the moment it is emitted by an Ingress() node until it is consumed at an Egress() node. This property guarantees that concurrent execution of worker functions cannot result in data races or unintended side effects, because no event can be modified once placed into the pipeline. Immutability at the event level is complemented by immutability within worker functions themselves: scopes within functions are immutable by default, and variables cannot be reassigned once bound.

To address the practical need for stateful computations, POP introduces mutability only through the explicit mutable() construct. This construct enables developers to mark a specific operation as mutable, confining state changes to a narrow lexical and temporal scope. For example, a worker may aggregate values or update a local counter within the boundaries of a mutable() block, but these changes cannot propagate beyond the function or alter the immutable event stream.

The design of mutable() is consistent with established practice in programming language research, where absolute purity has often been relaxed through carefully scoped mechanisms. Functional languages, for example, introduce controlled side-effect models such as monads to reconcile purity with practical expressiveness (Peyton Jones, 2003). Similarly, early work in dataflow programming emphasized that while immutability enables analyzability and determinism, bounded mutable state can coexist if its scope is constrained and formally analyzable (Dennis & Misunas, 1975; Lee & Parks, Dataflow process networks, 1995). Pragmatic treatments of language design also highlight that carefully restricted mutability strikes a balance between usability and safety (Scott, 2016).

By enforcing immutability as the default and mutability as an explicit, scoped opt-in, POP avoids the pitfalls of traditional concurrency models. In thread-based systems, shared mutable state requires synchronization mechanisms such as locks, semaphores, or transactional memory, each of which introduces complexity and opportunities for deadlock or race conditions (Lee, The problem with threads, 2006). POP sidesteps these hazards by making immutability a language-level guarantee, ensuring that concurrency safety is built into the paradigm rather than layered on through defensive programming.

In sum, POP’s mutable() feature reflects a well-defended design choice in programming languages: it preserves the analyzability and determinism afforded by immutability while providing the flexibility necessary for practical computations within tightly defined boundaries.

Immutability is the cornerstone of concurrency safety in Pipeline-Oriented Programming (POP). Every Event<T> object is immutable from the moment it is emitted by an Ingress() node until it is consumed at an Egress() node. This property guarantees that concurrent execution of worker functions cannot result in data races or unintended side effects, because no event can be modified once placed into the pipeline. Immutability at the event level is complemented by immutability within worker functions themselves: scopes within functions are immutable by default, and variables cannot be reassigned once bound.

To address the practical need for stateful computations, POP introduces mutability only through the explicit mutable() construct. This construct enables developers to mark a specific operation as mutable, confining state changes to a narrow lexical and temporal scope. For example, a worker may aggregate values or update a local counter within the boundaries of a mutable() block, but these changes cannot propagate beyond the immediate scope, except as a new object copied from the original. This design preserves analyzability and determinism, while allowing limited flexibility where mutable operations are essential.

By enforcing immutability as the default and mutability as an explicit, scoped opt-in, POP avoids the pitfalls of traditional concurrency models. In thread-based systems, shared mutable state requires synchronization mechanisms such as locks, semaphores, or transactional memory, each of which introduces complexity and opportunities for deadlock or race conditions (Lee, 2006). POP sidesteps these hazards by making immutability a language-level guarantee, ensuring that concurrency safety is built into the paradigm rather than layered on through defensive programming.

This approach resonates with the broader trends in functional and dataflow programming, where immutability underpins determinism and analyzability (Lee & Parks, 1995). POP extends these principles with a controlled escape hatch for mutability, striking a balance between rigorous concurrency safety and practical expressiveness.

#### **Node-State Tables**

While POP enforces immutability across events and worker scopes, some computations—such as aggregation, caching, or coordination—require limited shared state. To support these operations without undermining concurrency safety, POP introduces node-state tables.

A node-state table is available only within the scope of a single node, typically a Transform(). It enables workers attached to the same node to coordinate on shared state, while preventing leakage across the broader pipeline. Importantly, the table is never directly exposed; it is accessed only through four methods:

* get(key) – retrieve a value associated with a compile-time–declared key.
* set(key, value) – assign a new/updated value to a key, enforcing type safety.
* update(key, value) – atomically update an existing key’s value.
* list() – enumerate declared keys and their current bindings.

This API-based access model enforces atomicity and ensures that state changes are concurrency-safe. Internally, the runtime applies key-level locking, so only one worker may modify a key at a time. If a lock or operation does not complete within the compiler-defined stateTableTombstone window, the transaction is rolled back and the pipeline emits an Error<E>. This approach draws from transactional memory and database concurrency control research, where atomicity and rollback are central to safety under contention (Gray & Reuter, 1993; Herlihy & Moss, Transactional memory: Architectural support for lock-free data structures., 1993).

Node-state tables are also ephemeral: their contents exist only in memory and are discarded when the program terminates. Keys are declared at compile time and are strongly typed, ensuring analyzability, while values may evolve dynamically at runtime. This reflects long-standing results in dataflow process networks, where bounded, local state supports deterministic and analyzable concurrent execution (Lee & Parks, Dataflow process networks, 1995; Dennis & Misunas, 1975). The internal representation (map, list, tree, etc.) is abstracted from the developer, ensuring backward compatibility and compiler freedom in optimization.

Crucially, node-state tables do not contradict POP’s immutability guarantees. Events remain immutable across the pipeline, and mutability is confined to node-local state, which is isolated, ephemeral, and analyzable at compile time. This mirrors broader results in stream processing systems, where limited mutable state can coexist with deterministic, replay-safe semantics when carefully constrained (Carbone, et al., 2015). The design also resonates with capability-based models (Levy, 1984), where access to resources is restricted to explicit, predefined operations, minimizing the attack surface and improving safety.

In this way, POP balances the global safety of immutability with a constrained, formally analyzable mechanism for stateful operations. Node-state tables give developers enough flexibility for state-dependent tasks while ensuring concurrency remains safe, observable, and predictable.

#### Determinism and Isolation

A critical property of concurrency in POP is that pipeline execution remains deterministic and isolated, even when entrypoints, workers and node-state tables are active. Determinism means that given the same inputs, a pipeline produces the same outputs regardless of scheduling order or parallelism level. This property underpins analyzability, reproducibility, and developer reasoning about correctness.

POP enforces determinism through three key mechanisms. First, immutable events ensure that no downstream worker can observe or mutate a value differently depending on execution order (§). Second, node-state tables are strictly scoped: their contents are local to a node, ephemeral across program lifetimes, and protected by key-level locks (§). This prevents concurrent workers from producing inconsistent results. Third, explicit concurrency semantics mean that the concurrency model is not left to runtime accident; instead, it is declared in pipeline structure and enforced by the compiler.

**Isolation complements determinism.** Each worker function executes inside a sandboxed virtual machine optimized to its declared capabilities. This ensures that side effects are bounded: workers cannot leak state across nodes, violate capability restrictions, or create hidden communication channels. The only permitted flows are via immutable events or node-local state tables, both of which are analyzable and observable.

This design resonates with established research in process networks and dataflow models, where determinism is preserved by enforcing functional purity across communication channels (Lee & Parks, 1995). It also echoes the principle of isolation in concurrent systems, where safe composition requires local reasoning and bounded side effects (Saltzer & Schroeder, 1975).

By combining immutability, scoped state, and sandboxing, POP ensures that concurrency yields performance and scalability without compromising analyzability. Developers can reason about pipelines in terms of event flow, confident that nondeterminism, race conditions, and state leakage are structurally excluded from the paradigm.

#### **Fault Containment and Recovery**

Concurrency in POP is designed not only for performance but also for resilience. In distributed and parallel systems, failures are inevitable: workers may crash, locks may time out, or resources may be exhausted (Beyer, Jones, Petoff, & Murphy, 2016). POP addresses these realities by embedding **fault containment and recovery mechanisms** directly into its concurrency model.

At the most basic level, **faults are contained within node boundaries**. Worker functions execute inside sandboxed virtual machines with strictly limited capabilities, so even if a worker encounters a runtime failure, the blast radius is confined. The failed worker’s event is wrapped in an Error<E> object and routed into the error-handling pipeline (§), ensuring that faults are made explicit, analyzable, and recoverable.

Concurrency hazards such as deadlocks and livelocks are addressed by **timeouts and rollback semantics**. In node-state tables, transactions that cannot complete within the stateTableTombstone window are aborted, locks are released, and an error is emitted. This prevents stalled workers from indefinitely blocking progress, a common pitfall in shared-memory concurrency (Gray & Reuter, 1993). Similarly, backpressure policies (§1.1.7.3) ensure that when downstream nodes cannot keep up, events are either queued, dropped, or shunted in a manner that makes system behavior explicit rather than emergent.

Recovery in POP is facilitated by the ErrorPipeline(), which provides a structured mechanism for retries, logging, or alternate workflows. This approach resonates with fault-tolerant distributed dataflow systems such as Apache Flink, which embed recovery into the dataflow model rather than leaving it to ad hoc exception handling (Carbone et al., 2015). By combining immutability, isolation, and error pipelines, POP ensures that concurrency failures do not corrupt global state or compromise analyzability.

In summary, POP treats failures as first-class citizens of the concurrency model. By containing faults to nodes, enforcing rollback on stalled operations, and routing all errors through explicit pipelines, it avoids the silent corruption and unpredictable behavior that plague traditional concurrent systems (Lee, 2006). Fault containment and recovery are thus not optional add-ons but integral to POP’s concurrency safety.

### Worker Pools and Scheduling

Concurrency in Pipeline-Oriented Programming (POP) builds on two well-established traditions in computer science: **the actor model and dataflow process networks**. The actor model emphasizes lightweight, isolated workers that communicate exclusively through message passing, thereby avoiding the hazards of shared mutable state (Agha, 1986). Dataflow process networks, in turn, stress analyzability and determinism in concurrent systems, where computations are expressed as processes connected by immutable data channels (Lee & Parks, Dataflow process networks, 1995). POP synthesizes these approaches by assigning each pipeline node its own pool of workers, implemented as lightweight, sandboxed virtual machines.

Each worker pool executes node-specific logic in parallel, isolating failures and scaling elastically with demand. Importantly, not all workers are the same: some nodes—such as FanOut() and Collect()—have **compiler-generated workers**, derived entirely from declarative structure and optimized for analyzability. Other nodes—such as Ingress(), Transform(), and Egress()—host programmer-defined worker functions, which run within sandboxed environments and are restricted by declared capabilities. This distinction preserves both the formal guarantees of declarative structures and the flexibility of imperative computation where external interaction or custom logic is needed.

By coupling analyzability with elasticity, POP provides a concurrency model that avoids the pitfalls of nondeterministic threads while retaining adaptability under real-world workloads. Worker pools and scheduling are the mechanisms by which this synthesis becomes operational.

#### **Load Balancing**

Load balancing in POP emphasizes **lightweight process management** and predictable scheduling. Each node distributes incoming events across its pool of workers using strategies such as round-robin or least-loaded assignment. Unlike thread-based systems, where scheduling interleavings are opaque and nondeterministic, POP ensures that balancing policies are explicit, analyzable, and tied directly to node semantics. This follows the tradition of the actor model, where message delivery order and isolation define system behavior (Agha, 1986).

Because workers in POP are stateless by default, apart from controlled use of node-state tables, they can be created or retired with negligible overhead. This property allows load balancing to operate efficiently at fine granularity, without the synchronization and lifecycle costs associated with threads and shared memory (Lee, The problem with threads, 2006). Moreover, the runtime integrates load balancing with **elastic concurrency** (§): when queues grow beyond thresholds, new workers are spawned; when utilization falls, workers are retired. This feedback loop ensures that balancing demand also drives dynamic scalability.

Finally, POP’s load balancing accounts for the distinction between **compiler-generated workers** and **programmer-defined workers**. Compiler-generated workers, such as those in FanOut() and Collect(), can be optimized aggressively and scale with near-zero overhead. Programmer-defined workers, used in Ingress(), Transform(), or Egress(), provide greater flexibility but may require more conservative scaling policies to preserve analyzability. By treating these two cases differently, POP achieves both efficiency and expressiveness.

#### Fault-Tolerant Scheduling

POP’s scheduler is designed so that **failures are contained, progress is maintained, and causes are observable** even under heavy concurrency. The design synthesizes two proven traditions: the **actor model’s** isolation and “let-it-crash” supervision philosophy (Agha, 1986; Armstrong, 2003), and **dataflow process networks’** analyzable, channel-based concurrency (Lee & Parks, Dataflow process networks, 1995). POP extends these with language-level guarantees—immutable Event<T>, capability-bounded sandboxes, and explicit error pipelines—that keep failure handling predictable and auditable.

**Isolation and failure domains.** Each node runs a pool of lightweight, sandboxed workers (cf. §). A worker crash, panic, deadline overrun, or capability violation is **contained** to that worker. The in-flight event is wrapped as Error<E> with diagnostic metadata and routed to ErrorPipeline(); the failed worker is torn down and replaced. This mirrors actor supervision trees (Armstrong, 2003) while preserving dataflow analyzability (Lee & Parks, Dataflow process networks, 1995).

**Deadlines, timeouts, and backoff.** POP scheduling is deadline-aware: every worker invocation inherits node-level budgets (e.g., execution time, memory) and enforces operation timeouts—including stateTableTombstone for node-state transactions (§). Exceeded budgets trigger rollback and error emission rather than silent stalls, aligning with SRE guidance that timeouts and bounded retries are necessary to avoid cascading failure (Beyer et al., 2016). Retries (if any) are governed by the pipeline’s error policy and by the backpressure regime (block → at-least-once; drop/shunt → at-most-once; cf. §).

**Fairness and progress.** The scheduler prevents starvation via fair dispatch (e.g., round-robin or least-loaded) and by bounding long-running invocations with preemption via timeouts. Because events are immutable and workers are side-effect free by default, scheduler decisions do not compromise correctness—an advantage over shared-memory threads, where interleavings easily induce races and heisenbugs (Lee, The problem with threads, 2006).

**Relation to Go-style concurrency.** POP borrows from Go’s **CSP-inspired** model—fan-out/fan-in across lightweight execution contexts and explicit cancellation—while lifting these patterns to the language/compile-time level. Go encourages composing goroutines+ channels with context for deadlines and cancellation (Pike, 2012; Donovan & Kernighan, 2015). POP generalizes this: typed pipeline edges supplant ad hoc channels; backpressure and deadlines are declarative; and failure routes through an explicit error pipeline rather than ad hoc panic/recover. The result is Go-like operational simplicity with static analyzability akin to dataflow systems.

**Elastic fault response.** Scheduling is integrated with elastic concurrency (§). If failure rates spike or queues deepen, the runtime can scale out workers (where safe) or scale in to relieve pressure, guided by observed service times and error budgets (Beyer, Jones, Petoff, & Murphy, 2016; Carbone, et al., 2015). Because workers are capability-bounded sandboxes, scaling changes do not enlarge the trust surface.

Taken together, POP’s fault-tolerant scheduling adheres to three invariants: (1) **containment**—failures don’t escape their worker/node; (2) **boundedness**—no unbounded waits or retries; and (3) **observability**—every failure becomes structured telemetry (Error<E> with provenance), enabling post-hoc analysis and targeted remediation.

#### Elastic Concurrency

Elastic concurrency in POP refers to the ability of each node’s worker pool to scale up or down dynamically in response to load, while preserving analyzability and fault containment. This concept extends beyond conventional multithreading, drawing inspiration from the actor model (Agha, 1986), dataflow networks (Donovan & Kernighan, 2015), and practical concurrency frameworks such as Erlang and Go (Armstrong, 2003; Donovan & Kernighan, 2015).

In actor systems such as Erlang, elasticity is achieved by spawning lightweight processes and supervising them hierarchically. When load increases, the system can scale by creating new actors, while failures are isolated and managed through “let it crash” semantics (Armstrong, 2003). POP borrows this principle but integrates it into the pipeline grammar: every node’s pool of workers is elastic, capable of expanding under backpressure and contracting under low utilization. Unlike ad hoc actor frameworks, these elasticity rules are analyzable at compile time, making them predictable and enforceable rather than emergent.

Similarly, Go’s concurrency model emphasizes lightweight goroutines and channel-based fan-out/fan-in, where millions of concurrent execution contexts can be scheduled efficiently (Donovan & Kernighan, 2015; Pike, 2012). POP generalizes this approach by binding elasticity to declarative node definitions. For example, FanOut() and Collect() nodes generate compiler-optimized workers that can scale aggressively, while Ingress(), Transform(), and Egress() nodes host programmer-defined workers whose elasticity is more conservative to preserve analyzability. This distinction ensures that POP can scale without sacrificing safety or semantic clarity.

Elastic concurrency also mirrors the behavior of distributed stream processing engines such as Apache Flink, where operator parallelism can grow or shrink dynamically to sustain throughput and latency under varying workloads (Carbone, et al., 2015). POP extends this practice into the language itself: elasticity is not left to deployment configuration or external orchestration but is expressed as part of the pipeline’s concurrency semantics.

The benefits of elastic concurrency are threefold. First, it allows POP programs to adapt gracefully to bursty or unpredictable workloads without manual intervention. Second, it preserves **fault containment** by ensuring that elasticity does not expand the trust boundary—new workers inherit the same sandbox and capability restrictions as existing ones. Third, it keeps concurrency analyzable: developers can reason about how pools expand or contract because scaling rules are visible in the declarative pipeline graph.

#### Summarizing POP Concurrency

The concurrency and scheduling strategies in Pipeline-Oriented Programming (POP) deliberately integrate principles from the **actor model** (Agha, 1986), **dataflow systems** (Lee & Parks, Dataflow process networks, 1995), and **lightweight concurrency frameworks** such as Go (Pike, 2012; Donovan & Kernighan, 2015). By grounding load balancing, fault tolerance, and elasticity in a declarative grammar, POP provides developers with concurrency primitives that are analyzable at compile time, yet adaptive at runtime.

Load balancing (Section ) is achieved through lightweight, scalable worker pools that distribute events across multiple execution contexts with minimal overhead. Fault-tolerant scheduling (Section ) ensures that worker failures do not compromise the correctness or liveness of the system, drawing on lessons from Erlang’s supervision hierarchies and Go’s recoverable goroutines. Elastic concurrency (Section ) extends these strategies by dynamically scaling worker pools in response to load, combining adaptability with strict analyzability through compile-time rules.

Together, these mechanisms embody the paradigm’s guiding principles: concurrency safety through immutability, formal analyzability of event flow, and operational robustness in the face of uncertainty. POP’s contribution lies in integrating these established ideas into a single language-level abstraction. Where actor systems leave elasticity to runtime, and dataflow models sometimes struggle with fault recovery, POP unifies these concerns into a cohesive concurrency model.

The result is a paradigm that balances theory and practice: retaining the clarity of declarative graph structures while enabling the efficiency and resilience demanded by real-world systems. In this respect, POP demonstrates that concurrency and scheduling can be both **predictable** and **adaptive**, ensuring pipelines remain correct, safe, and efficient under diverse operating conditions.

### Error-Aware Scheduling

Error-aware scheduling in Pipeline-Oriented Programming (POP) integrates concurrency management with structured error handling. Unlike conventional models where errors are propagated through exceptions or ad hoc callbacks, POP treats errors as first-class events (Error<E>) that move through explicit pipelines. This design embeds retry logic, containment, and observability into the scheduling model itself, ensuring that failures are both analyzable and recoverable.

#### **Errors as First-Class Events**

All failures in POP are encapsulated as Error<E> objects, which inherit the metadata of the originating event (Event<T>) and augment it with error-specific diagnostics. The scheduler routes these errors through the error-handling pipeline (§), allowing them to be analyzed, retried, or escalated systematically. This contrasts with exception-driven models in imperative languages, where errors can escape concurrency boundaries and cause nondeterministic failures (Scott, 2016). By treating errors as events, POP aligns with principles of event-driven reliability found in both the actor model (Agha, 1986) and stream-processing systems (Carbone, et al., 2015).

#### **Retry-Aware Scheduling**

POP allows bounded retries for failed worker functions, governed by compile-time or runtime policies. Retries are performed with explicit timeouts and backoff strategies, ensuring system stability even under persistent fault conditions. This approach parallels Erlang’s “let it crash” supervision trees (Armstrong, 2003)where failure recovery is systematic rather than ad hoc. Like Go’s goroutines with structured recovery (Donovan & Kernighan, 2015), POP’s retry-aware scheduling preserves liveness without sacrificing analyzability.

#### **Isolation and Containment**

Worker functions execute in sandboxed virtual machines constrained by declared capabilities. If a worker fails—whether due to runtime error, resource exhaustion, or external fault—the failure is **contained** to that worker and its current event. Node-state tables reinforce safety by enforcing atomicity: .set() and .update() operations roll back on failure (§). This ensures that concurrency remains analyzable and no partial state corrupts pipeline execution, echoing actor-style process isolation (Agha, 1986) while extending it with explicit rollback semantics.

#### **Adaptive Backpressure with Error Awareness**

POP integrates error rates into its backpressure policies. If a node repeatedly produces errors, the scheduler adapts by shifting policy (e.g., from block to shunt), throttling workloads, or redirecting faulty streams into dedicated error paths. This ensures graceful degradation rather than cascading collapse, aligning with adaptive scheduling in dataflow networks (Lee & Parks, Dataflow process networks, 1995) and operational resilience principles emphasized in Site Reliability Engineering (Beyer, Jones, Petoff, & Murphy, 2016).

#### **Integration with Observability**

Each Error<E> carries an EventId, worker identity, node context, and failure classification (§). This metadata makes failures observable as structured telemetry, supporting both real-time diagnosis and postmortem analysis. Unlike runtime-only monitoring, POP enforces observability as part of its semantics. This approach echoes operational best practices articulated in Google’s SRE discipline: “hope is not a strategy—errors must be measured, surfaced, and acted upon” (Beyer, Jones, Petoff, & Murphy, 2016).

#### **Summarizing Error-Aware Scheduling**

Error-aware scheduling in POP weaves error handling into the concurrency fabric itself. By treating errors as events, bounding retries, enforcing isolation, adapting backpressure, and mandating observability, POP ensures that pipelines are not only analyzable and performant but also robust in the face of inevitable failures. This synthesis advances beyond actor supervision or streaming fault-tolerance by embedding resilience directly into the language-level concurrency model.

### Scheduling Policies and Guarantees

POP provides analyzable concurrency by making scheduling policies explicit and binding them to the pipeline grammar. Where traditional thread libraries and even actor frameworks often leave scheduling to runtime heuristics, POP defines scheduling as a **compile-time property** with predictable guarantees.

#### **Deterministic vs. Nondeterministic Scheduling**

Scheduling in Pipeline-Oriented Programming (POP) operates on a spectrum between determinism and nondeterminism. Deterministic scheduling refers to execution orders that can be fully resolved at compile time, while nondeterministic scheduling depends on dynamic runtime conditions such as external inputs or conditional branching. POP leverages its declarative pipeline structure to maximize determinism where possible, while confining nondeterminism to explicit, analyzable boundaries.

In **dataflow systems**, deterministic scheduling is feasible when node firing rules are data-independent. For example, if every invocation of a Transform() node consumes exactly one event and produces exactly one event, then a static schedule can be derived in advance. Lee and Parks (1995) showed that in such cases, schedulers can guarantee deadlock-freedom, bounded buffer sizes, and efficient execution with minimal runtime overhead. POP adopts this principle: whenever pipeline segments exhibit predictable consumption and production rates, the compiler can resolve scheduling decisions at compile time.

However, real-world systems inevitably involve nondeterministic inputs and dynamic control flow. External events—such as network messages, user input, or file reads—arrive unpredictably. Conditional branches in FanOut() nodes and variable mappings in Transform() nodes also prevent a purely static schedule. In these cases, POP relies on a runtime scheduler that dispatches events dynamically across worker pools. To mitigate uncertainty, the runtime is still constrained by compile-time declarations such as backpressure policies, deadlines, and worker pool bounds. This ensures that nondeterminism does not spread unchecked but remains confined to ingress points and conditional structures.

The advantage of this hybrid model is that POP can provide **stronger guarantees than purely dynamic systems**. For statically analyzable segments, it ensures deadlock freedom, bounded latency, and predictable resource use. For dynamic segments, it enforces safety through explicit runtime policies rather than relying on emergent thread interleavings. This approach balances the efficiency of deterministic scheduling with the flexibility of dynamic concurrency.

From a historical perspective, POP’s design draws from multiple traditions. Dataflow scheduling research highlights the benefits of static analysis where possible (Lee & Parks, Dataflow process networks, 1995). Real-time scheduling theory demonstrates how deadlines and rate-monotonic analysis can guarantee responsiveness in predictable workloads (Liu & Layland, 1973). Meanwhile, lightweight concurrency models such as Go’s goroutines emphasize efficient dynamic scheduling of millions of concurrent tasks (Pike, 2012). By integrating these insights, POP offers a concurrency model that is analyzable, predictable, and adaptive, minimizing runtime uncertainty without sacrificing expressiveness.

#### **Priority and Fairness**

A central challenge of concurrent systems is ensuring that event scheduling remains both fair and responsive. Traditional thread-based environments often leave scheduling to the operating system, resulting in nondeterministic interleavings that can cause starvation or unpredictable latency (Lee, The problem with threads, 2006). POP addresses this by embedding **priority and fairness policies** directly into the pipeline grammar, making them analyzable at compile time and enforceable at runtime.

**Fairness** in POP ensures that no event flow can be indefinitely starved by others. Worker pools within each node dispatch events using explicit policies, such as round-robin or least-loaded assignment. Because these policies are declared as part of the node’s configuration, their behavior is transparent to both developers and the compiler. This differs from ad hoc thread pools, where fairness guarantees depend on low-level runtime heuristics and can vary across platforms (Scott, 2016).

**Priority**, in contrast, allows certain event flows to receive preferential service. For example, telemetry or safety-critical events may be marked with higher priority to guarantee low-latency processing. POP ensures that priority is not emergent or accidental but declared as part of the pipeline’s semantics. This reflects lessons from real-time scheduling theory, where rate-monotonic and deadline-based policies are used to ensure responsiveness under load (Liu & Layland, 1973). By binding such priorities to the pipeline, POP provides developers with predictable guarantees about latency and throughput.

This integration of fairness and priority reflects the paradigm’s hybrid philosophy: borrowing from real-time systems the ability to provide hard guarantees, while retaining the scalability and elasticity of modern actor and dataflow models. The result is that POP pipelines can achieve **predictable responsiveness** under contention, without sacrificing the analyzability that makes compile-time reasoning possible.

#### Latency and Throughput Guarantees
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Concurrency models must balance latency—the time to process individual events—with throughput—the number of events handled per unit of time. Traditional thread-based systems often make these properties emergent outcomes of runtime scheduling, which can lead to unpredictable behavior under load (Lee, The problem with threads, 2006). In contrast, POP binds latency and throughput guarantee directly to the pipeline graph, ensuring that they are analyzable at compile time and enforceable at runtime.

POP provides latency guarantees by allowing nodes to declare deadlines and executionbudgets. For example, an Ingress() node may specify a maximum response time for reading external data, while a Transform() node can enforce per-event execution timeouts. These budgets resemble concepts from real-time systems theory, such as deadline-monotonic and rate-monotonic scheduling, which guarantee responsiveness under predictable workloads (Liu & Layland, 1973). When deadlines are missed, events are wrapped as Error<E> objects and routed into error pipelines (§), preserving observability rather than silently degrading performance.

Throughput guarantees are achieved by integrating scheduling with backpressurepolicies (§). A block policy ensures at-least-once delivery by pausing upstream emission, while dropOldest, dropNewest, or shunt policies enforce bounded throughput by discarding or rerouting excess events. Because these policies are explicit in the pipeline, throughput is predictable and analyzable rather than left to runtime heuristics.

Crucially, POP ensures that latency and throughput policies are not competing concerns but coordinated aspects of the concurrency model. For example, the runtime may scale worker pools elastically (§) when queues grow beyond thresholds, improving throughput without violating latency constraints. Compiler analysis also enables static optimization of worker placement for predictable workloads, minimizing scheduling overhead in segments where event production and consumption rates are known (Lee & Parks, Dataflow process networks, 1995).

This explicit integration of latency and throughput guarantees situates POP between hard real-time systems, which require strict deadline adherence, and best-effortstreaming frameworks, which often favor throughput over latency. POP provides boundedguarantees: deadlines and throughput constraints are enforced declaratively, violations are observable, and trade-offs are transparent to developers. The result is a model that balances efficiency, predictability, and operational resilience.

#### Integration with Error-Aware Scheduling

Scheduling in POP is not only a matter of distributing events efficiently across workers but also of ensuring resilience when failures occur. To this end, POP integrates its scheduling policies with error-aware scheduling (§), creating a unified model in which both normal (Event<T>) and error events (Error<E>) are treated as first-class citizens within the concurrency framework. This integration ensures that latency, throughput, and fairness guarantee extend beyond normal execution flows to include error handling and recovery.

First, POP enforces bounded retries within its scheduling policies. Workers that fail are retried only under declared constraints—such as maximum retry counts, deadlines, or backoff—preventing unbounded resource consumption. This approach reflects the supervision principles of the actor model, where errors are contained and managed by structured policies rather than left to emergent behavior (Agha, 1986; Armstrong, 2003). By embedding these retry limits into the scheduler, POP ensures that fault recovery remains predictable and analyzable.

Second, POP guarantees isolation between error traffic and normal traffic. In traditional concurrent systems, bursts of errors can overwhelm resources, starving legitimate workloads and degrading system responsiveness. POP addresses this by maintaining separate error queues with their own scheduling policies. This practice mirrors techniques in real-time scheduling, where tasks are partitioned by criticality to avoid starvation and maintain latency guarantees (Liu & Layland, 1973). Errors are thus observable and recoverable without jeopardizing the progress of the main pipeline.

Third, POP couples its backpressuremechanisms with error handling. If error rates exceed thresholds, the scheduler adapts dynamically, throttling or rerouting workloads to prevent cascading failure. This design resonates with adaptive backpressure control in dataflow systems, which balance throughput and stability under varying load conditions (Lee & Parks, Dataflow process networks, 1995). By making this coupling explicit in the pipeline grammar, POP ensures that error-related congestion is visible and analyzable at compile time, not an emergent runtime phenomenon.

Finally, POP integrates observabilityintoschedulingdecisions. Every Error<E> object carries structured metadata, including its EventId, worker identity, and failure classification (§). This metadata feeds back into the scheduler, enabling adaptive decisions such as rebalancing worker pools or escalating failures to error pipelines. This aligns with modern operational guidance from Site Reliability Engineering (SRE), which emphasizes that system health depends on making failures observable and actionable rather than suppressing them (Beyer, Jones, Petoff, & Murphy, 2016).

By weaving error-aware semantics into its scheduling framework, POP extends fairness, latency, and throughput guarantees into the domain of fault tolerance. The result is a concurrency model that does not treat errors as exceptions to be bolted on after the fact but as integral events subject to the same analyzable and predictable policies as all other computation.

#### **Summarizing Scheduling Policies and Guarantees**

POP’s scheduling model synthesizes insights from dataflow networks, real-time systems, and lightweight concurrency frameworks into a coherent, analyzable whole. By distinguishing between **deterministic** and **nondeterministic** scheduling, POP makes explicit which pipeline segments can be resolved at compile time and which require runtime adaptation (§). This ensures that deadlock-freedom, bounded latency, and resource constraints are not emergent properties but formally analyzable guarantees.

**Fairness and priority** are built into the pipeline grammar (§), preventing starvation while enabling preferential treatment for latency-sensitive flows. **Latency and throughput guarantees** are expressed declaratively, enforced through deadlines and backpressure policies, and supported by elastic concurrency strategies that preserve both efficiency and predictability (§). Importantly, these guarantees extend into **error-aware scheduling** (§), ensuring that fault recovery does not undermine fairness or throughput and that errors remain observable, bounded, and analyzable.

Together, these policies demonstrate POP’s central contribution: **scheduling is not a hidden runtime mechanism but a language-level property**. By exposing and constraining scheduling semantics at compile time, POP reduces runtime uncertainty, unifies correctness with operational safety, and provides developers with a model of concurrency that is both **predictable in theory and robust in practice**.

## Worker Functions

Worker functions are the imperative atoms of Pipeline-Oriented Programming (POP): they execute within node-scoped worker pools, transform immutable Event<T> objects, and interact with the outside world only where explicitly permitted. POP constrains workers by design—purity by default, sandboxed execution, explicit capabilities, and analyzable concurrency—to preserve the global guarantees of the declarative pipeline (analyzability, safety, observability) while retaining sufficient expressiveness for real-world systems (Agha, 1986; Lee & Parks, Dataflow process networks, 1995; Saltzer & Schroeder, The protection of information in computer systems, 1975).

### Design Principles

Worker functions in Pipeline-Oriented Programming (POP) embody the bridge between declarative pipeline graphs and imperative computation. Their design is governed by principles that prioritize analyzability, concurrency safety, and operational resilience, while still permitting sufficient expressiveness for real-world use. These principles draw on decades of work in dataflow (Dennis & Misunas, 1975; Lee & Parks, Dataflow process networks, 1995), capability-based security (Levy, 1984), and programming language design (Scott, 2016), as well as modern systems practice (Beyer, Jones, Petoff, & Murphy, 2016).

#### Purity by Default

Worker functions are pure by default: they treat their inputs (Event<T>) as strongly typed and immutable and yield new values rather than mutating existing ones. This echoes the guarantees of functional programming and dataflow architectures, where immutability enables deterministic analysis and eliminates many classes of race conditions (Lee & Parks, Dataflow process networks, 1995; Peyton Jones, 2003). By requiring purity as the default discipline, POP ensures that pipelines remain analyzable, predictable, and safe to parallelize.

#### Sandboxed Minimalism

Every worker function executes inside a compiler-optimized sandboxed virtual machine that includes only the minimal feature set required. This sandbox is configured at compile time to respect the node’s declared capabilities (e.g., FileRead, NetIn) and runtime modifiers (e.g., FileRead:/opt/\*.json) (Levy, 1984). This principle reflects Saltzer and Schroeder’s (1975) least privilege rule: workers are incapable of accessing undeclared resources, thus reducing attack surfaces and bounding blast radius in the event of compromise.

#### Analyzable Concurrency

Concurrency in POP emerges from the independent execution of workers across events, rather than shared-memory threads. The design follows the actor model (Agha, 1986) and statically analyzable dataflow networks (Lee & Parks, Dataflow process networks, 1995), ensuring that concurrency arises from composition rather than uncontrolled interleaving. POP extends this tradition by making concurrency guarantees explicit at the language level, not emergent from runtime configuration.

#### Errors as First-Class Events

A central principle of POP is that failures are not side effects but first-class events: any violation of capability, type, or runtime constraint produces an Error<E> object, preserving the provenance of the originating event. These errors are routed into explicit error pipelines for handling, retry, or escalation. This design aligns with distributed systems practice, where structured error-handling and observability are critical for reliability (Carbone, et al., 2015; Beyer, Jones, Petoff, & Murphy, 2016; Kleppmann, 2017). By treating errors as analyzable objects, POP avoids silent failures and enforces correctness contracts throughout the pipeline lifecycle.

### Execution Model and Sandbox

Worker functions in Pipeline-Oriented Programming (POP) execute inside **compiler-synthesized, capability-bounded sandboxes**. The sandbox makes the worker’s effects **explicit, minimal, and analyzable**: instruction sets and system interfaces are narrowed to what the program declares at compile time; runtime enforcers meter time, memory, and I/O; and any violation is surfaced as Error<E> with full provenance (§). By constraining effects at the execution boundary rather than by convention, POP operationalizes classic principles of **least privilege** and **capability security** (Levy, 1984; Saltzer & Schroeder, The protection of information in computer systems, 1975), while preserving the compile-time reasoning benefits of dataflow (Lee & Parks, Dataflow process networks, 1995).

#### Worker Lifecycle and Isolation

Each pipeline node owns a **pool of lightweight workers** (§). A worker is instantiated as a sandboxed virtual machine that loads a single worker function and runs to completion for an event, after which it is recycled or retired. Isolation is **per worker, per event**; memory is zeroed or discarded between invocations; there is no shared mutable state across workers or nodes; and inter-worker coordination, if needed, is restricted to **node-state tables** (§). This lifecycle enforces **fault containment**—crashes, panics, or timeouts are confined to the current event and worker, and are converted to Error<E> for explicit handling (§).

#### Capability Enforcement (Compile-Time and Runtime)

All external effects are mediated by capabilities declared at compile time (e.g., FileRead, DirectoryList, NetIn), optionally refined by **runtime modifiers** (e.g., FileRead:/opt/\*.json, NetIn:127.0.0.1:8080). The compiler **specializes** the sandbox to include only the minimal syscalls and libraries needed to honor these declarations; the runtime **enforces** them through system call interposition and descriptors that cannot be forged or escalated. Any attempt to exceed the declared authority results in immediate termination of the operation and emission of Error<E>. This end-to-end design is a direct application of **capability-based computer systems** and **least privilege** (Levy, 1984; Saltzer & Schroeder, The protection of information in computer systems, 1975).

#### I/O Discipline by Node Role

POP **centralizes I/O** in Ingress() and Egress() workers. Transform() workers are **I/O-free** and operate purely on their inputs, preserving analyzability and enabling aggressive optimization. This **role-segregated I/O** collapses a large class of correctness and security risks—implicit effects and covert channels—into two analyzable boundaries (Levy, 1984; Saltzer & Schroeder, The protection of information in computer systems, 1975). When I/O occurs, it must be **explicitly capability-authorized** and is automatically annotated with event metadata for observability (§; ).

#### Resource Budgets, Deadlines, and Timeouts

Each worker invocation carries bounded resource budgets (CPU‐time, memory, descriptors) and deadlines that the scheduler enforces (§). Node-state table operations (set, update) are atomic with key-level locking and a compile-time stateTableTombstone timeout; overruns roll back and emit Error<E> (§). For I/O, timeouts and bounded retries prevent retry storms and cascading failure, aligning with site reliability guidance that faults must be bounded and (Beyer, Jones, Petoff, & Murphy, 2016). These controls make progress guarantees and failure modes explicit rather than emergent.

#### Observability Hooks and Provenance

The sandbox **attaches structured telemetry** to every invocation: EventId, nodeId, workerId, timing (queueing, service, total), capability usage, and error classification when applicable. Because events are immutable and carry causal metadata, distributed traces can be reconstructed deterministically without developer-authored ad hoc logging (§; §). Errors become **first-class events** routed through ErrorPipeline() with full provenance (Carbone, et al., 2015; Beyer, Jones, Petoff, & Murphy, 2016).

#### Compiler Integration and Specialization

Worker functions are compiled to an intermediate representation to enable **whole-pipeline optimization** (e.g., inlining, copy-elision, fusion) while preserving semantic boundaries for I/O and mutability. POP’s use of an IR such as **LLVM** supports **target-independent optimization** **and late specialization** of sandboxed runtimes (Lattner & Adve, 2004). Declarative nodes (FanOut(), Collect()) become **compile-generated workers** that admit stronger static scheduling (§), whereas Ingress(), Transform(), and Egress() host **programmer-defined** workers whose performance is improved by IR-level optimization under the same sandbox constraints.

#### Concurrency Inside the Sandbox

Workers may spawn **local, capability-bounded tasks** to overlap computation (e.g., parsing + hashing) so long as they remain within the same sandbox, share no global mutable state, and communicate through **typed local queues**. This achieves Go-like ergonomics for internal concurrency while preserving POP’s compile-time analyzability and isolation (Pike, 2012; Donovan & Kernighan, 2015).

### Function Categories

Functions in Pipeline-Oriented Programming (POP) are designed with a tightly constrained interface for workers and a flexible but analyzable structure for helpers. This division balances the need for **predictable analyzability** in the pipeline graph with the **expressiveness and modularity** required for real-world computation.

#### **Worker Functions**

In AMI, a worker function bound to a node (Ingress(), Transform(), Egress()) is written with a concrete surface form:

Figure : Worker Function Signature

|  |
| --- |
| func <funcIdentifier> (in Event<T>) (out Event<U>, err Error<E>) |

This is an example of the abstract form all worker functions must to be compatible with the POP standard. It implements POP’s **uniform worker interface**. In addition to the typing and sandbox rules already stated, POP defines precise semantics for **nil/none** results:

* **Success, no downstream emission**: out == nil and err == nil

The worker intentionally emitsnothing (e.g., a filter that drops events not meeting a predicate). No message is enqueued on the downstream edge and **no error** is routed to ErrorPipeline(). Counters/telemetry record the drop as a normal, non-error outcome (cf. §, §).

* **Success with emission**: out != nil and err == nil

A single Event<U> is produced and forwarded. This is the ordinary success path.

* **Failure with diagnostics**: out == nil and err != nil  
  No downstream event is produced; the original Event<T> is wrapped as Error<E> and routed into the error-handling pipeline (cf. §).
* **Forbidden:** out != nil and err != nil

Producing both would violate analyzability and delivery accounting; the compiler rejects such workers.

These rules preserve POP’s **single-disposition** property per invocation (exactly one of: emit, error, or silence), which keeps scheduling, backpressure, and observability predictable and analyzable (Lee & Parks, Dataflow process networks, 1995; Scott, 2016). Transform workers commonly use the “silent success” case to implement filtering; ingress and egress workers typically prefer explicit emissions or explicit errors, but may also return silence when policies or capabilities dictate (e.g., rate-limited probe, heartbeat tick with no data).

As before, workers remain pure by default and run in a capability-bounded sandbox; allowing nil for out or err does not change those constraints—only the worker’s disposition for the current Event<T>.

### Purity, Immutability, and Controlled Mutability

One of the defining features of Pipeline-Oriented Programming (POP) is its treatment of function purity and immutability. Worker and helper functions are designed to be analyzable and deterministic by default, which requires strict enforcement of immutability across events and data structures. Yet real-world computation occasionally requires local mutation—for example, incrementing a counter or buffering a temporary structure. POP addresses this through the mutable()operator, a tightly scoped construct that introduces controlled, analyzable mutability.

By embedding these constraints directly into the function model, POP inherits the benefits of functional programming’s immutability guarantees (Peyton Jones, 2003), while enabling limited state changes in the manner of structured dataflow systems (Dennis & Misunas, 1975; Lee & Parks, Dataflow process networks, 1995).

#### **Purity as the Default Rule**

In POP, all functions are **pure by default**:

* Their outputs depend solely on their inputs.
* They perform no I/O except where explicitly authorized through declared capabilities.
* They cannot mutate state outside their own scope.

This ensures that pipelines are predictable, reproducible, and analyzable at compile time, eliminating hidden side effects that complicate reasoning in traditional event-driven systems (Scott, 2016). Purity also allows the compiler to apply optimizations such as function inlining, constant propagation, and dead-code elimination safely (Lattner & Adve, 2004).

#### **The** mutable() **Operator**

For cases where local mutation is necessary, POP provides the mutable() **operator**, which:

* Creates a tightly scoped region where temporary mutation is permitted, protected by transparent locks.
* Requires compile-time validation: the compiler ensures mutations do not escape the scope or leak across worker or node boundaries.
* Uses rollback semantics if an error occurs, ensuring consistency with event-level atomicity.

Example use cases include:

* Incrementally building a local buffer.
* Updating a scratchpad for intermediate calculations.
* Caching repeated sub-computations during one worker invocation.

The operator is analogous to **linear types** and controlled effect systems in functional programming (Peyton Jones, 2003), enabling pragmatic mutation without compromising analyzability.

#### **Enforcement and Guarantees**

POP enforces immutability and scoped mutability through:

1. **Compile-time checks** that ensure mutable() is used only within valid scopes.
2. **Runtime guards** in the sandbox (§) that prevent unauthorized state changes.
3. **Type-level guarantees**: any function using mutable() has its effect annotated in its signature, making mutability visible to the compiler and to developers.

These rules ensure that even when mutability is used, it remains analyzable, explicit, and confined to the smallest possible scope.

#### **Implications for Concurrency and Optimization**

By treating purity as the norm and restricting mutability to well-defined blocks, POP combines the strengths of both functional and dataflow programming:

* Purity and immutability allow strong static analysis and aggressive compiler optimization.
* Controlled mutability enables performance-sensitive computations without sacrificing analyzability or safety.
* The compiler can reason about scheduling and backpressure policies (§) without uncertainty introduced by hidden shared state.

This dual approach aligns POP with modern research that balances purity with practical needs in concurrent and distributed systems (Lee & Parks, Dataflow process networks, 1995; Peyton Jones, 2003; Scott, 2016).

### Function Reuse and Composition

While POP constrains worker functions to a uniform signature (§) to ensure analyzability, the paradigm recognizes that practical programming requires **function reuse and modularity**. Helper functions enable developers to abstract repeated logic, improve maintainability, and avoid duplication, while still remaining analyzable within POP’s strict type and purity discipline. By supporting both **reusable general functions** and **inline anonymous functions**, POP balances the rigor of strongly typed declarative pipelines with the flexibility of conventional software engineering practices (Peyton Jones, 2003; Scott, 2016).

#### **Reusable General Functions**

Reusable general functions are **named helper functions** intended to be invoked across multiple workers and pipelines. They encapsulate common logic—for example, parsing, validation, or encoding—while adhering to POP’s rules of purity and immutability. Unlike worker functions, general functions do not need to follow the uniform Event<T> → Event<U> | Error<E> interface. Instead, they may define arbitrary type-safe signatures, provided they:

1. Remain **pure** by default, with side effects only allowed inside mutable() blocks.
2. Are strongly typed, such that inputs and outputs can be fully checked at compile time.
3. Do not perform I/O or escape the sandbox; all capability-bound operations must occur within workers (§).

This allows general functions to act as **building blocks**, while workers remain the **structural joints** of the pipeline. For instance, a parsing helper might be defined once and reused across multiple Ingress() workers, ensuring consistency and avoiding redundancy.

Compiler integration enhances reuse by supporting **inlining and specialization** at the intermediate representation (Lattner & Adve, 2004). This ensures that modularity does not impose runtime overhead and that reused functions remain analyzable. The approach reflects functional programming’s long-standing reliance on **higher-order abstractions** for reuse and modularity (Peyton Jones, 2003), but channels them into a **deterministic pipeline model**.

#### **Inline Anonymous Functions**

In addition to reusable named helpers (§), POP supports **inline anonymous functions**, often referred to as lambdas. These functions provide a mechanism for embedding small, self-contained computations directly inside worker definitions without the overhead of naming or separately compiling them. Their role is pragmatic: they allow pipeline authors to implement **localized logic** such as filters, projections, or value transformations without breaking flow readability.

Like all functions in POP, anonymous functions remain subject to the same **purity and immutability rules**. They operate on immutable data, cannot perform I/O, and may only use the mutable() operator inside tightly scoped blocks (§). This ensures that convenience never comes at the expense of analyzability. The compiler treats lambdas as first-class citizens in the type system, giving them explicit signatures based on their inputs and outputs, even when defined inline.

A key advantage of inline anonymous functions is their synergy with **compiler optimizations**. Since they are typically small and local, compilers can aggressively **inline and specialize** them, eliminating call overhead while preserving semantic guarantees (Lattner & Adve, 2004). This allows POP to support idiomatic, functional-style composition (Peyton Jones, 2003) without sacrificing runtime performance.

From a design standpoint, inline anonymous functions enhance **readability and expressiveness**, making it possible to keep transformation logic close to its point of use. At the same time, their constraints prevent them from introducing hidden side effects, ensuring they integrate smoothly into POP’s declarative pipeline graphs. Thus, POP offers the benefits of functional-style lambda expressions while maintaining a strict separation between **inline convenience and structural pipeline analyzability.**

#### Function Composition

Function composition in POP serves a narrow but essential purpose: it lets authors build worker logic from small, reusable, pure helper functions without eroding analyzability, safety, or performance. Composition occurs **inside** a worker’s sandbox (Ingress(), Transform(), or Egress()) and never crosses node boundaries. Cross-node composition remains a pipeline concern (cf. §), whereas **function** composition is a local structuring device for clarity and reuse within the worker’s single-disposition contract (exactly one of: emit, error, or silence).

**Semantics and constraints.** POP adopts the standard, type-safe notion of composition—sequencing functions so the output type of one is the input type of the next—under a strict discipline: helpers are pure and effect-free (no I/O; no shared state), and any temporary mutation must be wrapped by mutable() within a narrow lexical scope (§). These constraints preserve referential transparency for helpers and keep the composed worker analyzable and deterministic (Peyton Jones, 2003; Scott, 2016). Determinism at the pipeline level is retained because composed helpers execute within a single worker activation and communicate outward only via the worker’s Event/Error result, aligning with dataflow process-network results on determinate computation (Lee & Parks, Dataflow process networks, 1995).

**Compositional patterns.** In practice, workers apply small compositions such as *validate ∘ normalize ∘ transform*: e.g., a Boolean-valued validate(T), a shape-preserving normalize(T) → T, then a map(T) → U. On failure, the worker returns (out=nil, err=Error<E>); on a filtered path, (out=nil, err=nil); on success, (out=Event<U>, err=nil). Keeping error creation at the worker boundary (rather than in helpers) preserves POP’s single-disposition rule and makes error semantics explicit and analyzable (Scott, 2016; Lee & Parks, Dataflow process networks, 1995). Higher-order helpers are permitted: a helper may accept other pure helpers (e.g., a predicate or projector) to produce a specialized function, enabling library-quality reuse while preserving purity (Peyton Jones, 2003).

**Type safety and identity.** Because POP is strongly typed, legal compositions are enforced at compile time: the compiler verifies that helper output types align with downstream inputs and that the worker’s ultimate signature remains Event<T> → (Event<U> | Error<E> | silence). This mirrors classic type-theoretic discipline for modular, analyzable programs (Cardelli, Type Systems, 1989; Scott, 2016). Signatures determine identity: a change to a helper’s inputs/outputs is a breaking change that the compiler surfaces immediately, preventing schema drift.

**Optimization and cost.** Composition improves clarity without imposing runtime overhead. Pure, small helpers (including inline anonymous functions from §) are excellent candidates for IR-level inlining, constant propagation, and copy elision under a modern toolchain (e.g., LLVM), yielding zero-cost abstractions in the common case (Lattner & Adve, 2004; Scott, 2016). Because helpers cannot perform I/O or access ambient capabilities, composition never widens the trust surface or the TCB of the worker sandbox, preserving least-privilege invariants (Levy, 1984) (Saltzer & Schroeder, The protection of information in computer systems, 1975).

**What composition does *not* do.** POP deliberately forbids composition that would blur boundaries: helpers cannot emit events, touch node-state tables, or perform I/O; workers cannot “compose” across nodes (that’s pipeline composition); and composed helpers cannot create implicit side channels. These constraints reflect lessons from dataflow and concurrent systems: correctness and predictability depend on isolating effects, bounding state, and keeping control/ data movement explicit (Lee & Parks, Dataflow process networks, 1995; Saltzer & Schroeder, The protection of information in computer systems, 1975).

**Summary.** POP’s function composition is an intentionally modest, locally scoped tool: chain small, pure helpers inside a worker to increase clarity and reuse; surface all effects at the worker boundary; and rely on the compiler to enforce type safety and erase abstraction overhead. The result is code that reads functionally, compiles predictably, schedules deterministically, and preserves the paradigm’s core guarantees of analyzability, security, and observability (Peyton Jones, 2003; Lee & Parks, Dataflow process networks, 1995; Lattner & Adve, 2004; Scott, 2016; Levy, 1984; Saltzer & Schroeder, The protection of information in computer systems, 1975).

#### Higher-Order Functions

Higher-order functions (HOFs) extend the expressive power of POP by allowing functions to take other functions as parameters or return them as values. While this idea originates in functional programming (Backus, 1978; Peyton Jones, 2003), POP adopts HOFs in a constrained manner that preserves analyzability, determinism, and type safety.

**Semantics in POP.** Within POP, HOFs are primarily used for helper functions rather than worker functions. For example, a map helper may accept a pure function f: T → U and apply it over event payloads before passing them into the worker’s pipeline logic. This allows concise expression of reusable transformations while respecting the worker’s strict Event<T> → (Event<U>, Error<E>) interface. Worker functions themselves are **not** higher-order: they cannot emit new functions at runtime or accept arbitrary executable code from outside the compiler’s analyzable scope.

**Safety constraints.** To ensure analyzability and security, POP restricts HOFs to pure functions with no external side effects or I/O. Their inputs and outputs must remain strongly typed, and the compiler validates all compositions at compile time, enforcing that a higher-order parameter function conforms to expected signatures. This discipline is consistent with type theory foundations of higher-order polymorphism (Cardelli & Wegner, 1985) and modern functional programming practices (Peyton Jones, 2003) (Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985).

**Benefits.** The use of HOFs brings three concrete advantages:

* **Reusability** — Generic transformations (e.g., predicates, mapping functions, reducers) can be shared across multiple workers without code duplication.
* **Clarity** — Logic such as filtering, projection, or enrichment can be expressed at the point of use without inlining repetitive code.
* **Optimization** — Pure HOFs are excellent candidates for inlining, partial evaluation, and fusion at the IR level, enabling the compiler to eliminate abstraction overhead (Lattner & Adve, 2004).

**Limitations.** POP deliberately avoids exposing runtime function construction or reflection through HOFs. While languages like JavaScript or Python allow arbitrary closures to be passed around dynamically, POP forbids such features to keep pipelines statically analyzable and to prevent injection or runtime ambiguity. This aligns with the paradigm’s commitment to immutability, strong typing, and compiler-enforced guarantees (Lee & Parks, Dataflow process networks, 1995).

**Summary.** Higher-order functions in POP are a disciplined tool: allowed for pure helpers, disallowed for workers, and always enforced through compile-time type checking. By restricting their scope, POP captures the benefits of functional abstraction while ensuring that pipelines remain analyzable, predictable, and safe (Backus, 1978; Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985; Peyton Jones, 2003; Lee & Parks, Dataflow process networks, 1995; Lattner & Adve, 2004)

#### Reusability Across Pipelines

Reusability is a foundational principle in modern programming paradigms, enabling developers to reduce redundancy, improve maintainability, and enforce consistent semantics across projects. In Pipeline-Oriented Programming (POP), reusability is achieved not only through modular pipeline design but also through the reuse of worker and helper functions across package and namespace boundaries. Functions can be invoked with fully-qualified names, ensuring that the compiler can resolve their scope unambiguously, regardless of the calling context.

This approach reflects long-standing principles of modular programming, where separation of concerns and clearly defined interfaces enable compositionality and reuse (Parnas, 1972; Meyer, 1997). By requiring strong typing and unambiguous function signatures, POP ensures that reusable components can be safely composed across multiple pipelines without introducing type mismatches or behavioral ambiguity. The binding of a function’s identity—its role (worker vs. helper), inputs, and outputs—into a unified signature allows the compiler to guarantee compatibility when functions are imported into different declarative graphs.

At the same time, POP extends this principle by making function reusability explicit at the pipeline level. A worker function defined in one package can be invoked by a pipeline in another package without compromising analyzability, as the compiler validates the function’s declared signature, capability constraints, and error contracts at compile time. This stands in contrast to many event-driven systems, where implicit dependencies or runtime discovery mechanisms can obscure the provenance and trustworthiness of external function (Schneider, 2000).

Reusability in POP also reinforces the paradigm’s emphasis on analyzability and immutability. Because worker functions are pure and constrained by their capabilities, reusing them across pipelines does not create hidden state dependencies or side effects that would undermine formal reasoning. Helper functions, while more flexible, remain bound by strong typing rules, ensuring that even user-defined abstractions can be reused without introducing unsafe polymorphism or type coercion (Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985).

Finally, function reusability across pipelines supports the ecosystem-level benefits of POP. Organizations can develop shared libraries of ingress handlers, transformations, and error processors, validated once and reused many times across domains. This parallels the rise of reusable service components in microservice architectures but operates at a finer granularity, at the level of typed event transformations rather than network services (Newman, 2015). By embedding reusability into the paradigm itself, POP ensures that pipelines scale not only in performance but also in maintainability and long-term evolution.

### Worker Function Execution Context

Worker functions in Pipeline-Oriented Programming (POP) represent the imperative boundary within otherwise declarative pipelines. While pipelines define event flow as analyzable graphs, worker functions provide the computational logic that processes individual events. Their execution context encompasses lifecycle management, scheduling, mutability, node-state interactions, and I/O boundaries. This section formalizes the principles governing worker execution, ensuring consistency with POP’s core goals of analyzability, concurrency safety, and observability.

#### Lifecycle and Scheduling

The lifecycle of a worker function begins when its host node receives an incoming Event<T> and ends with either the emission of a new event Event<U> or the wrapping of an error in Error<E>. Between these boundaries, execution proceeds within a compiler-optimized, sandboxed virtual machine restricted by the declared capabilities of the node. This ensures that each worker operates in a least-privilege environment (Saltzer & Schroeder, The protection of information in computer systems, 1975), minimizing the risk of unintended side effects or privilege escalation.

Scheduling in POP is tightly coupled with pipeline-level concurrency guarantees (see §). Worker functions themselves are stateless and are dispatched by the runtime into lightweight, elastic worker pools associated with each node. This model draws inspiration from actor-model scheduling (Agha, 1986) and dataflow execution strategies (Lee & Parks, Dataflow process networks, 1995), where units of computation are isolated and message-driven. By design, workers execute independently and do not share mutable state, thereby eliminating race conditions common in shared-memory concurrency models (Scott, 2016).

The lifecycle may be formalized as a sequence of stages:

1. **Dispatch**: A node receives an event and dispatches it to an available worker from its pool.
2. **Execute**: The worker function processes the event in isolation, optionally interacting with node-state tables or invoking helper functions.
3. **Emit or Error**: The worker emits a downstream Event<U> or signals failure by returning an Error<E>. Either output may be nil, ensuring that no unnecessary downstream traffic or error propagation occurs.
4. **Cleanup**: Any temporary resources (e.g., mutable scopes) are released, and the worker returns to the pool for reuse.

Elastic scheduling ensures that worker pools can scale up or down depending on system load, a property critical for balancing throughput and latency (Hellerstein, 2010). Importantly, because workers are defined as stateless by default, scaling decisions do not introduce nondeterministic side effects—a frequent challenge in traditional event-driven systems.

By binding lifecycle semantics and scheduling policies to compile-time constructs, POP reduces runtime uncertainty. While nondeterministic scheduling is unavoidable in distributed environments, compile-time analyzability of worker dispatch and capability restrictions ensures that concurrency remains tractable, predictable, and formally verifiable.

#### **Scoped Mutability**

Worker functions in POP are pure by default, and immutability is enforced across function boundaries to preserve analyzability, concurrency safety, and determinism. However, there are legitimate cases—such as aggregation, intermediate computation, or resource preparation—where temporary mutability is both practical and necessary. To accommodate these cases, POP introduces the mutable() operator, which grants narrowly scoped mutability within a worker function.

The semantics of mutable() are designed to mirror the discipline of functional languages that allow controlled mutation without abandoning referential transparency. For instance, Haskell employs monads to encapsulate side effects (Peyton Jones, 2003), while ML-like languages have long supported region-based mutable references constrained by lexical scope (Tofte & Talpin, 1997). In POP, mutable() serves a similar purpose: it allows developers to create temporary mutable bindings that are strictly limited in duration and visibility. The compiler enforces scope boundaries, ensures that mutations cannot leak into the event stream, and inserts automatic cleanup instructions at the end of the block.

This approach is motivated by both theory and practice. Early work in dataflow systems demonstrated that uncontrolled mutability introduces race conditions and undermines static scheduling guarantees (Dennis & Misunas, 1975; Lee & Parks, Dataflow process networks, 1995). Similarly, programming language research highlights the tension between purity and performance: while immutability simplifies reasoning, bounded mutability often improves efficiency and reduces overhead (Scott, 2016). POP’s mutable() operator acknowledges this trade-off by making mutability explicit and analyzable at compile time, avoiding the pitfalls of implicit shared state.

Importantly, scoped mutability in POP is **ephemeral**. Once a mutable block ends, its bindings are automatically frozen, preventing further modification. This ensures that worker outputs remain deterministic with respect to their inputs, even when temporary mutable state is employed internally. Moreover, because worker functions are stateless in the pipeline context, no mutable data persists beyond the lifetime of a single event’s execution.

By restricting mutability to explicitly declared, tightly controlled contexts, POP balances the need for performance and flexibility with its paradigm-level guarantees of concurrency safety and formal analyzability. This design continues the tradition of “safe imperative islands within declarative seas” (Hudak, 1989), ensuring that worker functions can be expressive without compromising the larger system’s correctness.

#### Node-State API Integration

Although worker functions in POP are designed to be stateless, certain pipeline operations require limited, structured state for correctness and efficiency. Examples include aggregating partial results, caching intermediate computations, or coordinating deduplication across concurrent workers. To accommodate these needs without undermining POP’s concurrency guarantees, nodes may expose node-state tables, accessible only through a restricted API: .set(), .get(), .update(), and .list().

This design aligns with long-standing research in safe state management within concurrent and distributed systems. Shared mutable memory has historically been a major source of race conditions and nondeterminism (Lamport, 1978; Herlihy & Shavit, The art of multiprocessor programming (Revised 1st ed.), 2012). POP mitigates these risks by enforcing strong isolation: node-state tables are ephemeral, scoped to a single node, and inaccessible across node boundaries. They exist only for the program’s runtime, ensuring that no state persists beyond execution. Furthermore, all access methods implicitly enforce fine-grained locking and atomicity, ensuring that concurrent workers operate safely even under high load.

Compile-time analyzability distinguishes node-state tables from conventional shared memory. The compiler declares state tables as structural components of the pipeline, making their existence and permissible operations explicit. This permits static verification that state use adheres to POP’s safety rules and prevents emergent dependencies that could compromise analyzability (Lee & Parks, Dataflow process networks, 1995). Runtime enforcement complements this by applying method-level guarantees: .set() and .update() operations will include compile-time–defined timeouts, preventing deadlocks or unbounded blocking (§).

By constraining workers to a fixed API, POP ensures that node-state tables remain specialized coordination tools rather than general-purpose mutable memory. This reflects a “safe subset” philosophy, similar to the use of abstract data types in programming language design (Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985), where controlled interfaces enforce invariants. Workers cannot bypass these methods or expose raw state, making state use both analyzable and observable.

In effect, node-state tables provide the best of both worlds: the performance benefits of localized shared state and the safety of declarative, analyzable concurrency models. They enable patterns like windowed aggregation or limited coordination while preserving POP’s foundational guarantees of determinism, isolation, and concurrency safety.

#### **Concurrency Within Workers**

While POP ensures concurrency safety at the pipeline level by eliminating shared mutable state between nodes, worker functions themselves may exploit concurrency internally to improve responsiveness or throughput. This is particularly useful for tasks such as parallelizing computationally expensive subroutines, issuing multiple independent I/O requests, or pipelining stages of a local algorithm.

POP’s design imposes strict boundaries on such concurrency. Worker functions are executed atomically relative to the pipeline: a worker may spawn internal lightweight threads or asynchronous tasks, but all such activity must resolve before the worker returns an output Event<U> or Error<E>. This ensures that the observable pipeline semantics remain deterministic with respect to the event being processed, regardless of the concurrency model employed internally.

The restriction against shared mutable state across threads extends into the worker scope. Internal tasks cannot rely on unsynchronized global variables or external side effects. Instead, concurrency is structured around immutable data sharing, message-passing, or the use of the node-state API (§), which provides safe, compiler-verified access to ephemeral shared state. By disallowing implicit concurrency hazards, POP avoids nondeterministic outcomes common in thread-based systems (Herlihy & Shavit, The art of multiprocessor programming (Revised 1st ed.), 2012; Scott, 2016).

This model reflects lessons from multiple paradigms. The actor model (Agha, 1986) demonstrated that concurrency can be structured around isolated processes communicating via messages, while Go’s goroutines and channels (Pike, 2012) showed that lightweight scheduling combined with explicit synchronization primitives yields practical scalability. POP draws from these traditions but adapts them to its declarative foundations: concurrency within a worker is permitted, but bounded by the requirement that all local tasks complete before downstream propagation.

In effect, concurrency inside workers provides developers with local flexibility without sacrificing global analyzability. Complex computations can exploit parallel resources, but the pipeline as a whole remains analyzable, reproducible, and free of emergent synchronization bugs. This balance ensures that POP can scale to modern workloads while maintaining the strict safety guarantees that distinguish it from conventional event-driven systems.

#### Internal Worker Concurrency and Pipeline Determinism

Concurrency inside worker functions introduces opportunities for local performance optimization, but it must not compromise the determinism of the pipeline as a whole. POP enforces this by requiring all asynchronous tasks spawned within a worker to resolve before the worker emits either an Event<U> or an Error<E>. This ensures that from the perspective of the pipeline, each worker execution remains atomic, preserving analyzability and reproducibility (Lee & Parks, Dataflow process networks, 1995).

This balance reflects lessons from actor-model scheduling (Agha, 1986) and languages such as Go, where lightweight concurrency primitives are isolated within well-defined scopes (Pike, 2012). POP refines this further by embedding concurrency into a declarative context: concurrency is allowed locally, but determinism is enforced globally. In this way, POP eliminates emergent nondeterminism that has historically plagued event-driven and shared-memory systems (Herlihy & Shavit, The art of multiprocessor programming (Revised 1st ed.), 2012).

#### Node API Access (Ingress()/Egress() Boundaries)

Ingress() and Egress() nodes serve as the only sanctioned boundaries for external I/O in POP. Worker functions within these nodes may interact with files, devices, networks, or system resources, but only through capabilities declared at compile time (Levy, 1984; Saltzer & Schroeder, The protection of information in computer systems, 1975). For example, an ingress worker may be authorized for FileRead:/opt/\*.json, while an egress worker may be authorized for NetOut:api.example.com:443.

This restriction reduces the attack surface and enforces analyzability: all possible I/O operations are visible in the pipeline’s declarative structure. It also isolates failures, ensuring that I/O errors are captured and rerouted via the error pipeline (see §). In effect, ingress and egress APIs embody POP’s principle of least privilege while maintaining operational flexibility.

#### Node API Access (Transform() Boundaries)

Transform() nodes represent the core computational units in POP. Worker functions within Transform() nodes cannot perform external I/O; instead, they operate on immutable event payloads and may produce new events or errors. Their only external interactions are through helper functions and node-state tables (§).

This design enforces separation of concerns: computation is isolated from I/O, allowing Transform() workers to be pure and analyzable. It mirrors principles of functional programming, where functions are side-effect free and results depend solely on inputs (Hudak, 1989; Scott, 2016). By disallowing implicit side effects, POP ensures that Transform() nodes remain reliable building blocks for both optimization and formal verification.

#### Node API Access (FanOut() and Collect())

FanOut() and Collect() nodes differ from Ingress(), Egress(), and Transform() in that their workers are compile-time–generated artifacts rather than programmer-defined functions. Their behavior is determined entirely by the pipeline declaration:

* FanOut()—workers route events across multiple downstream paths according to static rules or type constraints.
* Collect()–workers aggregate events from multiple upstream edges into a single flow.

Because these nodes are declarative in nature, their semantics are highly optimizable. The compiler can reason about their routing and merging logic at compile time, enabling advanced scheduling and correctness guarantees (Dennis & Misunas, 1975). This contrasts with the programmer-defined logic in Ingress(), Transform(), or Egress(), which must be sandboxed and analyzed separately.

Together, these API boundaries provide a clean separation between declarative and imperative concerns. Ingress() and Egress() connect pipelines to the outside world, Transform() nodes provide programmer-defined computation, and FanOut()/Collect() enable structural composition. By making these distinctions explicit, POP reduces semantic drift and ensures that pipelines remain analyzable, predictable, and secure.

#### Execution Context Summary

The execution context of worker functions defines the precise boundary between imperative computation and declarative pipeline structure in POP. By formalizing lifecycle and scheduling rules (§), enforcing scoped mutability (§), and introducing node-state APIs for controlled coordination (§), POP ensures that local flexibility does not compromise global determinism. Internal concurrency is permitted (§–), but always bounded by the requirement that workers complete atomically with respect to their input events, preserving analyzability and reproducibility at the pipeline level.

Furthermore, API distinctions among node types (§–8) reinforce separation of concerns: Ingress() and Egress() define explicit I/O boundaries, Transform() nodes isolate computation, and FanOut()/Collect() remain purely declarative structures. This layered model yields a programming paradigm in which imperative logic is both powerful and disciplined, providing developers with expressive tools while ensuring that safety, concurrency, and observability remain enforceable at compile time.

## Observability and Telemetry

Figure : FanOut to Logs Example
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Observability in Pipeline-Oriented Programming (POP) is a first-class paradigm feature, not a secondary operational concern. While conventional event-driven and object-oriented systems often treat logging, metrics, and tracing as afterthoughts bolted onto existing architectures, POP integrates observability directly into the semantics of events, errors, and pipeline execution. This integration reflects the modern systems engineering perspective that reliability depends on the ability to measure and understand internal state from external outputs (Burns & Oppenheimer, 2019; Majors, In Praise of “Normal” Engineers , 2025). Every Event<T> and Error<E> object in POP carries structured metadata designed for introspection, enabling developers and operators to trace flows, diagnose bottlenecks, and reason about correctness both at compile time and in production. In this way, observability and analyzability reinforce one another, ensuring that POP programs can be validated not just in theory but in practice.

### Principles of Observability in POP

POP adopts observability as a design principle rooted in three complementary guarantees:

1. **Events as observable units**: Every event carries a globally unique EventId (see §) and embedded metadata, ensuring that its provenance, path, and transformations are always reconstructable.
2. **Error transparency**: Errors are never hidden or silently discarded. Instead, every failure is wrapped in an Error<E> object with contextual metadata and routed through error pipelines (§), making error handling itself observable.
3. **Declarative visibility**: Because pipelines are declared as static graphs, all observability points—Ingress(), Transform(), FanOut(), Collect(), and Egress()—are explicit and analyzable at compile time.

This approach distinguishes observability in POP from simple logging. Logs often capture partial, ad hoc signals of program behavior; observability, by contrast, emphasizes the ability to ask arbitrary questions of a system without prior knowledge of the failure modes (Majors, Observability engineering: Achieving production excellence., 2018). By embedding observability at the level of language constructs rather than relying on developer-added log statements, POP guarantees a uniform, analyzable telemetry fabric across all pipelines.

The principles also align with established best practices in distributed systems. Google’s Site Reliability Engineering (SRE) model stresses that monitoring must capture **“**goldensignals**”** such as latency, traffic, errors, and saturation in order to make systems operable at scale (Burns & Oppenheimer, 2019). POP enforces similar visibility through event metadata, backpressure signals, and error pipelines, but does so as part of the programming model itself. This integration ensures that POP applications inherently satisfy operational observability requirements, reducing the cognitive load on developers and operators alike.

### Event-Level Telemetry

At the most granular layer, observability in POP begins with the event itself. Each Event<T> is not only a carrier of application data but also an observable unit, enriched with metadata that documents its origin, processing path, and execution context. This design ensures that every event can be uniquely identified, traced through the pipeline, and correlated with system performance.

A unique EventId is generated at ingress, composed of the ingress node identity, worker identifier, and a 64-bit sequential number (see §). This identifier is guaranteed to be unique within the lifetime of a program execution, providing sufficient granularity for production analysis while avoiding the overhead of global uniqueness. Event metadata additionally records timestamps, node identifiers, and worker pool identifiers, enabling operators to reconstruct event lifecycles from Ingress() to Egress().

Errors are treated with equal transparency. Rather than discarding failures or surfacing them only through logs, POP requires that each failure be encapsulated as an Error<E>, which itself contains the related Event<T> and error-specific metadata. This approach ensures that error handling is fully observable, and that debugging can be tied directly to the events that triggered failure conditions. Similar strategies have proven invaluable in distributed stream processing frameworks such as Apache Flink, where event-time and error-time metadata enable fault tolerance and recovery (Carbone, et al., 2015).

The metadata model extends beyond fault isolation: it provides the foundation for runtime telemetry. By embedding observability data into events themselves, POP enables pipelines to measure throughput, latency, and resource utilization without requiring additional logging or side-channel instrumentation. This principle mirrors the “golden signals” of latency, traffic, errors, and saturation emphasized in SRE practice (Burns & Oppenheimer, 2019). In POP, those signals are inherently captured by the event model, ensuring that telemetry is consistent, complete, and analyzable at compile time.

Thus, event-level telemetry transforms events from opaque data carriers into rich observability artifacts. By requiring identifiers, metadata, and structured error encapsulation, POP guarantees that every event flowing through a pipeline can be observed, analyzed, and reasoned about—both in real time and retrospectively.

### Pipeline-Level Telemetry

While event-level observability ensures that each Event<T> is traceable and analyzable, pipeline-level telemetry provides the broader operational perspective required to manage performance, diagnose systemic issues, and optimize throughput. In POP, pipelines are not opaque sequences of functions but explicitly declared graphs, and this structure enables telemetry to be both analyzable at compile time and enforceable at runtime.

At this level, the system captures aggregate measures such as latency distributions, throughput, queue depth, and backpressure events across nodes. These metrics allow developers and operators to assess not only how individual events are processed but also how the pipeline as a whole behaves under varying workloads. The importance of such end-to-end visibility has long been recognized in distributed systems research (Crosby & Wallach, 2003; Dean & Barroso, The tail at scale, 2013), where tail latencies and uneven load distribution can disproportionately impact user-facing performance.

POP integrates these concerns directly into its telemetry model. Each edge in the pipeline graph inherently records its scheduling, buffering, and backpressure behavior, ensuring that delivery semantics (§) and scheduling guarantees (§) are observable in practice. By making these properties measurable, POP avoids the common pitfall of emergent, undocumented behaviors that plague traditional event-driven frameworks.

Furthermore, pipeline-level telemetry enables capacity planning and elasticconcurrency (§). Because ingress rates, worker pool utilization, and fan-out/collect node behaviors are observable, operators can tune concurrency strategies or introduce new resources in response to measurable saturation rather than reactive guesswork. This aligns closely with the “golden signals” emphasized in site reliability engineering: latency, traffic, errors, and saturation (Burns & Oppenheimer, 2019)

Finally, pipeline-level telemetry ensures that error handling pipelines (§) are not black-box mechanisms. By measuring error rates, error classifications, and their propagation through dedicated error pipelines, POP guarantees that fault-handling is itself observable and subject to the same analytical rigor as normal event flow.

By combining event-level and pipeline-level telemetry, POP provides a two-tier observability model: one focused on fine-grained event identity and another on systemic performance and resilience. This layered approach ensures that operators can move seamlessly between micro-level debugging and macro-level capacity management.

### Node and Worker-Level Metrics

While pipeline-level telemetry (§) provides a systemic perspective, effective observability also depends on **fine-grained node and worker metrics.** In Pipeline-Oriented Programming (POP), nodes are the fundamental processing units, and workers are the imperative execution contexts that carry out the declared transformations, ingress, or egress operations. Monitoring at this level ensures that performance anomalies, resource contention, and localized failures can be detected and mitigated before they propagate through the broader system.

#### Node Metrics

Each node exposes telemetry on its event processing rate, queue depth, latency distribution, and error frequency. For example, a Transform() node reports not only how many events it processes per unit time but also the distribution of worker execution durations. Such data aligns with well-established practices in distributed streaming frameworks (Carbone, et al., 2015; Kreps, Narkhede, & Rao, Kafka: A Distributed Messaging System for Log Processing., 2011), where bottlenecks at individual operators often dominate system performance.

Additionally, nodes report backpressure signals (§), making delivery semantics analyzable in practice. If a node consistently applies drop policies (e.g., dropOldest), telemetry reveals this degradation explicitly rather than leaving it implicit. This ensures that performance regressions are observable at the exact locus where they occur.

#### Worker Metrics

Worker-level metrics provide insight into the execution health of imperative functions within nodes. These include:

* CPU and memory utilization of worker pools.
* Error rate and classification (e.g., WorkerRuntimeError, WorkerCapacityReached).
* Scheduling delays, showing how long events wait before being dispatched to a worker.
* Sandbox violations or denied capability attempts, which are logged to expose security anomalies.

Such metrics echo the principle of “resource isolation with visibility” emphasized in operating system and concurrency research (Agha, 1986; Dean & Barroso, The tail at scale, 2013), ensuring that even within shared infrastructure, the cost and behavior of individual workers are measurable.

#### **Linking Node and Worker Telemetry**

The true strength of POP’s observability model lies in the **integration of node and worker metrics into the event tracing model (§1.6.1).** Each Event<T> carries its EventId, enabling developers and operators to correlate specific event latencies or failures with the exact worker instance and node path. This provides both **vertical observability** (tracing an event through the pipeline) and **horizontal observability** (understanding node-level saturation or worker-level failures).

By binding node- and worker-level telemetry to the declarative structure of the pipeline, POP ensures that debugging and optimization remain analyzable and predictable. Rather than depending on ad hoc logging or external instrumentation, the paradigm embeds observability directly into the language-level abstractions.

### **Error and Anomaly Telemetry**

Errors in distributed and concurrent systems are inevitable, but how they are surfaced and acted upon determines system resilience and developer productivity. In POP, error handling (§) is a **first-class language construct**, and telemetry plays a crucial role in ensuring that errors are not only captured but also made analyzable at runtime.

#### **Structured Error Reporting**

All errors are encapsulated in Error<E> objects, which preserve the context of the originating Event<T> alongside error-specific metadata. This structure allows telemetry systems to classify errors by type (e.g., ParseError, ValidationError, WorkerRuntimeError) and to correlate them with the affected event, node, and worker instance. Such structured error representation aligns with research emphasizing the value of type-safe error handling and traceability in concurrent systems (Agha, 1986; Schneider, 2000).

#### **Error Pipeline Telemetry**

Errors are routed through dedicated **error pipelines** (§), which are declaratively analyzable structures rather than ad hoc runtime handlers. Telemetry hooks into these pipelines provide:

* **Error rates by type and source** (e.g., frequency of validation failures in a Transform() node).
* **Propagation analysis**, showing whether an error was successfully handled or escalated to the global ErrorPipeline().
* **Retry statistics**, including counts of successful retries and terminal failures.

This structured error telemetry ensures that no error path is silent, reducing the likelihood of “dark failures” where issues go undetected (Dean & Barroso, The tail at scale, 2013).

#### **Anomaly Detection and Policy Violations**

Beyond explicit errors, POP surfaces anomalies arising from **policy violations or unexpected runtime behavior**. Examples include:

* **Backpressure violations** (e.g., repeated worker pool saturation despite configured concurrency).
* **Capability violations** (e.g., a worker attempting unauthorized I/O).
* **Scheduling anomalies** (e.g., excessive event queuing delays suggesting imbalance).

These anomalies are logged and traced with the same rigor as errors, reinforcing observability across both correctness and performance dimensions. Such practices reflect modern approaches in reliability engineering, where anomaly telemetry complements error reporting to provide holistic visibility (O’Reilly Media, 2016; Google SRE, Beyer et al., 2016).

#### **Integration with Event Tracing**

Error and anomaly telemetry are not isolated systems but integrated with the **event tracing model (§1.6.1)**. Each error carries the originating EventId, making it possible to reconstruct causal chains across both normal and exceptional execution paths. This allows developers to trace how a single event failure propagates through a pipeline, enhancing diagnosability and aligning with end-to-end observability principles (Hellerstein, 2010).

### Longitudinal Analysis and Forecasting

While real-time telemetry provides essential visibility into the current state of a POP system, **longitudinal analysis** extends this perspective by examining trends across time. By aggregating telemetry streams over days, weeks, or months, POP enables developers and operators to move beyond reactive monitoring toward **predictive insights and proactive capacity planning.**

#### **Trend Analysis and Capacity Planning**

Event throughput, latency distributions, error rates, and backpressure statistics can be analyzed longitudinally to identify recurring workload patterns (e.g., diurnal load cycles or seasonal spikes). These analyses inform capacity planning decisions, such as pre-scaling worker pools or reconfiguring ingress scheduling. Similar practices are emphasized in large-scale distributed systems, where longitudinal telemetry has been used to anticipate "tail latency" risks (Dean & Barroso, The tail at scale, 2013) and improve elasticity strategies.

#### **Anomaly Detection Across Time Horizons**

Short-term anomalies may appear transient, but when correlated longitudinally they can reveal systemic vulnerabilities. For example, repeated bursts of BackpressureEvent in a single node may indicate deeper issues in pipeline balancing. Research in reliability engineering highlights that historical baselines are essential for distinguishing signal from noise in anomaly detection (Beyer, Jones, Petoff, & Murphy, 2016). By comparing current error and latency patterns against historical telemetry, POP systems can detect **slow burn failures** that would otherwise remain invisible.

#### **Forecasting with Predictive Models**

POP’s structured telemetry lends itself to **predictive modeling and machine learning** approaches. For instance, forecasting models may predict when worker pool saturation is likely to occur given observed growth in ingress rates, or when error rates trend upward under specific conditions. Prior work in adaptive systems suggests that predictive approaches improve both performance efficiency and resilience by shifting from reactive to proactive operational policies (Gandhi, Harchol-Balter, Das, & Lefurgy, 2012).

#### **Implications for Program Design**

By embedding longitudinal observability into the POP paradigm, program design itself becomes informed by **historical insight**. Developers can refine pipeline structures, reconfigure backpressure policies, or redesign worker functions not only based on immediate correctness but also on long-term operational behaviors. This closes the loop between **design-time analyzability** and **runtime** evidence, reinforcing POP’s goal of unifying declarative guarantees with operational safety.

### **Integrating Telemetry with Development and Operations**

Observability in Pipeline-Oriented Programming (POP) is not a passive byproduct but a first-class design principle. Telemetry collected at the event, node, and pipeline levels (see **§**–) becomes most effective when it is integrated directly into **development** and **operations** practices. This integration ensures that the guarantees of analyzability and concurrency safety extend beyond compile-time verification into runtime monitoring, debugging, and long-term system evolution.

#### **Development Feedback Loops**

Telemetry enables developers to close the gap between **specification and execution**. Metrics and traces expose how declarative pipelines behave under real workloads, validating assumptions about throughput, backpressure, and event delivery semantics. This reflects the principle articulated in continuous delivery research: rapid feedback from production is essential for improving software quality (Humble & Farley, 2010). In POP, observability feeds directly into the refinement of worker functions and pipeline graphs, reducing semantic drift between design-time models and runtime realities.

#### **Operational Practices and SRE Alignment**

For operators, telemetry supports the core Site Reliability Engineering (SRE) practices of **monitoring, alerting, and capacity planning** (Beyer, Jones, Petoff, & Murphy, 2016). Structured event metadata, combined with node-level and pipeline-level metrics, maps naturally onto service-level indicators (SLIs) and service-level objectives (SLOs). For example, latency distributions and backpressure metrics can be tied directly to user-facing SLOs for responsiveness, while error pipeline metrics inform system reliability goals. POP’s insistence on structured, analyzable telemetry reduces the ad hoc instrumentation burden that often hampers observability in event-driven systems.

#### **Bridging Development and Operations**

A distinctive strength of POP is how telemetry bridges development and operations by design. Developers gain visibility into runtime behavior through structured traces, while operators can rely on the same data for incident response and capacity management. This **shared observability fabric** embodies the DevOps principle of collapsing silos (Kim, Humble, Debois, & Willis, 2016), ensuring that both roles reason from a common operational truth.

#### **Toward Self-Adaptive Pipelines**

The integration of telemetry also lays the foundation for **self-adaptive pipelines**. By combining real-time metrics with historical forecasting (**§1.6.6**), systems may automatically tune worker pool sizes, backpressure policies, or error-handling strategies. Research in autonomic computing emphasizes such closed feedback loops as essential for managing complexity at scale (Kephart & Chess, 2003). POP’s structured approach to event semantics and error pipelines provides a natural substrate for these adaptive mechanisms.

## **Event Typing and Schema Contracts**

Event typing in Pipeline-Oriented Programming (POP) provides the foundation for analyzability, safety, and interoperability. Since pipelines consist of Event<T> objects flowing between nodes, type safety and schema contracts govern the semantics of data movement, transformation, and validation. This section outlines how POP enforces typing, manages schema evolution, and maintains compositional integrity across packages.

### **Strong Typing of Events**

Pipeline-Oriented Programming (POP) adopts a strong static typing discipline as a foundation for program safety, analyzability, and correctness. All data objects are statically typed, and every function—whether a worker or a helper—requires statically defined inputs and returns. At the pipeline level, this principle manifests in the fact that all events are represented as Event<T> objects, where T denotes the precise, compile-time–defined type carried by the event. Similarly, all error events are expressed as Error<E>, with the error wrapping and preserving the associated Event<T> (represented as E) type for traceability and analysis[[4]](#footnote-4).

Edges, which connect nodes in a pipeline, are also statically typed. An edge that accepts an Event<T> cannot accept an Event<U>, where U ≠ T. This invariant is compiler-enforced, ensuring that only type-consistent data flows across the graph. By embedding type safety into the structure of both events and their interconnections, POP eliminates entire classes of runtime errors related to type mismatches.

The advantages of this strong typing discipline are twofold. First, it enhances program safet**y** by guaranteeing that incompatible data cannot cross pipeline boundaries, even in complex composed systems. Second, it enables program analyzability, as type information provides a static foundation for reasoning about pipeline behavior, optimization opportunities, and security properties. These advantages echo longstanding arguments in programming languages research, where type systems are recognized as mechanisms for both correctness and expressiveness (Pierce, 2002; Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985).

By elevating strong typing from individual functions to the entire pipeline graph, POP ensures that type correctness is not merely a language feature but a paradigm-level guarantee. This makes POP pipelines predictable, formally analyzable, and safe for composition across diverse packages and runtime environments.

### Schema Evolution and Compatibility

While strong typing ensures that events are consistent and analyzable at compile time, long-lived systems require schema evolution to adapt to changing requirements. In Pipeline-Oriented Programming (POP), event schemas are static compile-time artifacts. Nonetheless, they must evolve in a manner that preserves both type safety and operational continuity between builds. This tension between rigidity and flexibility is a recurring theme in programming language and database research (Fowler, 2012; Apache Avro 1.7.7 Specification, 2014).

By expressing pipelines in terms of a language, which is compiled from source to create a binary artifact, much of the schema management issues affecting large, complex systems is eliminated at compile time. What remains is isolated to program interconnections at Ingress() or Egress()see (**§1.7.3**). Any pipeline (P) which consumes some reusable segment (S) must have a strongly typed contract, expressed as a type. If P and S both agree to accept Event<T> as their format of data exchange, then S is updated to accept Event<U>, the program defining P will break at compile time. Either P must be updated to accept Event<U> or S must be consumed as its earlier version. This creates a problem where POP must version packages leading up to compile time, and this is consistent with prior research (Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985; Pierce, 2002).

In POP, the package must have an independent semantic version. This version must be used when the main package imports S for use with the pipeline P. The package import must ensure through some rule that the version of S imported is compatible with pipeline P to avoid compile-time issues. This aligns with long-standing guidance on module systems and avoids “diamond dependency” ambiguity (Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985; Kleppmann, 2017).

When a consuming package (P) consumes a modular package (M), P imports M with a declarative rule:

Figure : Package Import versioning example

|  |
| --- |
| import m == v0.0.1 |

Or, alternatively,

Figure : Complex Boolean Package Import Rules

|  |
| --- |
| import m >= v0.0.1 && != v0.0.3 |

When P is compiled, it is satisfied with the import if the version of package M is v0.0.1 in the first case or if it is this version or newer in the second. This is the first check when sources are imported. POP supports backward, forward and full compatibility using powerful Boolean expressions, allowing a programmer to implement simple import rules or more complex constructs[[5]](#footnote-5). The result of this strategy is an inter-package contract settled at compile time, implementing practices consistent with the literature (Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985; Lee & Parks, Dataflow process networks, 1995; Pike, 2012; Parnas, 1972).

### Contracts Between Programs

What remains of the versioning issue exists at the Ingress() and Egress() nodes. POP has no opinion or standard for how this should be addressed. This could be solved by linguistic construct, or it may be addressed by program design. Future versions of POP may consider novel binary formats and cryptographic means of establishing clear, versioned contracts between POP-compatible programs. Such contracts will likely function much like interface definition in traditional programming languages, but at the higher abstraction of event flow and pipeline composition (Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985; Pierce, 2002). This will also likely involve standards for interconnected programs across the host boundary. The reader is encouraged to keep these points in mind when implementing any POP language.

### Type Safety vs. Flexibility Trade-Offs

Strong static typing and compiler-enforced schema contracts in POP provide significant benefits: they enhance program analyzability, prevent many classes of runtime errors, and ensure that cross-package pipelines remain verifiable at compile time. These guarantees draw upon long-standing results in programming language theory that demonstrate how strong typing improves safety and reasoning about program correctness (Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985; Pierce, 2002).

Yet these same guarantees impose trade-offs. Strict typing and schema enforcement can limit rapid prototyping, cross-version interoperability, and integration with heterogeneous external systems. Languages and frameworks that emphasize dynamic flexibility—such as JavaScript with duck typing or schema-less message-passing protocols—offer faster iteration but at the cost of reduced guarantees and more fragile runtime behavior (Abadi, Cardelli, Pierce, & Plotkin, 1991). POP chooses to privilege safety and analyzability, but it also recognizes the need for adaptability. This is why contracts allow controlled schema evolution (as defined in ) and why helper functions can mediate between pipelines with different but compatible types.

The challenge is to balance rigidity and openness. Too rigid a system risks obsolescence as schemas evolve and external systems change; too flexible a system undermines the analyzability and safety guarantees that make POP distinctive. By making contracts explicit, requiring fully-qualified types across packages, and embedding schema versioning into the compilation process, POP mitigates this tension while acknowledging that type systems must evolve with practice.

In sum, POP deliberately accepts some constraints on flexibility to deliver stronger correctness guarantees. These constraints are not accidental limitations but principled design choices, informed by established theory in type systems and by the practical realities of building distributed, event-driven pipelines.

## Program Structure and Composition

Pipeline-Oriented Programming (POP) applications are not monolithic; they are constructed from modular units that combine declarative pipelines with imperative worker functions. Each program integrates packages, namespaces, entry points, error pipelines, and deployment artifacts into a cohesive whole. By codifying these structures at compile time, POP ensures that program organization is analyzable, composable, and predictable, while still allowing flexibility in runtime execution. This layered design aligns with long-standing principles of modular programming (Parnas, 1972) and modern distributed systems engineering (Hennessy & Patterson, 2019), offering developers both clarity of structure and safety of execution.

### Package and Namespace Organization

At the foundation of POP program structure lies the package and namespace system. Packages serve as the organizational boundary for related pipeline segments, worker functions, and type definitions. By grouping semantically related components together, packages facilitate modular development, code reuse, and versioned distribution across projects. Namespaces, in turn, provide a mechanism to prevent symbol collisions and ensure unambiguous references when multiple packages are composed into a single program.

In POP, a pipeline segment must be defined within a single package namespace. This rule ensures that all node definitions (Ingress(), Transform(), FanOut(), Collect(), and Egress()) and their associated worker functions are scoped consistently, avoiding the ambiguities that arise from ad hoc cross-module references. Cross-package composition is supported but requires fully qualified names, making dependencies explicit and analyzable at compile time. For example, a pipeline segment defined in analytics.telemetry may invoke another in core.ingestion, but the compiler ensures that type contracts and error-handling semantics are validated before linking.

This model draws on well-established principles from modular and component-based software engineering. As Parnas (1972) argued, information hiding and module boundaries are essential for program maintainability and evolvability. Similarly, namespace systems in modern languages such as C++, Java, and Go demonstrate the practical importance of avoiding symbol ambiguity and promoting separation of concerns (Stroustrup, 2003; Scott, 2016). By enforcing strict namespace rules, POP provides not only organizational clarity but also analyzability: pipelines can be reasoned about as independent modules that compose safely into larger systems.

In summary, the package and namespace system in POP provides:

* **Encapsulation** — Each pipeline segment is defined within a single package boundary.
* **Explicit composition** — Cross-package invocations require fully qualified names and compiler validation.
* **Safety** — Type contracts and error semantics are enforced across namespace boundaries.
* **Modularity** — Programs can evolve as distributed collections of reusable packages.

Through these rules, POP ensures that program structure is both modular and verifiable, laying the groundwork for analyzable pipeline composition in subsequent sections.

### Entry Points and Pipelines

In Pipeline-Oriented Programming (POP), program execution begins at Ingress() nodes, which define the entry points through which external inputs are admitted into the declarative pipeline graph. Because I/O is strictly confined to Ingress() and Egress() boundaries, these entry points represent not only the functional start of computation but also the security and trust boundaries of the program (Levy, 1984; Saltzer & Schroeder, The protection of information in computer systems, 1975). Each ingress node is associated with a worker function responsible for transforming external inputs into typed Event<T> objects, which then flow through the pipeline according to declarative edges.

Pipeline composition in POP extends beyond single entry points. A full program may consist of multiple pipeline segments, each rooted in an ingress node and potentially converging or diverging through intermediate transforms, fan-outs, and collections. Segments can be composed across namespaces and packages, provided their type signatures align and their capabilities are compatible. This modularity ensures that small, independently testable pipelines can be assembled into larger, production-scale programs without semantic drift (Hennessy & Patterson, 2019).

A distinguishing feature of POP is that **entry points are not inherently imperative main routines** as in procedural programming. Instead, they are declarative constructs instantiated by the compiler into load-balanced worker fleets, each capable of concurrent event processing. This design allows developers to scale pipelines elastically while preserving the analyzability and safety guarantees of declarative specifications (Agha, 1986; Lee & Parks, Dataflow process networks, 1995).

By treating ingress nodes as first-class program entry points, POP offers a structural model where pipelines compose deterministically and predictably. The explicit representation of entry points as part of the declarative program graph makes the overall structure analyzable at compile time, while the constrained imperative shell of worker functions ensures runtime flexibility where needed. Thus, entry points and pipelines in POP act as the architectural scaffolding that binds declarative correctness with operational pragmatism.

### Error Pipelines as Structural Backstops

In POP, error handling is not an afterthought or runtime patch but a first-class, compile-time construct. Every program includes a built-in ErrorPipeline(), a globally accessible structural component into which all Error<E> objects are routed when events fail validation, encounter runtime exceptions, or violate delivery guarantees. By embedding error handling directly into the program structure, POP ensures that recovery, visibility, and traceability are consistently available across all pipelines.

By default, ErrorPipeline() terminates at an Egress() node wired to standard error output, causing program termination when unhandled errors propagate. However, developers can reconfigure this pipeline declaratively, replacing the default egress with more sophisticated handlers—for example, redirecting errors to persistent logs, distributed queues, or automated retry sub-pipelines. Because ErrorPipeline() is defined declaratively, it benefits from the same static analyzability, type safety, and concurrency guarantees as functional pipelines, while remaining flexible enough to support operational customization.

The placement of a global error pipeline also reinforces POP’s emphasis on **observability and safety**. All errors are represented as Error<Event<T>> objects, preserving the metadata and EventId of the originating event. This design choice guarantees that error handling pipelines do not operate on decontextualized failures but always retain a traceable link to the original execution path. Such traceability supports both debugging in development and compliance requirements in production (Chen, Kiciman, Fratkin, Fox, & Brewer, 2002; Ousterhout, 2018).

Error pipelines in POP act as **structural backstops**, ensuring that all failures are captured, typed, and explicitly handled. This approach mirrors practices in reliable distributed systems where dedicated error channels reduce hidden failure modes and improve fault containment (Saltzer & Schroeder, The protection of information in computer systems, 1975; Dean & Barroso, The tail at scale, 2013). By elevating error handling to a declarative pipeline structure, POP formalizes resilience as an architectural guarantee rather than a runtime convention.

### Linking and Deployment

The final stage in the POP programming lifecycle is linking and deployment, where declarative pipeline graphs, worker functions, and supporting packages are transformed into an executable program. This process mirrors the traditional compilation and linking phases in systems programming but is specialized for pipeline semantics and concurrency guarantees.

At compile time, the POP compiler translates declarative pipeline definitions into intermediate representations that capture the structure of nodes, edges, and capabilities. Worker functions, written in a restricted imperative form, are compiled into sandboxed execution units (lightweight virtual machines) with only the resources permitted by their declared capabilities. The compiler then performs linking, which resolves package namespaces, type contracts, and pipeline segment invocations across packages. The result is a unified **program binary** embedding both the declarative pipeline graph and the imperative worker artifacts, enabling analyzability at runtime while preserving strong static guarantees.

Deployment extends this lifecycle into the operational domain. Once compiled, a POP binary encodes its pipelines as structural graphs that can be inspected, versioned, and verified before execution. The deployment runtime provisions worker pools, allocates resources, and configures ingress and egress nodes to interface with external systems. Because error pipelines are embedded alongside functional pipelines, fault tolerance is structurally enforced from the moment the program begins execution.

By integrating linking and deployment directly into the paradigm, POP ensures that program structure is analyzable before execution, reducing runtime uncertainty. This approach parallels the emphasis on whole-program reasoning in modern compilers ( (Cooper & Torczon, 2011; Muchnick, 1997) while adapting those principles to the declarative–imperative balance that defines pipeline programming. The result is a deployment process that is both predictable and flexible: predictable because type safety, capability enforcement, and pipeline structure are guaranteed at compile time; flexible because runtime elasticity allows worker pools to scale in response to workload demands.

## **Program-Level Semantics and Guarantees**

Once compiled and deployed, a Pipeline-Oriented Programming (POP) program offers a set of explicit, analyzable guarantees that distinguish it from ad hoc event-driven or message-passing systems. These guarantees are not universal solutions to all challenges of distributed computing—POP makes deliberate trade-offs to favor concurrency safety, analyzability, and operational transparency over maximum flexibility or expressiveness. By elevating safety, delivery, and observability to language-level constructs, POP ensures that programs can be reasoned about formally at compile time and monitored predictably at runtime.

### Safety Guarantees

POP enforces safety through compiler-verified invariants that extend across pipelines, nodes, and worker functions. At the foundation is **strong static typing**: all events are Event<T> objects, edges are type-bound, and all functions explicitly declare input and output types. This eliminates the possibility of passing ill-typed data across pipeline segments, a property aligned with the long-established benefits of strong typing in programming languages (Cardelli & Wegner, On Understanding Types, Data Abstraction, and Polymorphism, 1985; Pierce, 2002).

Complementing type safety is **immutability**. Events, once emitted, cannot be modified; instead, worker functions may transform them into new Event<U> objects. This model mirrors functional programming’s emphasis on immutability for concurrency safety (Peyton Jones, 2003) while retaining the operational clarity of dataflow models (Dennis & Misunas, 1975). Mutable state is only permitted in narrowly scoped contexts, such as the mutable() operator within a worker or node-state tables confined to node boundaries. These constructs are strictly controlled and analyzable, ensuring that concurrency hazards like race conditions remain detectable and bounded.

Finally, POP guarantees **concurrency safety** by disallowing shared mutable state between nodes and enforcing deterministic APIs for local state interactions. Worker functions execute in isolated, sandboxed contexts with no implicit I/O privileges, reducing the attack surface and minimizing nondeterministic behavior. This approach echoes Saltzer and Schroeder’s (1975) principle of least privilege, extending it into the concurrency domain: workers can do only what their declared capabilities and static types permit.

In aggregate, these safety guarantees make POP programs analyzable at compile time and predictable in distributed execution. Type safety prevents semantic drift between pipeline segments, immutability ensures event-level determinism, and concurrency safety eliminates the most common pitfalls of event-driven programming. The result is a paradigm in which correctness is not merely a property of careful programming practice but a structural guarantee of the language.

### Delivery Guarantees

POP defines delivery semantics as a function of **backpressure policy**, ensuring that guarantees are analyzable and predictable at compile time rather than emergent from runtime heuristics. This design avoids ambiguity common in event-driven or streaming frameworks, where delivery semantics often depend on runtime configuration or system load.

When a **block policy** is applied, upstream nodes suspend event emission until downstream capacity is restored. In this case, retries are permitted, and **at-least-once delivery** is the strongest achievable guarantee: every event is delivered at least once, though duplicates may occur in retry scenarios. This aligns with classic distributed systems findings that at-least-once semantics strike a balance between robustness and scalability (Skeen, 1983).

When **non-blocking policies** such as dropOldest, dropNewest, or shunt are in place, events may be discarded when downstream nodes cannot keep pace. Under these conditions, **at-most-once delivery** is the only enforceable guarantee: each event is delivered zero or one time, but never retried. This reflects practical trade-offs seen in streaming dataflow engines, where bounded queues and controlled loss improve latency and throughput at the cost of guaranteed delivery (Carbone, et al., 2015).

**Exactly-once delivery**, long a goal of distributed computing, is not a default guarantee in POP. It can only be approximated by programmer-defined worker logic, such as idempotent transformations or deduplication strategies. As Kreps (2014) and others have noted, exactly-once semantics are costly and often infeasible at scale; POP explicitly rejects this as a language-level promise, instead preferring analyzable guarantees bound to backpressure policy.

By making delivery semantics explicit in pipeline declarations, POP allows developers to reason formally about system behavior before deployment. Failures are not silent: if an event cannot be delivered or processed within its constraints, it is encapsulated as Error<Event<T>> and routed to the error pipeline, ensuring traceability and visibility. This integration of delivery semantics with backpressure, error handling, and observability creates a consistent model where performance, safety, and correctness reinforce each other rather than compete.

### Observability Guarantees

POP treats observability as a language-level guarantee rather than a runtime convenience. Every event in a pipeline is traceable by virtue of its EventId, a composite identifier formed from the ingress node identity, worker number, and a 64-bit sequential counter unique within a given program execution (see §). This ensures that even when programs scale horizontally or replicate across workers, each event can be unambiguously tracked within the context of a program run.

In addition to EventId, all Event<T> and Error<E> objects carry **structured metadata** baked into the event model (see §). Metadata includes timestamps, lineage information, and resource annotations, enabling developers and operators to correlate events across pipeline stages. Importantly, when errors occur, POP does not discard context: the error object is typed as Error<Event<T>>, encapsulating both the original event and error-specific metadata. This provides rich traceability for debugging, operational audits, and automated recovery pipelines.

At the **pipeline level**, observability is reinforced by built-in error pipelines and delivery semantics that ensure no failure is silent (see §). Events that fail to process are explicitly routed into the error pipeline, where their metadata and EventId persist. This design echoes the Google SRE principle that reliability requires explicit instrumentation and visibility into system behavior (Beyer, Jones, Petoff, & Murphy, 2016), and Ousterhout’s (2018) emphasis that observability is essential to reasoning about software complexity.

By embedding traceability and metadata into the event abstraction itself, POP achieves **end-to-end observability guarantees**:

* Every event is identifiable via EventId.
* Every transformation preserves lineage through immutable wrapping of events.
* Every error is visible, typed, and traceable through the error pipeline.

These guarantees make POP programs analyzable during development and transparent in production, closing the gap between compile-time structure and runtime execution. Unlike ad hoc logging or tracing in traditional paradigms, POP enforces observability as part of its type system and pipeline semantics, ensuring that debugging, monitoring, and compliance are not optional add-ons but intrinsic properties of the model.

### Operational Guarantees and Limits

POP programs provide clear operational semantics at the language level, but these guarantees are intentionally scoped. The paradigm prioritizes analyzability, safety, and predictability, even at the expense of flexibility in some areas. By defining what is guaranteed—and equally, what is not—POP creates a transparent model for developers and operators.

First, POP guarantees **determinism at the structural level**. Pipelines are statically declared graphs with well-defined nodes, edges, and types. This allows the compiler to analyze flows, validate contracts, and enforce concurrency safety before deployment. However, **execution is not fully deterministic** at runtime: events may be scheduled in parallel across worker pools, and their precise interleaving is subject to the nondeterminism inherent in concurrent systems. This trade-off is deliberate, reflecting insights from dataflow research where bounded nondeterminism provides scalability without compromising analyzability (Lee & Parks, Dataflow process networks, 1995).

Second, POP guarantees **immutability and type safety** throughout execution, meaning events cannot be corrupted by shared mutable state. Yet it does **not guarantee exactly-once delivery**. As discussed in §, delivery semantics are tied to backpressure policy: block policies ensure at-least-once delivery, while drop policies enforce at-most-once delivery. Exactly-once semantics are excluded because distributed systems research has consistently shown them to be costly and often infeasible at scale (Skeen, 1983; Kreps, Kafka: a distributed messaging system for log processing, 2014). POP instead emphasizes that failure cases are visible and traceable via error pipelines, ensuring that no event failure goes unobserved.

Third, POP enforces **observability guarantees** (see §) but does not dictate operational policies such as log retention, storage replication, or alert thresholds. These remain system-level and organizational choices. POP ensures that the necessary metadata and error-handling structures are in place, but **operational practices** must be layered on top.

Finally, POP acknowledges **limits on flexibility**. Because pipelines are declared statically, certain dynamic behaviors—such as runtime graph mutation or unbounded recursion—are prohibited. These restrictions reduce expressiveness but allow the paradigm to enforce analyzability and safety guarantees that ad hoc event-driven systems cannot provide. As Dean and Barroso (2013) argue in the context of large-scale distributed systems, managing tail latency and complexity requires principled trade-offs rather than unbounded dynamism. POP’s design embodies this principle by balancing determinism with practical concurrency.

In summary, POP guarantees structural determinism, immutability, type safety, analyzable delivery semantics, and end-to-end observability. It does not guarantee exactly-once delivery, fully deterministic execution, or system-level operational outcomes such as durability or latency bounds. By being explicit about these boundaries, POP provides developers with a language model that is both predictable and transparent in its trade-offs.

### Comparative Perspective

Pipeline-Oriented Programming (POP) offers guarantees that position it differently from prior paradigms while drawing upon their foundational insights. Unlike Object-Oriented Programming (OOP), where program safety is dependent on encapsulation and disciplined use of mutable state) (Stroustrup, 2003; Scott, 2016), POP enforces immutability and type safety at the language level. This structural enforcement eliminates many concurrency hazards that OOP delegates to runtime mechanisms such as threads and locks.

Functional programming provides a closer analogy. Its emphasis on immutability and referential transparency (Peyton Jones, 2003) resonates with POP’s guarantees of event immutability and deterministic transformations. However, while functional languages often rely on higher-order functions and recursion to model complex flows, POP restricts expressiveness to five node types, trading flexibility for analyzability. This limitation reflects a deliberate design choice: to bind concurrency and safety guarantees directly to program structure.

Dataflow programming represents the closest antecedent to POP. As Lee and Parks (1995) showed, dataflow models provide analyzability and bounded nondeterminism, enabling static reasoning about scheduling and throughput. POP builds on this foundation but strengthens guarantees by coupling delivery semantics with backpressure policies and by embedding error pipelines into the language itself. Where classic dataflow leaves runtime policies underspecified, POP codifies them into declarative constructs.

The actor model offers another instructive contrast. Actors, as defined by Agha (1986), encapsulate state and communicate via asynchronous message passing. This model ensures isolation but provides no guarantees about delivery beyond eventual best effort. POP diverges by eliminating shared mutable state entirely and by defining delivery semantics at the pipeline level. Whereas actor systems rely on developer discipline and runtime libraries to enforce robustness, POP integrates safety, delivery, and observability guarantees directly into its type system and execution model.

Taken together, these comparisons underscore POP’s unique position. OOP excels at flexible modeling, functional programming at purity and immutability, dataflow at analyzability, and actors at isolation. POP synthesizes elements of each while sacrificing certain dimensions of generality to enforce strong guarantees. Its safety, delivery, and observability semantics are not emergent properties of runtime libraries but compiler-verified invariants, making it a paradigm designed for correctness at scale in concurrent and distributed systems.

### Summary

The first section of this work has articulated the theoretical underpinnings of Pipeline-Oriented Programming (POP), establishing it as a programming paradigm built on analyzability, immutability, concurrency safety, and structural guarantees. Where earlier paradigms such as object-oriented programming emphasized encapsulation (Stroustrup, 2003), functional programming purity (Peyton Jones, 2003), dataflow analyzability (Lee & Parks, Dataflow process networks, 1995), and the actor model’s isolation (Agha, 1986), POP synthesizes these insights into a coherent framework that binds program semantics to declarative pipeline graphs and strongly typed events.

POP begins by constraining program structure. Only five node types—Ingress(), Transform(), FanOut(), Collect(), and Egress()—define the flow of data, with each node operating on immutable, statically typed Event<T> objects. This minimalism is deliberate: it permits concurrency reasoning and delivery semantics to be determined at compile time, reducing emergent runtime nondeterminism. Backpressure policies define whether pipelines guarantee at-least-once or at-most-once delivery, making reliability properties explicit and analyzable rather than emergent.

Error handling is elevated to first-class status. Every POP program includes an ErrorPipeline(), a compile-time construct that ensures all failure modes are visible, analyzable, and recoverable. Events that fail processing are wrapped in Error<E> objects and routed through the error pipeline, preventing silent loss and enabling systematic handling of failure cases.

Security is addressed through capabilities, sandboxed workers, and strict ingress/egress boundaries. By limiting I/O to Ingress() and Egress() nodes, POP narrows the attack surface, enforces clear trust boundaries, and enables policy-driven runtime restrictions. Worker functions, while imperative in nature, are sandboxed in compiler-optimized VMs with only the minimal capabilities declared, preserving analyzability and limiting the impact of compromise.

Concurrency and scheduling are tightly integrated with the paradigm. Events flow asynchronously, but pipeline determinism is preserved by disallowing shared mutable state except through controlled mechanisms such as node-state tables. Scheduling policies balance determinism with runtime elasticity, leveraging lightweight worker processes to achieve scalable parallelism while retaining analyzability.

Worker functions themselves are deliberately constrained. Their signatures are uniform—accepting Event<T> and returning Event<U> or Error<E>—ensuring predictability across all nodes. While helper functions allow abstraction and reuse, worker functions must remain pure except where explicitly wrapped in the mutable() operator for controlled, local mutability. These restrictions embed safety and correctness directly into the programming model.

Finally, observability and telemetry are embedded at the language level. Every event carries metadata and a unique EventId, ensuring traceability across pipelines, while structured metrics and error pipelines provide longitudinal insight into system behavior. Together, these constructs ensure that POP programs are not only safe and analyzable, but also operationally observable.

In sum, Section 1.x has established POP as a paradigm that constrains expressiveness in favor of analyzability, determinism, and safety. By binding correctness, delivery guarantees, and observability into the structure of programs themselves, POP provides developers with a framework for constructing reliable concurrent and distributed systems where semantics are compiler-enforced rather than runtime emergent.

# POP Programming in AMI

AMI[[6]](#footnote-6) (the “Asynchronous Machine Interface”) is a Go-derived language that implements the Pipeline-Oriented Programming (POP) model specified in Chapter 1. AMI adds a declarative pipeline grammar, first-class struct and enum, capability-gated I/O, RAII memory management and analyzable delivery semantics. Pipelines are statically declared graphs; events are immutable values; and error handling is explicit via an error pipeline. Imperative work happens only inside sandboxed worker functions whose effects are bounded by capabilities (Saltzer & Schroeder, The protection of information in computer systems, 1975; Levy, 1984). These choices follow the dataflow lineage (Dennis & Misunas, 1975; Lee & Parks, Dataflow process networks, 1995), incorporate lessons from actor systems (Agha, 1986) while keeping a fixed graph, and embrace immutability improve reasoning and concurrency safety (Backus, 1978; Scott, 2016). AMI’s surface syntax remains Go-assimilating where practical (Donovan & Kernighan, 2015; Pike, 2012).

AMI consists of two sub-languages:

* **Declarative Pipeline Descriptor Language (DPDL):** declares a static pipeline graph (nodes, edges, capacities, backpressure, types).
* **Imperative Worker Function Language (IWFL):** defines node-local worker functions with a uniform, analyzable signature.

Throughout this chapter, we adopt the POP guarantees from Chapter 1.0 (immutability across node and function boundaries, explicit backpressure and delivery semantics, capability-bounded I/O, error pipelines, and worker-pool scheduling) and show how AMI realizes them in a concrete language.

## Lexical Structure

AMI inherits Go’s lexical conventions and extends them to support the POP model. Source text is processed as a stream of Unicode code points. Tokens are formed by the usual composition of identifiers, keywords, literals, operators, delimiters, and whitespace/comments, with no ambiguity introduced by POP’s declarative additions. Where AMI diverges from Go, it does so to preserve analyzability, immutability, and capability-bounded execution defined in Chapter 1.0.

### Source Text and Encoding

All AMI source files are UTF-8 encoded without a byte-order mark (BOM). Line endings are normalized to LF during lexical analysis; CR and CRLF are accepted as input but have no semantic effect. Each file belongs to exactly one package; file names and paths are outside the language proper and are handled by the toolchain.

### Identifiers

Identifiers denote names of packages, types, values, functions, methods, and pipeline nodes.

#### Identifier Pattern

Identifiers are case-sensitive and must match the pattern [A-Za-z\_][A-Za-z0-9\_]{0,1024}. This bound ensures predictable tooling and permits static analysis over large codebases without sacrificing readability. Examples include Ingress, cleanFunc, and db.ExecStoredProc.

#### Unicode and Identifier Policy

Identifiers are sequences of Unicode code points and must match [A-Za-z\_][A-Za-z0-9\_]{0,1024} for maximal tooling compatibility. For portability and analyzability, AMI compilers normalize identifier text to NFC and reject visually confusable mixed-script identifiers.

#### Exported Identifiers

Exported identifiers begin with an uppercase letter and unexported identifiers begin with a lowercase letter. Identifiers beginning with an underscore (\_) character are unexported.

### Keywords

AMI reserves Go’s keyword set and adds POP node constructors (ingress, egress, fanout, collect, transform), the error-pipeline constructor ErrorPipeline, and the scoped mutability operator mutable. The reserved word “go” and “chan”, however, are removed; AMI does not permit goroutine creation from user code, preserving analyzability and capability bounds.

Table : AMI Keywords

|  |  |
| --- | --- |
| Keyword | Purpose |
| break | Exits the nearest for, switch, or select statement immediately. |
| case | Defines a branch in a switch or select statement. |
| const | Declares a compile-time constant. |
| continue | Skips the current iteration of a loop and proceeds to the next. |
| default | Specifies the fallback branch in switch or select. |
| defer | Schedules a function call to run after the surrounding function returns. |
| else | Defines the alternative branch in an if statement. |
| fallthrough | Forces execution to continue to the next case in a switch. |
| for | The only looping construct in Go; supports iteration and while-style. |
| func | Declares a function or method. |
| goto | Performs an unconditional jump to a labeled statement. |
| if | Defines a conditional execution branch. |
| import | Brings packages into the current source file. |
| interface | Declares an interface type, a set of method signatures. |
| label | Declares a target for a goto statement. |
| map | Declares a hash map (key-value store) type. |
| package | Declares the package for the current source file. |
| range | Iterates over elements in arrays, slices, maps, strings, or channels. |
| return | Returns from a function, optionally with values. |
| select | Waits on multiple channel operations. |
| struct | Declares a structured type with named fields. |
| switch | Multi-way branch statement based on values. |
| type | Declares a new type or type alias. |
| var | Declares a variable, optionally with initialization. |
| ingress | Represents a pipeline node constructor representing an entrypoint |
| egress | Represents a pipeline node constructor representing a pipeline exit/output node. |
| fanout | Represents a pipeline router/broadcast node which creates 1:many relationships. |
| collect | Represents a pipeline router/aggregation node which creates a many:1 relationship. |
| transform | Represents a pipeline data transformation node. |
| ErrorPipeline | Represents the default head for error handling pipelines. |
| mutable | Defines a mutable scope. |

### Pre-declared Identifiers and Reserved Words

AMI adopts Go’s predeclared types, constants, and built-ins (e.g., bool, int, string, len, make, nil). In addition, AMI predeclares the generic interfaces Event<T> and Error<E> to reflect POP’s first-class event and error objects and to make pipeline typing explicit at compile time (§1.1.6–§1.1.8). These names are always in scope and cannot be redefined.

Table : Reserved Words

|  |  |  |
| --- | --- | --- |
| Identifier | Category | Purpose / Meaning |
| bool | Type | Boolean type (true/false). |
| byte | Type | Alias for uint8, represents raw data. |
| complex64 | Type | Complex numbers with float32 real and imaginary parts. |
| complex128 | Type | Complex numbers with float64 parts. |
| error | Type | Built-in interface type for error handling. |
| float32 | Type | 32-bit IEEE-754 floating point. |
| float64 | Type | 64-bit IEEE-754 floating point. |
| int | Type | Signed integer, machine-dependent size (32 or 64 bits). |
| int8 | Type | 8-bit signed integer. |
| int16 | Type | 16-bit signed integer. |
| int32 | Type | 32-bit signed integer (rune is alias). |
| int64 | Type | 64-bit signed integer. |
| rune | Type | Alias for int32, represents a Unicode code point. |
| string | Type | Immutable sequence of bytes (UTF-8 by convention). |
| uint | Type | Unsigned integer, machine-dependent size. |
| uint8 | Type | 8-bit unsigned integer. |
| uint16 | Type | 16-bit unsigned integer. |
| uint32 | Type | 32-bit unsigned integer. |
| uint64 | Type | 64-bit unsigned integer. |
| uintptr | Type | Unsigned integer large enough to store pointer values. |
| true | Constant | Boolean literal true. |
| false | Constant | Boolean literal false. |
| iota | Constant | Special identifier for successive untyped integer constants in const blocks. |
| nil | Constant | Zero value for pointers, interfaces, maps, slices, channels, and function types. |
| append | Function | Built-in to append elements to a slice. |
| close | Function | Closes a channel, signaling no more sends. |
| complex | Function | Constructs a complex number from real and imag parts. |
| copy | Function | Copies elements from source slice into destination slice. |
| delete | Function | Removes a key from a map or frees an entire dynamic memory object. |
| imag | Function | Returns the imaginary part of a complex number. |
| len | Function | Returns length of string, slice, array, map, or channel buffer. |
| make | Function | Allocates and initializes slices, maps, or channels. |
| new | Function | Allocates memory for a value of the given type. |
| panic | Function | Stops execution of the current goroutine and begins panicking. |
| real | Function | Returns the real part of a complex number. |
| recover | Function | Regains control of a panicking goroutine within a deferred function. |
| Event | Interface | Represents an Event object wrapping an object of type T |
| Error | Interface | Represents an Error object wrapping an Error<Event<T>> object. |
| latest | Sentinel | Represents the most recent version of a package in the local environment. |

### Literals

#### Generally

AMI supports the same literal forms as Go—integers (decimal, octal, hexadecimal, binary), floating-point numbers with optional exponents, imaginary numbers, runes, interpreted and raw strings, Booleans, and composite literals for arrays, slices, maps, and structs. Literals have the same lexical rules and escape semantics as in Go; POP imposes no additional lexical constraints on literal formation.

#### Numeric Literal Formatting

Numeric literals admit underscores (\_) as digit separators to improve readability. Separators do not affect value and may not appear at the start or end of a number, adjacent to a base prefix (0x, 0o, 0b), adjacent to a decimal point, or in the exponent marker; otherwise, they are permitted freely within the digits of decimal, binary, octal, and hexadecimal forms.

Table : Literal Formatting

|  |  |  |
| --- | --- | --- |
| Category | Example(s) | Description |
| Integer | 42, 0600, 0xBadFace, 0b101 | Whole numbers. Can be decimal, octal (leading 0), hexadecimal (0x), or binary (0b). |
| Floating-point | 3.14159, 6.022e23,  1e-9 | Numbers with a decimal point or exponent. |
| Imaginary | 4i, 2.3e-4i | Complex number imaginary parts (real+imag parts use complex function). |
| Rune | 'a', '\n',  '\u03A9', '\x41' | A single Unicode code point, enclosed in single quotes. |
| String | "hello", "line1\nline2" | Interpreted string literals, support escape sequences. |
| Raw string | `hello\nworld` | Enclosed in backticks, preserves contents literally (no escapes). |
| Boolean | true, false | Predeclared identifiers of type bool. |
| Composite | [3]int{1, 2, 3}, map[string]int{"a":1},  struct{X int}{10} | Literal values of arrays, slices, maps, and structs. |
| Nil | nil | Predeclared identifier for zero value of pointers, interfaces, slices, maps, channels, and function types. |
| Type | []byte, string, MyPkg.Type | Defines data types. |

### Operators, Symbols, and Delimiters

Operators and delimiters mirror Go’s surface syntax (arithmetic, bitwise, logical, comparison, assignment, indexing, selection, grouping, and channel arrows). AMI retains ‘\*’ and ‘&’ symbols but interprets them over abstract memory objects rather than raw memory addresses; programs never observe concrete machine addresses (see §**Error! Reference source not found.**). Consequently, address-taking and dereference remain type-checked operations on opaque references, preserving RAII ownership while preventing aliasing to unmanaged memory. No new operator tokens are introduced for POP; pipeline constructs are expressed through declarative forms rather than operator overloading.

Table : Operators, Symbols, and Delimiters

|  |  |  |
| --- | --- | --- |
| Symbol | Category | Purpose / Meaning |
| + | Arithmetic | Addition (numbers) or concatenation (strings). |
| - | Arithmetic | Subtraction or unary negation. |
| \* | Arithmetic | Multiplication, or pointer dereference. |
| / | Arithmetic | Division. |
| % | Arithmetic | Modulus (remainder). |
| & | Bitwise / Address | Bitwise AND operator. |
| ^ | Bitwise | Bitwise XOR, or bitwise NOT (when unary). |
| << | Bitwise | Left shift. |
| >> | Bitwise | Right shift. |
| &^ | Bitwise | Bit clear (AND NOT). |
| += | Assignment | Add and assign. |
| -= | Assignment | Subtract and assign. |
| \*= | Assignment | Multiply and assign. |
| /= | Assignment | Divide and assign. |
| %= | Assignment | Modulus and assign. |
| &= | Assignment | Bitwise AND and assign. |
| = | Assignment | Assignment |
| ^= | Assignment | Bitwise XOR and assign. |
| <<= | Assignment | Left shift and assign. |
| >>= | Assignment | Right shift and assign. |
| &^= | Assignment | Bit clear and assign. |
| && | Logical | Logical AND (short-circuit). |
| ! | Logical | Logical NOT. |
| == | Comparison | Equality check. |
| != | Comparison | Inequality check. |
| < | Comparison | Less than. |
| <= | Comparison | Less than or equal. |
| > | Comparison | Greater than. |
| >= | Comparison | Greater than or equal. |
| = | Assignment | Simple assignment. |
| := | Short declaration | Declare and initialize variable in one step. |
| ... | Special | Variadic parameter in functions, or slice expansion. |
| \* (prefix) | Pointer | Dereference pointer. |
| & (prefix) | Pointer | Address-of operator. |
| <- | Channel | Send (chan <- val) or receive (val <- chan) operator. |
| ++ | Inc/Dec | Increment (statement, not expression). |
| -- | Inc/Dec | Decrement (statement, not expression). |
| ( ) | Grouping | Group expressions or function call arguments. |
| [ ] | Index/Slice | Index array, slice, map, or slice expressions. |
| { } | Block | Denote code blocks, struct/array literals, map literals. |
| <> | Generic type delimiter | Enclose type parameters and type arguments. Examples: func Map<T,U>(x T) U, Event<Int>, Result<T, E>. No whitespace is required but allowed: map<T, U>. Nested generics permitted: map<String, List<Int>>. |
| , | Separator | Separate elements in list, multiple return values, etc. |
| ; | Separator | Optional statement terminator (inserted automatically by lexer). |
| . | Selector | Field or method selector. |
| : | Special | Used in labels and composite literals (key: value). |
| -> |  | Not valid in Go (used in some other languages). |

### Comments and Whitespace

Whitespace (spaces, tabs, newlines) separates tokens and otherwise has no semantic effect. Line comments use // and block comments use /\* … \*/. As in Go, newlines may be significant to automatic semicolon insertion; the lexer applies the same insertion rules, ensuring familiar formatting behavior while leaving POP’s declarative grammar unaffected.

Code : AMI Comment Examples

|  |
| --- |
| //  /\*  . . . Block Comment . . .  \*/ |

### The Special Underscore (**\_**) Identifier

The underscore (\_) is a reserved, write-only identifier used to intentionally discard values and to mark unused positions in declarations and calls. It is not a bindable name and has no address; it cannot be referenced on the right-hand side of an expression, captured, exported, or shadowed. Its purpose is to make programmer intent explicit, eliminate “unused” diagnostics, and enable aggressive compile-time and code-generation optimizations consistent with POP’s analyzability and immutability guarantees.

**Discarding results.** In assignments and multi-value returns, the underscore (\_) on the left-hand side signals that the corresponding value is intentionally ignored. The compiler treats this as a strong hint to avoid materializing copies for the discarded value, which is particularly important in AMI’s copy-semantics model.

**Unused parameters (declarations).** Within function parameter lists, naming a parameter using the underscore ( \_) declares that the argument is required for arity and type but will not be used by the callee, preventing unused-parameter errors and permitting dead-code elimination around that symbol. This is particularly useful when implementing abstractions in code.

**Prohibitions and constraints.** The underscore (\_) cannot be assigned to a variable, addressed, stored, or propagated across scope boundaries; it cannot be used as a field name, method receiver, package name, or identifier in exported declarations. Its role is limited to syntactic positions that discard or suppress use. These constraints ensure that the underscore (\_) remains a pure compile-time signal with no observable runtime behavior, aligning with AMI’s event immutability and effect-bounding rules.

### Package Identifiers

#### Package Names

Except as otherwise stated in this subsection, package names must meet the standards for all identifiers (§2.1.2). They may be uppercase, lowercase or mixed case-sensitive strings. Package names must use only ASCII characters.

#### Version Tags

AMI requires explicit, analyzable package versions to ensure reproducible builds and safe composition. Every non-main package declares its version in the package clause; imports constrain acceptable versions at the call site. This mirrors the source-level versioning model introduced in the example code (§2.2):

Code : AMI source package statement example

|  |
| --- |
| package mything:0.0.1 |

and the import constraint syntax with comparison and Boolean operators. For example:

Code : package versioning rules

|  |
| --- |
| >=v0.0.1  > v0.0.1 && != v0.0.2 |

**Normative form.** AMI adopts Semantic Versioning 2.0.0 for identifiers (MAJOR.MINOR.PATCH[-PRERELEASE|githash][+BUILD]) (Preston-Werner, n.d.). In package declarations the leading v is optional; in import constraints, an optional leading v is accepted for ergonomics (e.g., >=v1.4.2). Projects may also use the sentinel identifier latest in imports; it is resolved to a concrete version by the workspace at compile time.

**Validation regex (PCRE/RE2-compatible).** Use this fully anchored pattern for tokens that appear in import constraints (allows optional v, standard prerelease, and build metadata such as short/long git hashes):

Code : Package SemVer Regular Expression

|  |
| --- |
| ^(?:v)?(0|[1-9]\d\*)\.(0|[1-9]\d\*)\.(0|[1-9]\d\*)  (?:-((?:0|[1-9]\d\*|[A-Za-z-][0-9A-Za-z-]\*)  (?:\.(?:0|[1-9]\d\*|[A-Za-z-][0-9A-Za-z-]\*))\*))?  (?:\+([0-9A-Za-z-]+(?:\.[0-9A-Za-z-]+)\*))?$ |

For the package clause, reject a leading v by matching the same pattern without the (?:v)? prefix.

**Resolution semantics.** Version constraints are bound at **compile time**. The compiler resolves latest against the workspace and rejects incompatible sets (e.g., conflicting constraints across imports) before code generation, preserving POP’s analyzability and preventing runtime drift.

Code : Package definition and imports example

|  |
| --- |
| package mything:0.0.1 // valid (no leading v)  import github.com/acme/csv >=v0.0.1 // ergonomic "v" accepted in imports  import github.com/acme/db == latest // workspace-resolved alias  import github.com/acme/x > v0.0.1 && != v0.0.2 |

Further discussion of packaging and imports can be found in §**Error! Reference source not found.**.

### Compiler Directives (Pragmas)

A compiler directive is a line-oriented annotation that influences compilation without changing program semantics at runtime. The canonical form is:

Code : Pragma Pattern

|  |
| --- |
| //@ami:<directive> [arg[, arg…]] |

Directives apply to the immediately following declaration or, when placed at file top before any declarations, to the compilation unit. Unknown directives MUST be ignored with a warning. Directives MUST NOT enable capabilities, I/O, or concurrency beyond what is possible in ordinary code; they are limited to build selection, diagnostics, layout hints, and other analyzable actions so as not to violate POP guarantees. Toolchains may define additional //@tool:<name> directives; such directives are implementation-defined and non-portable.

Compiler directives do not override directives found in the project ami.workspace file (§2.2.1).

## Constructing Pipelines by Example

This section walks through a minimal AMI project we’ll reuse in later sections: a workspace manifest (ami.workspace) and a source file (main.ami).

### Project Manifest (**ami.workspace**)

Code : Example ami.workspace

|  |
| --- |
| ---  # ami.workspace (UTF-8 YAML)  version: 1.0.0 # schema version (SemVer)  toolchain:  compiler:  concurrency: 16 #NUM\_CPU is a reserved macro  target: ./build  env:  - os: windows/amd64  - os: linux/amd64  - os: linux/arm64  - os: darwin/amd64  linker: {}  linter: {}  packages:  - main:  version: 0.0.1  license: MIT  root: ./src  import:  - github.com/asymmetric-effort/ami/stdlib/file >= v0.0.1  - github.com/asymmetric-effort/ami/stdlib/csv > v0.0.1  - github.com/asymmetric-effort/ami/pgsql/db ==latest  - ./someProject > v0.0.1 # local subproject  - someProjectVariantA:  alias: someProject  version: 0.1.3-prerelease+g1234abcd  root: ./subtrees/someProject/v0\_1\_3 |

#### **Purpose and scope**

Every AMI project must include a UTF-8 YAML file named ami.workspace at the repository root. The manifest declares the build matrix, toolchain options, packages (including main), and dependency rules. File-level directives MAY narrow—but MUST NOT widen—dependencies resolved from ami.workspace. On conflict, the manifest prevails.

Every AMI project MUST contain a UTF-8 encoded YAML file named **ami.workspace** at the repository root. This manifest declares the build matrix, toolchain options, packages that comprise the workspace (including the main package), and all dependency rules. File-level compiler directives MAY narrow but MUST NOT widen dependency rules resolved from ami.workspace. If a conflict exists, the manifest prevails.

#### **File name and location**

The file name is **exactly** ami.workspace. It resides at the workspace root of the repository.

#### Top-level schema

The manifest has these top-level sections:

* version (schema version; SemVer)
* toolchain (compiler/linker/linter configuration and build matrix)
* packages (ordered list of package entries, starting with main)

#### Toolchain

toolchain.compiler MAY declare—

1. concurrency (compile parallelism),
2. output target directory,
3. and a cross-compile build matrix via env entries of the form {os: "<os>/<arch>"}.
4. Linker/linter settings MAY be declared analogously.

The example values in the draft (Windows/Linux/macOS, amd64/arm64) remain valid.

#### Concurrency Macro (NUM\_CPU)

The toolchain.compiler.concurrency parameter may be set to any positive integer, or the programmer may use the NUM\_CPU:

Code : ami.workspace toolchain.\*

|  |
| --- |
| toolchain:  compiler:  concurrency: NUM\_CPU  target: ./build |

When NUM\_CPU is used, the compiler autodetects the host CPU count and sets concurrency accordingly.

#### Packages

packages is an ordered list. The first entry MUST be main, which defines the project’s executable entry package:

* main.version is the project version (SemVer).
* main.root is the path (relative to the workspace root) where main.ami resides.
* main.import lists dependency declarations (see §2.2.1.6).

Additional entries are subprojects that the workspace builds alongside main. Subprojects MAY specify alias to allow multiple versions of the same logical package to coexist, each with a distinct source tree. This enables fast experiments and migrations between local project versions.

### Source File (**main.ami**)

Below is an example main.ami source file demonstrating an end-to-end Pipeline-Oriented Programming (POP) example in the AMI language:

Code : Example AMI Source

|  |
| --- |
| // file: main.ami // (c) 2025 Asymmetric-Effort, LLC.  package main:0.0.1 // // We must import dependencies after package and before anything else // import github.com/asymmetric-effort/ami/stdlib/file >= v0.0.1 import github.com/asymmetric-effort/ami/stdlib/csv > v0.0.1 import github.com/asymmetric-effort/ami/postgresql/db == latest import github.com/asymmetric-effort/someProject > v0.0.1 && != v0.0.2  // // The following lines define a declarative pipeline // Ingress(  //  // Each Ingress node heads a pipeline and may be named.  // Names are optional but recommended for all node types.  //  name=csvReaderPipeline,  //  // The ingress node is triggered by the FsNotify resource  // of the file package on file.WriteEvent, which will monitor  // events on the defined source (/opt/input.csv).  // (Ingress.in is a SourceSpec)  //  in=file.FsNotify(  event=file.WriteEvent,  source="/opt/input.csv",  ),  //  // On an event, the worker function will be executed, passing Event<T>  // as input.  //  worker=csv.Load,  //  // The node will execute the worker function with minWorker instances  // at minimum, and maxWorkers as load requires.  //  minWorkers=2,  maxWorkers=8,  //  // On any unhandled error the worker function returns to the node level,  // that error will be forwarded to an error handling pipeline. By default,  // this would be ErrorPipeline(). But it could be another.  //  onError=ErrorPipeline,  //  // At compile time we ensure the Ingress node only grants specific  // capabilities at compile time with runtime limits for granular permissions.  //  capabilities=[FileRead:"/opt/input.csv"],  //  // The event returned by the worker function will be pushed to the downstream  // edge.  //  // This type attribute helps the compiler guarantee no conflict by defining  // Event<T> as Event<[]byte>  type=[]byte, ).Transform(  //  // The transformer node consumes events at its upstream edge as either a FIFO  // or LIFO channel with a minimum and maximum capacity. When capacity is  // reached, the backpressure policy is enforced. We notice that the edge is  // strongly typed (e.g., []byte). This is the type T of each Event<T>.  // Edge binding (consumer .in is an EdgeSpec)  //  in=edge.FIFO(  minCapacity=10,  maxCapacity=20,  backpressure=block,  type=[]byte,  ),  //  // Each event received across the edge boundary is passed as Event<T> to  // the worker function (e.g., CleanFunc)  //  worker=someProject.CleanFunc,  //  // The worker functions execute in a number of virtual machines, where the  // minWorkers run at all time up to maxWorkers when backpressure events  // will start.  //  minWorkers=2,  maxWorkers=8,  //  // The event returned by the worker function will be pushed to the downstream  // edge.  //  onError=ErrorPipeline,  // This type attribute helps the compiler guarantee no conflict by defining  // Event<T> as Event<someProject.CsvRecord>  type=someProject.CsvRecord, ).FanOut(  //  // A Fanout node has a primary path (direct downstream) and other concurrent  // paths. Events are pulled from the upstream into an edge.FIFO() or edge.LIFO()  // edge. In this example, the type is CsvRecord (a struct)  //  in=edge.FIFO(  minCapacity=10,  maxCapacity=20,  backpressure=block,  type=someProject.CsvRecord,  ),  //  // A FanOut node has no user-defined worker function. The worker function is  // created by the compiler to receive and broadcast Events. But the node can  // control traffic flow through the minWorkers and maxWorkers attributes.  //  minWorkers=2,  maxWorkers=8,  //  // The default downstream pipeline and any pipelines defined in the `out`  // list will receive a copy of Event<U> returned by the worker function.  //  out=[  Logger.LogPipeline,  ],  //  // If an error occurs processing events along the pipeline, the error  // will be pushed onto the pipeline defined by OnError.  //  onError=ErrorPipeline,  type=someProject.CsvRecord, ).Collect(  //  // A Collect node is the inverse of FanOut. It collects Event<T> data  // from multiple input pathways, orders them and forwards them on to the  // downstream pipeline. The 'in' attribute of .Collect() uses edge.MultiPath()  // to aggregate inputs from multiple pipelines into a single flow. The  // input types must be compatible.  //  in=edge.MultiPath(  inputs=[  //  // Each path is a separate pipeline input, either from the upstream  // pipeline segment or from a different pipeline altogether.  //  edge.FIFO(  minCapacity=10,  maxCapacity=20,  backpressure=block,  type=someProject.CsvRecord,  ),  //  // An 'edge.Pipeline()' represents the FanOut() of another  // pipeline. On this receiving end of this edge, we act as  // we have with all other inbound edges.  //  edge.Pipeline(  name=otherUpstreamPipeline,  minCapacity=10,  maxCapacity=20,  backpressure=dropNewest,  type=someProject.CsvRecord,  ),  ],  //  // As Event<T> objects flow into a Collect node, they are queued,  // sorted, then forwarded to the downstream pipeline segment.  //  merge=Sort(  algorithm=ascendingTimeStamp,  window=120,  key=event.Created,  ),  ),  //  // Flow into the collect node is controlled by minWorkers and maxWorkers.  // The workers are responsible for performing the merger of event streams.  //  minWorkers=2,  maxWorkers=8,  //  // Input flows may have compatible abstract types. But the collect node  // will ensure that the output is a specific concrete type. This is used  // by the compiler to guarantee no conflicts exist.  //  type=someProject.CsvRecord, ).Egress(  //  // An Egress node delivers output to some external sink. It accepts Event<T>  // on an edge like other nodes, then processes it to the target sink using  // its fleet of workers.  //  in=edge.FIFO(  minCapacity=10,  maxCapacity=20,  backpressure=block,  type=someProject.CsvRecord,  ),  //  // The worker function may use the node-state table to share configuration  // when connecting to an external system.  //  worker=db.ExecStoredProc(  proc="csvRecordInsert",  conn=dbConnection(  //  // config is a configuration pipeline  // which reads a config file and terminates  // at an Egress() node, where the .get()  // method of Egress() allows pipelines to  // pop values from the configuration as a  // key-value store.  dbHost=config.Pipeline("db\_config").get("dbHost"),  dbPort=config.Pipeline("db\_config").get("dbPort"),  dbName=config.Pipeline("db\_config").get("dbName"),  dbUser=config.Pipeline("db\_config").get("dbUser"),  dbPass=config.Pipeline("db\_config").get("dbPass"),  ),  ), // factory returns a worker  minWorkers=2,  maxWorkers=8,  //  // Like ingress nodes, capabilities provide granular access control.  //  capabilities=[  NetOut: "db.acme-corp:5432",  ],  ) |

We will use this code example to analyze how the AMI programming language works. This will help the reader to digest the language and observe the benefits of Pipeline-Oriented Programming (POP).

### Package Declaration

Every AMI source file begins with a package clause. Each project defines a main package as the build entry point. In library projects, the main package file may be empty but MUST exist. Subprojects imported by a project with a main package do not define their own main; they are compiled only through the consuming project.

#### Package Identifier Rules

Package names obey the rules defined in §2.1.9.

#### Versioning

All packages MUST declare an explicit semantic version in the package clause (§2.1.9.2):

Code : AMI Package declaration pattern

|  |
| --- |
| package <name>:<MAJOR.MINOR.PATCH[-PRERELEASE][+BUILD]> |

For example,

Code : Example AMI Package Declaration

|  |
| --- |
| package mything:0.0.1 |

Versioning in source is mandatory for reproducible builds and consistent composition. Files without a version do not compile, and such packages cannot be imported.

AMI is a source-distribution language: packages ship as source, not prebuilt artifacts. Embedding the version in the declaration prevents configuration drift and aligns with POP’s emphasis on static analyzability. The version token follows Semantic Versioning 2.0.0. In package clauses, a leading v is optional (e.g., package foo:1.2.3 or package foo:v1.2.3). Import constraints may also accept an optional leading v for ergonomics; the compiler normalizes these and resolves them against the workspace manifest (see §2.1.9.2).

#### Importing Packages

An AMI source file declares imports immediately after the package clause and before any other declarations. Each import names a package and supplies a version constraint; the compiler resolves constraints to a concrete SemVer at build time, ensuring deterministic, analyzable dependencies.

**Form and placement.** Imports are line-oriented and appear as:

Code : AMI Import Pattern

|  |
| --- |
| import <module-path> <constraint> |

Examples (spacing normalized):

Code : AMI Import Examples

|  |
| --- |
| import github.com/asymmetric-effort/ami/stdlib/file >= v0.0.1  import github.com/asymmetric-effort/ami/stdlib/csv > v0.0.1  import github.com/asymmetric-effort/ami/postgresql/db == latest  import github.com/asymmetric-effort/someProject > v0.0.1 && != v0.0.2 |

Imports are line-oriented and must immediately follow the package line.

**Version constraints and determinism.** Constraints use >=, >, ==, != and may be combined with &&, ||, !. The ergonomic v prefix is permitted in import constraints (e.g., v0.0.1). The symbolic selector latest is allowed but is resolved to a specific version before code generation; unresolved or conflicting constraints are rejected.

**Workspace interaction.** The workspace (ami.workspace) governs version sources and mappings (aliases, local subprojects). Relative imports must refer to subprojects declared in the same workspace; parent-directory (..) traversal is prohibited. Thus, ./someProject is legal only if that subproject is declared in ami.workspace.

**SemVer normalization.** Package-clause policy: a leading v is **optional** (see §2.2.3). Import constraints may also include it. The compiler normalizes and validates all versions against the SemVer grammar prior to resolution.

**Rationale.** Binding imports to concrete versions at compile time preserves POP’s analyzability and repeatability, yielding a static, auditable dependency graph and preventing non-determinism from floating versions.

### Node-Chained Pipeline Notation

Figure : A Simple Pipeline Graph Visualization
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AMI expresses pipelines with a node-chained notation for linear segments from ingress to egress:

Figure : Node-chained pipeline example

|  |
| --- |
| Ingress().Transform().Egress() |

Here, Ingress(), Transform(), and Egress() are pipeline nodes, and the dot (.) denotes the edge connecting adjacent nodes. Because POP/AMI adopt graph-theoretic terminology, we describe pipelines as graphs—nodes connected by edges.

### Ingress Node

Figure : Ingress Node Topology
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An Ingress() node heads a pipeline and, via its name, identifies it. It is the only node allowed to acquire data from outside the program’s declarative graph, establishing the functional entry point, pipeline identity, and the security boundary for external I/O. In the running example, the node subscribes to a filesystem notification source and spawns a worker that converts each notification into a strongly typed event.

Below is an example Ingress() node:

Code : AMI Ingress Node Example

|  |
| --- |
| Ingress(  name=csvReaderPipeline,  in=file.FsNotify(  event=file.WriteEvent,  source="/opt/input.csv",  ),  worker=csv.Load,  minWorkers=2,  maxWorkers=8,  onError=ErrorPipeline,  capabilities=[FileRead:"/opt/input.csv"],  type=[]byte, ) |

#### **Required Attributes.**

An Ingress() declaration may specify the following attributes:

Table : AMI Ingress Node Required Attributes

|  |  |  |  |
| --- | --- | --- | --- |
| Attribute | Type | Required | Description / Notes |
| in | SourceSpec | Yes | Binds the node to an external trigger (e.g., file.FsNotify( event=file.WriteEvent, source="/opt/input.csv")). The compiler consumes this spec to generate the glue code that receives the trigger and constructs the input event, ensuring the binding is analyzable at compile time. |
| worker | WorkerFuncSpec | Yes | Identifies the worker function which will run in a sandboxed virtual machine to perform the Ingress I/O operations needed to consume raw data and emit an Event<T> and/or Error<E> object. |
| minWorkers | uint | Yes | lower and upper bounds on the pool of warm worker VMs the runtime maintains. The controller dispatches a new VM when needed up to maxWorkers. Ordering is not guaranteed by the Ingress itself; downstream nodes should impose ordering if required. |
| maxWorkers | uint | Yes |
| onError | PipelineName | No | Binds node to a pipeline to which all Error<E> events will be pushed. |
| capabilities | List<cap> | Yes | A compile-time declared set of least-privilege permissions that gate I/O (e.g., FileRead:"/opt/input.csv"). The compiler uses these to specialize the worker VM and the runtime enforces them at the OS boundary. |
| type | Data type | Yes | The concrete payload type T of Event<T> produced by the worker. This attribute pins the downstream type contract and allows the compiler to resolve any residual ambiguities in the node’s type flow. |
| name | string | No | A unique identifier representing the ingress and the entire pipeline. When the entire pipeline is referenced logically, it uses this name (even when addressing pipeline output from an Egress() node.) |

#### **Pipeline Identity and Analyzability.**

If name is omitted, the compiler assigns a UUID to name (Leach, Mealling, & Salz, 2005; International Organization for Standardization, 2014). name contributes to EventId construction, providing stable pipeline-wide traceability. Binding to a concrete source via in and a concrete payload via type preserves POP’s determinism and compile-time analyzability.

#### **Execution Model.**

On a trigger from the SourceSpec, the runtime controller selects or provisions a worker VM within [minWorkers, maxWorkers] and invokes it with Event<N>. The worker returns either a non-nil Event<T>, which the node forwards downstream, or nil to indicate no emission. Any Error<E> is routed to onError without halting other event processing.

#### **Security Boundary.**

Because Ingress() is where external data first enters the POP graph, it MUST declare all I/O via capabilities. These declarations are verified at compile time and enforced at runtime, ensuring acquisition is auditable and limited to the minimum necessary scope.

Code : Ingress/Egress capabilities clause example

|  |
| --- |
| capabilities=[  FileRead:"/opt/input.csv"  ], |

capabilities is a list of key-value pairs. The key names the general capability (e.g., FileRead); the value scopes it to specific resources or patterns (e.g., the file path). These declarations enable the compiler to dead-strip unauthorized I/O paths and the runtime to enforce guards so I/O occurs only on explicitly allowed resources.

#### **Sandboxed Worker Virtual Machines.**

Workers execute inside capability-bounded virtual machines. Side effects (I/O, OS interaction) are permitted only where the node’s capabilities authorize them (e.g., Ingress/Egress may perform I/O; Transform remains pure). Capabilities §2.2.5.4) are enforced at **compile time** (VM shaping) and **runtime** (policy checks).

Each sandboxed worker VM is a **specialization unit**: the compiler builds a minimal VM for the specific worker function and optimizes it accordingly. These VMs are **not** general-purpose sandboxes; they exist solely for their bound worker, though common functionality may be reused across VMs.

### Worker Function (WorkerFuncSpec) Signature and Semantics

A **worker** is any function bound to an Ingress, Transform, or Egress node that implements POP’s uniform contract:

Code : AMI Worker Function Signature

|  |
| --- |
| func <identifier>(in Event<N>) (out Event<T>, err Error<E>) |

This signature is mandatory. Event<N> is the node’s input type; the returned Event<T> MUST match the node’s declared downstream type; Error<E> is the typed diagnostic routed to the node’s error pipeline.

#### **Compile-time Guarantees.**

The compiler verifies that T matches the node’s declared downstream type and that edge type-compatibility and capacity contracts are satisfiable across node boundaries. These checks produce an analyzable plan for memory, ordering, and backpressure before code generation. Any ambiguity in edge types is a compile-time error.

#### **Runtime Dispatch.**

Figure : Ingress Runtime Dispatch
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On arrival of Event<N> at the ingress source, the compiler-generated controller dispatches to an idle worker VM or elastically provisions one up to maxWorkers. Dispatch is non-blocking: once the worker is launched, the controller immediately handles the next message.

Each worker is wrapped by compiler-generated supervision (restart/retry, error handling, output routing). On return, a non-nil out (Event<T>) is delivered to the downstream edge; any err (Error<E>) is routed to onError.

#### **Single-Disposition Rule.**

Each invocation must result in exactly one of the following dispositions:

Table : Worker Function Dispositions

|  |  |  |  |
| --- | --- | --- | --- |
| Disposition | out | err | Comments |
| Success with emission | out != nil | err == nil | one Event<T> is forwarded. |
| Success without emission (“silence”) | out == nil | err == nil | no message is enqueued; this is a deliberate drop (e.g., filtering). |
| Failure | out == nil | err != nil | no downstream event; the error is routed to the node’s error pipeline. |
| Forbidden | out != nil | err != nil | rejected by the compiler |

#### Worker Function **Factories**

A node’s worker may be supplied by a **factory** that returns a worker with captured configuration (e.g., db.ExecStoredProc(...)). Constant arguments are resolved at compile time when possible. The compiler may specialize and inline the result, effectively eliminating the factory.

#### **Immutability and Locality.**

Memory is not shared across worker VM boundaries. Inputs are immutable; the runtime copies them into the worker. Outputs are immutable copies tagged as Event<T> or Error<E> and enqueued to their respective queues.

### Edges

Figure : Edge Anatomy
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An **edge** connects two nodes and is always defined on the **consumer** side. The consumer specifies capacity, a backpressure policy, and the storage algorithm (FIFO or LIFO). This edge definition is the EdgeSpecifier—

Code : Ingress node 'in' attribute example

|  |
| --- |
| in=edge.FIFO(  minCapacity=10,  maxCapacity=20,  backpressure=block,  type=someProject.CsvRecord,  ), |

We use this pattern in Transform(), FanOut(), Collect(), and Egress() nodes (discussed in §2.2.8, §2.2.9 , §2.2.10, §2.2.11).

#### EdgeSpecifier Attributes

Any EdgeSpecifier must define at least these four attributes:

Table : EdgeSpecifier Attributes

|  |  |  |
| --- | --- | --- |
| Attribute | Type | Description |
| minCapacity | uint | Minimum number of memory spaces for an edge at all times. |
| maxCapacity | uint | Maximum number of memory spaces for an edge under load. |
| backpressure | uint | A policy which defines the edge behavior when load exceeds the maximum capacity of the edge. |
| type | Data Type | Declares the data type supported by the edge structure. |

#### Edge Algorithms (FIFO, LIFO) and Capacity

An edge operates in first-in, first-out (FIFO) or last-in, first-out (LIFO) mode. Its size (**capacity**) is the number of elements it can store. On initialization, the runtime allocates minCapacity slots; under load it grows up to maxCapacity before enforcing the configured backpressure policy. These constraints are checked at compile time and enforced at runtime.

Actual memory for an edge is:

minCapacity and maxCapacity are **counts**, not bytes. The compiler uses the type attribute to determine T in Event<T> and thus to compute sizes.

#### Edge Methods

An edge is a compiler-generated, opaque object defined by its attributes. It exposes a small API to both the upstream (producer) and downstream (consumer) workers:

Table : Worker Interface Edge Methods

|  |  |  |
| --- | --- | --- |
| Method | Return | Description |
| .capacity | uint | Returns the actual capacity of the edge. |
| .minCapacity() | uint | Returns the minimum capacity of the edge. |
| .maxCapacity() | uint | Returns the maximum capacity of the edge. |
| .count() | uint | Returns the number of items in the edge. |

These methods are available to the worker function.

#### Event Flow from Upstream Worker into the Edge

A worker returns two values: Event<T> and Error<E>. The compiler-generated wrapper routes any non-nil Event<T> to the downstream edge and any non-nil Error<E> to onError. A nil Event<T> simply means **no emission** (nothing is enqueued). This aligns with the single-disposition rule (§2.2.6.3).

### Transform Node

Figure : Transform Node Topology
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Transform() executes user-defined computation to transform events. Unlike Ingress()/Egress(), it is **pure** (no I/O or syscalls); side effects are disallowed by capabilities policy.

Code : AMI Transform Node Example

|  |
| --- |
| ...).Transform(  in=edge.FIFO(. . .),  worker=myproject.CleanFunc,  minWorkers=2,  maxWorkers=8,  onError=ErrorPipeline,  type=someProject.CsvRecord, )... |

* **Edge (consumer side):**

in takes an **EdgeSpecifier**; see **§2.2.7 Edges** for the form and semantics, **§2.2.7.2** for minCapacity, maxCapacity, backpressure, type, and **§2.2.7.3** for edge methods.

* **Worker:**

Must implement the uniform signature; the compile-time checks and single-disposition rule from **§2.2.6** apply unchanged.

* **Execution & scaling:**

minWorkers/maxWorkers control the pool; onError routes Error<E>; behavior mirrors the Ingress execution model (dispatch is non-blocking).

* **Type contract:**

type declares the produced Event<T> payload; same contract used in **Ingress** (§2.2.5, attribute type).

* **No I/O:**

By capability policy, Transform() has no external capabilities; contrast with **§2.2.5.4 Security Boundary** for Ingress().

### FanOut Node

Figure : FanOut Node Topology
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The FanOut() node, like the Collect() node is purely declarative construct. The programmer cannot provide user-defined worker functions to operate in these two specialized event router node types. Nonetheless, these two node types are powerful tools when developing pipeline-oriented software using POP. The FanOut() node allows an Event<T> to be broadcast to many downstream pipeline segments. The Collect() node consolidates the Event<T> streams from many inputs into a single downstream.

Below is an example FanOut() node declaration:

Code : AMI FanOut node example

|  |
| --- |
| …).FanOut(  in=edge.FIFO(  minCapacity=10,  maxCapacity=20,  backpressure=block,  type=someProject.CsvRecord,  ),  minWorkers=2,  maxWorkers=8,  out=[  LoggerPipeline,  ],  onError=ErrorPipeline,  type=someProject.CsvRecord, ). … |

#### FanOut Semantics

**FanOut()** is a declarative broadcast router. It has **no user-defined worker**; the compiler synthesizes a worker whose sole job is to **dispatch each incoming** Event<T> **to all declared downstream pipelines**. Concurrency is controlled via minWorkers/maxWorkers (see §2.2.6). If any downstream edge uses backpressure=block, the FanOut() node blocks emission to **all** downstream edges; other policies allow continued delivery to unblocked paths.

The upstream interface is the usual EdgeSpecifier on in, e.g., edge.FIFO(...) or edge.LIFO(...) with minCapacity, maxCapacity, backpressure, and type (see §2.2.7). The node’s type fixes T for emitted events, and errors flow to onError.

Downstream edges are **fixed at compile time**. The default (“primary”) downstream is the next node in the **node-chained notation** (§2.2.4). Additional destinations are named in out=[ … ], where each identifier refers to the name of another pipeline’s Ingress() or Collect() node.

Minimal example (schematic):

Code : Minimal FanOut Schematic

|  |
| --- |
| ...).FanOut(  in=edge.FIFO(  minCapacity=10,  maxCapacity=20,  backpressure=block,  type=someProject.CsvRecord,  ),  minWorkers=2,  maxWorkers=8,  out=[  Logger.LogPipeline  ],  onError=ErrorPipeline,  type=someProject.CsvRecord,  )... |

Cross-refs covered: node-chained notation (§2.2.4), worker model & error routing (§2.2.6), edge specification & capacities (§2.2.7).

#### Backpressure Impact on FanOut Nodes

The FanOut() node’s worker is **compiler-generated** and runs in a specialized, capability-bounded VM. Its sole responsibility is to dispatch each upstream Event<T> to **all** configured downstream pipelines. If any downstream edge is configured with backpressure=block, a backpressure event **blocks** the FanOut() node from emitting to **any** downstream. With other backpressure policies, FanOut() continues delivering to unblocked downstream edges while the affected edge applies its policy.

#### Downstream Edges

The FanOut() node has a **primary** downstream defined by POP/AMI’s dot-chained syntax (treat this as edge[0]). Additional downstream edge is declared in the out attribute:

Code : FanOut 'out' attribute example

|  |
| --- |
| out=[  Logger.LogPipeline,  <PipelineIdentifier>, ], |

The out attribute may list zero or more pipelines. Each identifier (e.g., Logger.LogPipeline) must match the name of another pipeline’s Ingress() or Collect() node. Downstream edges are fixed **at compile time**, enabling compiler optimizations consistent with POP. A <PipelineIdentifier> uniquely identifies a pipeline, as defined by the name attribute of its Ingress() node.

### Collect Node

Figure : Collect Node Topology
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Collect() consolidates multiple upstream Event<T> feeds into a single downstream edge—the inverse of FanOut() (§2.2.9). It is declarative (no user-defined worker). The consumer edge remains a single in attribute, but uses edge.MultiPath(...) to multiplex sources; each source is an EdgeSpecifier (§2.2.7).

Figure : Collect Data Flow

![A diagram of a work flow

AI-generated content may be incorrect.](data:image/png;base64,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)

The Collect() node consolidates Event<T> feeds from multiple upstream edges into a single downstream edge. This is the inverse of the FanOut() node. Below is an example:

Code : AMI Collect node example

|  |
| --- |
| ).Collect(  in=edge.MultiPath(  inputs=[  edge.FIFO(  minCapacity=10,  maxCapacity=20,  backpressure=block,  type=someProject.CsvRecord,  ),  edge.Pipeline(  name=otherUpstreamPipeline,  minCapacity=10,  maxCapacity=20,  backpressure=dropNewest,  type=someProject.CsvRecord,  ),  ],  merge=Sort(  algorithm=ascendingTimeStamp,  window=120,  key=event.Created,  ),  ),  minWorkers=2,  maxWorkers=8,  onError=ErrorPipeline,  type=someProject.CsvRecord, ) |

The following table defines the attributes of the Collect() node:

Table : AMI Collect() node attributes

|  |  |  |
| --- | --- | --- |
| Attribute | Type | Notes |
| in | EdgeSpecifier | The in may include default upstream edges (e.g., edge.FIFO(...)) and named pipeline sources via edge.Pipeline(name=...). Each entry follows the same capacity/backpressure/type rules as other edges (§2.2.7.2). See also §2.2.10.1, §2.2.10.2. |
| merge | MergeSpecifier | merge=... defines how concurrent inputs are combined before delivery (e.g., Sort(algorithm=..., window=..., key=...)). Use this to impose ordering if needed; otherwise, delivery order is not guaranteed (§2.2.6 execution semantics). |
| minWorkers | uint | Minimum number of provisioned workers |
| maxWorkers | uint | Maximum number of provisioned workers |
| onError | <PipelineIdentifier> | Routes Error<E>. |
| type | <T> | type sets T for emitted events and MUST match source/edge compatibility checked at compile time (§2.2.6.1, §2.2.7). |

As with other nodes, the single-disposition rule applies (§2.2.6.3). Collect() nodes are also not allowed to perform external I/O operations; it routes and merges events only (contrast Ingress() capabilities in §2.2.5.4).

#### <EdgeSpecifier>: edge.MultiPath(…)

Figure : edge.MultiPath(...) topology
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edge.MultiPath(...) is not mere syntactic sugar. It cleanly separates the consumeredge (in) from the multiplexing of multiple sources into a single stream. This declarative construct (1) maps many inputs to the consuming node, and (2) defines the mergestrategy used to produce one ordered output stream.

Code : edge.MultiPath(...) example

|  |
| --- |
| edge.MultiPath(  inputs=[  <EdgeSpecifier>,  edge.Pipeline(…),   ],  merge=Sort(  algorithm=ascendingTimeStamp,  window=120,  key=event.Created,  ),  ), |

1. Arguments
   * inputs: ordered list of input EdgeSpecifier identifiers, representing independent event streams. inputs[0] MUST be the default upstream edge (edge.FIFO(...) or edge.LIFO(...)). Additional entries can include edge.Pipeline(name=...) sources.
   * merge: strategy for combining concurrent inputs into one stream. AMI admits multiple strategies; the common case is:

Code : Merge clause example

|  |
| --- |
| merge = Sort(  algorithm = ascendingTimeStamp,  window = 120,  key = event.Created,  ) |

This guarantees that, within a 120-second window, events are emitted in ascending event.Created order.

**Throughput & backpressure.** Merging introduces additional work at Collect(). Tune minWorkers/maxWorkers to maintain ingest capacity. When the Collect() node exhausts resources, its upstream edges apply their **own** backpressure policies independently (see §2.2.7.2).

#### <EdgeSpecifier>: edge.Pipeline(…)

edge.Pipeline() is a compiler-generated construct, analogous to edge.FIFO() but **without** a edge.LIFO() variant. It is purely declarative and bridges two pipeline segments, identifying the upstream pipeline by its name (the Ingress() node’s name attribute). It must specify minCapacity, maxCapacity, a backpressure policy, and a compatible type (see §2.2.7).

### Egress Node

Figure : Egress Node Topology
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The Egress() node resembles the Transform() node in several ways, as illustrated below:

Code : AMI Egress node example

|  |
| --- |
| ).Egress(  in=edge.FIFO(  minCapacity=10,  maxCapacity=20,  backpressure=block,  type=someProject.CsvRecord,  ),  worker=db.ExecStoredProc(  proc="csvRecordInsert",  conn=dbConnection(  dbHost=config.Database.get("dbHost"),  dbPort=config.Database.get("dbPort"),  dbUser=config.Database.get("dbUser"),  dbPass=config.Database.get("dbPass"),  ),  ),   minWorkers=2,  maxWorkers=8,  capabilities=[  NetOut: "db.acme-corp:5432",  ], ) |

But the Egress() node is the terminator for a pipeline and has no downstream edge. It receives Event<T> objects from an upstream edge then uses a worker to deliver the event data as the desired result to some sink. The worker functions are dispatched like they are with Transform() or any other node. A pool of worker virtual machines scales dynamically between minWorkers and maxWorkers. But the workers have less restrictions than other nodes, having I/O facilities like Ingress() nodes.

The I/O capabilities defined by an Egress() node must be specific access controls to ensure least-privilege access to the system beyond the AMI program.

### Egress().get()Configuration Property Streams

Not all pipelines write to the external world. Some terminate at an **Egress()** node whose products are consumed by other pipelines. In the running example, the egress publishes configuration used by a downstream worker:

worker=db.ExecStoredProc(  
 proc="csvRecordInsert",  
 conn=dbConnection(  
 dbHost=config.Database.get("dbHost"),  
 dbPort=config.Database.get("dbPort"),  
 dbName=config.Database.get("dbName"),  
 dbUser=config.Database.get("dbUser"),  
 dbPass=config.Database.get("dbPass"),  
 ),  
)

Here, config.Database.get(<propertyName>) retrieves values from a configuration pipeline. The .get() method exposes key–value pairs whose keys are declared as expose\_<name>; values are returned **by copy**, preserving the node-memory boundary and preventing direct access to another node’s state.

#### Security Implications

Because configuration streams can originate from secure sources (encrypted files, secret stores, or hardware-backed mechanisms), they avoid many pitfalls of static config files. Reads are observable via backpressure release, enabling policies such as secret rotation or access logging.

#### Blocking Behavior

Egress().get() is a **blocking** call: if a consumer requests a value that is not yet available, the call blocks until the configuration pipeline produces one. Program designs should account for this return-once, blocking behavior.

#### Configuration Pipeline Interface Methods

An Egress()node exposes several methods for consumption by other pipelines:

Table : Egress Node Methods

|  |  |
| --- | --- |
| Method | Purpose |
| .get(<property\_name>) T | Allows caller to retrieve a corresponding property value |
| .list() []string | Allows a caller to enumerate the list of properties |
| .count() uint | Returns the count of exposed properties. |

### Worker Function Factory Pattern

In the Egress(), db.ExecStoredProc(...) is a factory that returns the worker bound to Egress(). The factory invokes dbConnection(...) to assemble a connection from node-state configuration:

worker=db.ExecStoredProc(  
 proc="csvRecordInsert",  
 conn=dbConnection(  
 dbHost=config.Database.get("dbHost"),  
 dbPort=config.Database.get("dbPort"),  
 dbName=config.Database.get("dbName"),  
 dbUser=config.Database.get("dbUser"),  
 dbPass=config.Database.get("dbPass"),  
 ),  
 ),

The compiler treats the factory as a decorator of the underlying worker. Arguments whose values are statically known (such as the literal proc) are folded at compile time; values that depend on runtime lookups (such as conn, which is derived from config.Database.get(...)) are resolved at runtime when the factory executes and before it returns the worker. If a configuration key is missing, dbConnection(...) must apply a deterministic fallback (for example, a default, an error, or an environment override). Because Ingress() and Egress() sit on the security boundary, they may read environment variables only when explicitly authorized by their capability lists; this permits the Egress factory to complete initialization using environment values when node-state configuration is absent. In contrast, Transform() is pure and does not consult external state; any configuration for a transform must arrive in-band in Event<T> or be fixed at compile time. These rules preserve compile-time type checking, the single-disposition rule, and the capacity/backpressure semantics of the consumer edge.

### Node-State Tables

Direct memory sharing between worker virtual machines is not allowed in AMI or POP. But shared state between workers is allowed through a special node-state table facility. This key-value table provides a mechanism for safely sharing state between workers which are otherwise autonomous.

#### Data Structure

The node-state table exposes a key-value store. Its internal operation is opaque to the programmer and the worker virtual machines. The data structure internally must guarantee fast lookups and atomic operations in memory. This is an ephemeral state table only.

#### Methods

The node-state table exposes the following methods to worker virtual machines and their functions:

Table : Node-State Table Methods

|  |  |  |
| --- | --- | --- |
| Method | Return Type | Description |
| .state.get(name string, block bool) (any, error) | any | Returns the value associated with a given property name. |
| .state.set(name string, value any) error | error | Insert/update the value for a given property name. |
| .state.update(name string, value any) error | error | Update an existing property with the given value. |
| .state.delete(name string) error | error | Delete a given property. |
| .state.list(offset, limit uint) []string | []string | Returns a paginated list of properties. |
| .state.count() uint | Uint | Returns the number of properties in the table. |

#### Strong Typing and Node-State

The node-state table is strongly typed. All data stored in the node-state table will be stored as a name (string) and value ([]byte), and the []byte data value will be byte-serialized with a header identifying type and size followed by a series of payload bytes.

#### Byte-Serializing Node-State Records

Data is serialized before being stored to the node-state table by either .set() or .update(). It is deserialized before being returned by .get(). Every data object is serialized with a 64-bit header (32-bit type plus 32-bit size), as follows:

Figure : Node-State Record Structure

|  |  |  |
| --- | --- | --- |
| Type | Size | Data Object Bytes |
| 32 bits | 32 bits | Variable-size |

Each data type (built-in and user-defined) is assigned a numeric type for use with the node-state table:

Figure : Node State Record Types

|  |  |  |  |
| --- | --- | --- | --- |
| Type | NSR Type Value | Type | NSR Type Value |
| bool | 1 | Float32 | 11 |
| byte | 2 | Float64 | 12 |
| int | 3 | uint | 13 |
| int8 | 4 | uint8 | 14 |
| int16 | 5 | uint16 | 15 |
| int32 | 6 | uint32 | 16 |
| int64 | 7 | uint64 | 17 |
| string | 8 | rune | 18 |
| map | 9 | set | 19 |
| slice | 10 | array | 20 |

All other user-defined types (enum, struct, alias) will be assigned numeric identifiers greater than 1000 by the compiler. There is no need for global uniqueness since the type assignments are local only to the node-state table for a given node.

Node-state tables can support up to 4GB per node-state record given the 32-bit size field. However, larger values in the node-state table should be discouraged as the performance penalty would not be trivial.

#### state.get(name string, block bool) method

The state.get() method returns the value associated with a given property name. However, if the property does not exist, the method will return an error object unless the block value is true. When block is true, the .get() method will wait for the property to exist or the node-state block deadline to expire. The node-state will lock during operations to ensure all workers have safe access to node-state.

#### state.set(name string, value any) method

When a worker node calls .set(), the value is serialized and a lock is requested from the node-state table. When the lock is granted, the serialized value is written. The .set() method will insert new records, or it will update existing records.

If .set() attempts to update a record and the record types do not match, an exception will be thrown. The compiler should work to identify all possible node state properties and guarantee type mismatch does not occur. The runtime should enforce these guarantees as well.

#### state.update(name string, value any) method

Workers call .update() to update existing records. If .update() is called and the property does not exist, an error will be thrown. If the data type of the record to be updated does not match the value to be applied with the update, an error will be thrown. The compiler should work to identify all possible node state properties and guarantee type mismatch does not occur. The runtime should enforce these guarantees as well.

#### state.delete() method

The *.delete()* method removes a property from the node-state table. If the property does not exist, the method will return an error.

#### State.list() and state.count() methods

The .list() and .count() methods are simple ways of enumerating and counting the records in the node-state table at a given time. These will both lock the table for a brief time while they collect their data.

## Imperative Programming in AMI

The previous section described AMI programs at the pipeline level using the Declarative Pipeline Descriptor Language (DPDL). This section introduces the Imperative Worker Function Language (IWFL), which specifies the worker functions that execute within nodes and the reusable functions from which those workers are composed.

### Global Scope, Defined

We begin with three rules:

1. Exactly five kinds of identifiers may be declared at global scope: package, pipelines, datatypes (enum, struct), constants, and functions.
2. There are no global variables in AMI.
3. Globalconstants are allowed and are resolved by the compiler in both the declarative (DPDL) and imperative (IWFL) code.

AMI has no global variables. The only identifiers permitted at global (package) scope are packages, pipelines, data structures (enum, struct), constants, and functions. Constants may appear at global scope and are folded by the compiler wherever possible in both declarative and imperative code, but mutable data is never globally visible.

For imperative code, the effective “global” boundary is the worker’s sandboxed virtual machine. A worker observes exactly one input and may return at most one output and one error, following the uniform signature defined in §2.2.6:

Code : Worker Function Signature

|  |
| --- |
| func <identifier> (in Event<N>) (out Event<T>, err Error<E>) |

The worker VM exposes no ambient state beyond this contract. Any state that must persist across invocations is confined to the node-state table, which is addressable only through the API described later in §2.3.5 (state.get(), state.set(), state.update(), state.list()). Inputs are immutable copies presented to the worker; outputs are immutable Event<T> values (or a typed Error<E>) returned to the runtime, which performs the downstream routing and error dispatch according to the pipeline graph. This separation ensures that imperative code remains locally reasoned, while lifecycle, ordering, and backpressure remain declarative properties of the pipeline (§2.2.7, §1.1.7).

These rules make IWFL predictable to analyze and safe to optimize. The compiler can specialize each worker VM to its declared capabilities and types (§2.2.5; §2.2.12), while the runtime enforces the single-disposition rule (§2.2.6.3): on each invocation a worker either emits one Event<T>, emits no event (“silence”), or returns an Error<E>, but never more than one of these outcomes. Together, these constraints allow AMI to combine high-level declarative structure with precisely bounded imperative behavior.

### Pointers and Addresses

AMI does not expose raw pointers or process addresses. The \* token is **not** a dereference; when used on the **left-hand side** it explicitly marks a mutating assignment.

Code : Mutation operator (\*) demonstrated

|  |
| --- |
| var foo int // local bindings are immutable by default  \*foo = 3 // explicit in-place update |

Without \*, the assignment is immutable. The \* marker must obey all rules of the mutate operator (§2.4).

#### Passing by Reference Not Allowed

AMI forbids **pass-by-reference**. All values are immutable. Function parameters are passed **by value**, and results are returned **by value**. No function can observe or mutate data outside its own scope.

#### Unused Returns and Arguments

The compiler rejects bindings that introduce an unused name. When a returned value is intentionally discarded, the **underscore identifier** \_ expresses that intent and suppresses the error.

Code : Unused function return

|  |
| --- |
| func foo() int {  \_, b:=func()int, int {  //do something  Return 1,2  }()  Return b  } |

Here the first result is explicitly discarded. Because the compiler can see the discard, it may elide the copy of that value entirely.

The same convention applies to parameters:

Code : Unused function parameter

|  |
| --- |
| func foo(\_ int, b int) int{  return b  } |

Using \_ at the call site is permitted only when the callee does not read that parameter. If the parameter is referenced, the program fails to compile:

Code : Illegal omitted input parameter

|  |
| --- |
| func foo(a int, b int) int{  return a + b  }  foo(\_,2) |

If the callee ignores a parameter, the discard at the call site is valid:

Code : Allowed input parameter

|  |
| --- |
| func foo(a int, b int) int{  return b  }  foo(\_,2) // allowed; the first argument is intentionally discarded |

In all cases, \_ denotes a value that is computed but not bound to a usable name. The compiler treats it as an explicit instruction to throw the value away and may optimize away the associated copy or allocation.

### Function Declaration Forms

IWFL admits two ways to define computation:

* + **named functions** are declared at package scope and anonymousfunctionliterals that appear as expressions. Both forms obey the same typing rules and multiple-return semantics, and both are compiled under the same capability constraints as the node that calls them. Named functions provide reusable building blocks;
  + **anonymous functions** are convenient for short, localized computations and immediate invocation.

#### Worker Functions

A workerfunction is a special case of a named function whose signature conforms to the uniform worker contract introduced in §2.2.6:

Code : Worker Function Signature

|  |
| --- |
| func <identifier>(in Event<N>) (out Event<T>, err Error<E>) |

#### Helper Functions

A **helper function** is any named function with ordinary parameters and results:

Code : Example helper function

|  |
| --- |
| func ParseHeader(line string) (Header, Error<E>){  . . .  } |

Helper functions called from Transform() workers must be pure with respect to external state; calls from Ingress() and Egress() must honor the node capabilities. The compiler enforces these constraints when shaping the worker’s VM.

#### Anonymous Function

An anonymousfunctionliteral may be used where an expression is expected and can capture local variables:

Code : Anonymous function example

|  |
| --- |
| result := func(x int, y int) (int, Error<E>) {  // …computation…  return x + y, nil  }(a, b) |

Anonymous functions can also be bound to variables and passed as values. The blank identifier \_ applies equally to unused return values and parameters.

#### Factory Function

A factoryfunction constructs a worker by returning a function that matches the worker signature. The factory may capture configuration and is eligible for constant folding and inlining when its arguments are compile-time constants:

Code : Factory function pattern

|  |
| --- |
| func MakeInserter(conn DBConn, proc string){  return func(in Event<N>) (Event<T>, Error<E>) {  // …returns a worker that performs the insertion…  }  } |

Functions are declared only at package scope; there is no overloading by arity or parameter type, and names must be unique within a package. Nested **named** declarations are not permitted, but nested **anonymous** functions are. All arguments and results are passed and returned by value (no pass-by-reference; §2.4.2).

#### Generic Form

The generic form of a function permits type abstraction for advanced use cases and increases code reuse. Generic functions **are allowed** as helpers but arenotpermitted as worker functions in a pipeline; workers must declare concrete N, T, and E types to preserve analyzability and static planning. Generic helpers are monomorphized at call sites and remain subject to the same pass-by-value and immutability rules.

**Generic syntax rule.** AMI uses angle brackets <> for all generic declarations and applications. Square brackets [] are reserved for indexing, slicing, and collection literals.

Code : Generic Function Form

|  |
| --- |
| func Map<T any, U any>(xs []T, f func(T) U) []U {  out := make([]U, len(xs))  for i, v := range xs {  out[i] = f(v)  }  return out  } |

This Map function abstracts the input and result element types T and U. It applies f to each element of xs and returns a new slice with the transformed values.

#### Method Form

Functions may be declared as **methods** on a struct type. Because struct fields are immutable, a method does not mutate its receiver in place; instead, it computes and returns a new value.

Code : Struct method form

|  |
| --- |
| struct Foo {  E int  I int  }  // Returns an updated Foo; the receiver itself is not mutated.  func (a Foo) With(n, m int) Foo {  var b Foo = a // local copy  \*b.E = n // explicit in-place update of the local copy  \*b.I = m  return b // caller receives the new value  } |

This pattern preserves AMI’s copy-in/copy-out semantics: the receiver a is passed by value, any local updates use the explicit mutation operator \* on local bindings, and the updated struct is returned to the caller.

### Data Mutability

#### Immutability at Pipeline Layer

At the pipeline’s declarative layer, all memory is immutable. Mutation is permitted only inside functions, and only where explicitly marked.

#### Local, Explicit Mutation

AMI IWFL is immutable by default. A local binding may be updated in place only when the left-hand side is prefixed with the mutation operator \*. Without \*, reassignment is rejected at compile time.

Code : Mutability Example using \* operator

|  |
| --- |
| // immutable computation: create a new binding  var a int = 1  var a2 int = a + 1  // explicit in-place update of an existing local  \*a = a + 1 |

#### Mutability Operator (\*)

The \* marker applies only to eligible local bindings. Event<T> payloads, constants, and node-state are **never mutated directly**. Each \*-modified assignment is atomic and confined to the function’s VM so that effects cannot escape the invocation. This operator follows all mutability rules (§2.3.4.6).

#### Node-State and Mutability

Node-state table changes occur only through state.set(...) or state.update(...), and these operations are atomic.

#### Event<T> is Never Mutable

Events are never mutable and only produced only by returning Event<T>:

Code : Example returning Event<T>

|  |
| --- |
| out:=func() Event<int> {  return Event<int>(1)  }()  payload:=out.payload //payload would have a value 1.  created:=out.metadata[“created”] |

In the above example, we see that the Event<T> constructor handles metadata initialization. That metadata is read-only by the programmer and managed behind the scenes by the event lifecycle.

When Event<T> is passed as a function argument, the event object is passed by value into the function, and the function may access the payload and metadata properties.

Code : Immutable Event<T> example

|  |
| --- |
| n:=4  evt:=Event<int64>(n)  out:=func(e Event<int64>) Event<int> {  e.payload=int64(e.metadata[“created”])  return e  }()  payload:=out.payload //payload would have a value 1.  created:=out.metadata[“created”] |

In this contrived example, the event payload is updated and the result is returned to the caller. This operation cannot be made mutable. The following would result in a compile-time error:

Code : Illegal Event<T> mutation example

|  |
| --- |
| n:=4  evt:=Event<int64>(n)  out:=func(e Event<int64>) Event<int> {  \*e.payload=int64(e.metadata[“created”]) //This would fail!  return e  }()  payload:=out.payload //payload would have a value 1. |

#### Mutate Operator

The mutate operator is the long-form of the \* operator; the syntactical difference is intended to more clearly wrap complex operations where the result is mutable and atomic:

Code : mutate operator example

|  |
| --- |
| var result int  result=mutate(funcA(x)+funcB(y)+funcC(z)) |

The compiler will interpret mutate(<expression>) as an atomic operation on the expression. This may allow a wider array of optimizations (including mutability) focused on performance. The mutate operation must follow all of the mutability rules (§2.3.4.6).

#### Mutation Rules

Any mutation operation *must* follow these rules:

1. The compiler guarantees that the operation is atomic:
   * + For \* operators, the assignment is atomic:

Code : Atomic mutate operator (\*)

|  |
| --- |
| var result int  \*result=funcA(x)+funcB(y)+funcC(z) |

This means the right-hand side is evaluated, then the assignment is performed as a mutable atomic operation.

* + - For mutate(…) the *expression* is atomic:

Code : Atomic mutate expression

|  |
| --- |
| var result int  result=mutate(funcA(x)+funcB(y)+funcC(z)) |

The mutate(…) operator makes the expression *and* assignment as an atomic operation. This gives the compiler significant latitude to optimize the expression and assignment under the guarantee that the entire operation is a safe, protected unit.

1. A mutable operation must exist within the same scope.

Code : Mutable operation scope

|  |
| --- |
| {  var result int  result=0  func(){  \*result=5 //mutation allowed in a child scope.  }()  \*result=3  } |

Mutation can occur in a child scope, including a nested *anonymous* function. This is predictable and analyzable because there is no concurrency inside the worker function scope.

1. The result of an operation must be the same type and byte size as the assignee.

Code : Size-match mutability rule example

|  |
| --- |
| a:=[]byte{01, 02, 03, 04} // initialize ‘a’ with 4 bytes  b:=make([]byte, 4) // zero-initialize ‘b’ with 4 bytes  c:=make([]byte, 10) // zero-initialize ‘c’ with 10 bytes  d:=make([]byte, 3) // zero-initialize ‘c’ with 10 bytes  \*b=a // mutability is allowed  \*c=a // mutability will fail  \*d=a // mutability will fail  \*a=[]byte{05, 06, 07, 08} // mutability will succeed. |

1. Event<T> payloads, constants, and node-state values are **never** mutated directly; node-state is changed only via state.set() or state.update() and events are produced only by returning Event<T>.
2. Mutability cannot traverse the worker virtual machine boundary (no shared memory across VMs).
3. Except as otherwise provided here, mutability cannot traverse a function boundary.
4. The compiler verifies that mutability follows these rules, and the runtime enforces the same rule set.

### Function Access to Node-State Table

A function may read and write the node’s shared state through the reserved identifier state and its compiler-generated methods: .get(...), .set(...), .update(...), and .list(...). The node-state table and these methods are synthesized by the compiler; state is a special object, not an ordinary value. It cannot be bound to a variable, passed as an argument, or returned from a function. It is visible from any function scope within the node’s VM. Calls to state operate on the node’s state, not on copies: reads return values bycopy; writes create new values and commit them atomically. State never crosses node boundaries; when information must be shared with other pipelines, it is exposed explicitly through programmatic interfaces such as Egress().get() rather than by direct memory access.

### Concurrency

#### Concurrency In Pipelines

Pipelines are concurrent by construction: each node runs in its own worker VM pool, and the controller for a node dispatches invocations without blocking other events (§2.2.6). Backpressure, capacity, and ordering are properties of edges (§2.2.7); node-level concurrency never circumvents those constraints.

#### Concurrency In Functions

Functions execute inside a worker’s VM. AMI does not provide an explicit concurrency keyword (there is no analog to Go’s go). Instead, the compiler may introduce **local parallelism** within a function when doing so does not change its observable behavior. The result must be identical to the sequential evaluation of the same expression.

Consider this example:

Code : Example function

|  |
| --- |
| func foo(a, b, c int) int {  return firstFunc(a) + secondFunc(a, b, c) + thirdFunc(c)  } |

A sequential implementation evaluates the three calls in source order and returns their sum. If the compiler can prove that the calls are **independent**—that they read only their arguments, do not access state.\*, do not perform I/O (or, in the case of Ingress() and Egress(), perform only capability-authorized I/O that is semantically independent), and do not rely on evaluation order—then it may evaluate the calls on separate cores and combine the results. The worker VM still presents a single invocation boundary: all local work must complete before the function returns, preserving the single-disposition rule and event-level atomicity.

The following constraints govern such optimization:

* + **Determinism**.

Parallel evaluation must be observationally equivalent to the sequential program: same return values, same state.\* effects (if any), and the same emissions on success or failure. When evaluation order is semantically significant, the compiler must preserve it.

* + **Isolation**.

No shared memory exists between VMs, and within a VM the compiler must avoid introducing data races. Local temporaries may be used freely; inputs and outputs remain copy-in/copy-out.

* + **Capabilities.**

For Transform() workers, only pure helper calls are candidates for parallel evaluation. For Ingress() and Egress(), helper calls that exercise capabilities may run in parallel only when their effects are independent by construction (e.g., disjoint files or distinct network endpoints) and the capability policy permits it.

* + **Cost model.**

The compiler applies this optimization opportunistically and only when the expected latency or throughput benefit exceeds the scheduling overhead; the semantic contract takes precedence over speed.

Under these rules, a function like foo may be parallelized by the compiler, but a function that touches node state, relies on timing, or performs ordered I/O will run sequentially.

### Enumerated Types (enum)

An enum defines a finite set of named constants. By default, the underlying type is int, starting at 0 and incrementing by 1. Explicit values are allowed; explicit sequences must be monotonic (ascending or descending) but need not be contiguous.

Code : Enum example

|  |
| --- |
| Enum Colors {  Red,  White,  Blue  }  Enum Buckets {  A = 1,  B = 2,  C = 3  }  Enum Evens {  Two = 2,  Four = 4,  Six = 6,  }  Enum OddsDown {  Seven = 7,  Five = 5,  Three = 3,  } |

#### Arithmetic.

If the values are contiguous, the compiler permits integer arithmetic with modular wrap within the enum’s range. If they are non-contiguous, arithmetic is disallowed and will result in a compile-time error; comparisons and equality remain valid.

#### Typing and scope.

Enum names are types; members are constants scoped to the enum’s namespace. Enums are immutable and have compiler-provided trivial destructors (zeroize + free). This aligns with AMI’s ownership/RAII rules.

#### .String() Method

For ergonomic use, the compiler synthesizes a pure .string() method for every enum type. This method returns the exact spelling and case of the constant as declared—locale-independent and stable across builds—and runs in constant time by consulting a compiler-emitted lookup table. It allocates only the returned string. The method is defined for all valid enumeration values.

Code : Enum .String() example

|  |
| --- |
| enum Colors { Red, White, Blue }  var c Colors = Colors.White  var s String = c.String() // "White" |

### Struct Types (struct)

A struct is a nominal type composed of named fields, each with a declared type, where the field ordering describes the in-memory field layout of the runtime data structure:

Code : struct example

|  |
| --- |
| struct Point {  X Int  Y Int  } |

#### struct Immutability

A struct literal constructs a value; by default, that value is immutable. Ordinary field assignment is permitted but is **pure**: the expression p.X = 5 does not alter p in place. Instead, the compiler constructs a new Point whose X is 5 and whose remaining fields are copied from p, and then **atomically** replaces the binding on the left-hand side with that new value. If the allocation required for the replacement cannot be satisfied within the VM’s budget, the replacement does not occur and the binding remains unchanged. This copy-on-update semantics applies uniformly to all field types, including dynamically sized fields (e.g., String, Map, Set, Slice), and requires no special syntax.

#### struct Mutability

AMI also provides an explicit opt-in for in-place updates when it is safe to do so. The mutation operator applies to the **left-hand side** and may target either an entire local binding or a field of a local binding:

* + \*p = Point{ X: p.X + 1, Y: p.Y } replaces the local binding p in place.
  + \*p.X = 5 updates the field X in place.

Both forms are permitted only when the enclosing struct is a **local-scope binding** and the general mutation rules are satisfied (§2.3.4.7). In particular, the VM may perform the operation in place **only if** the new value’s size does not exceed the **allocated size** of the target. For fixed-width scalars this condition is trivially true; for dynamically sized fields (e.g., String, Map, Set, Slice) it may fail. When it fails—or when the compiler cannot prove it will hold—the runtime **atomically** converts the operation to the immutable path described above (construct a fresh struct, then replace the binding). If allocation still cannot be satisfied by the allocator before its deadline, the replacement does not occur and the binding remains unchanged (§2.4.3.3).

The operator is rejected when the target is not a local binding (for example, an event payload, a value obtained from state.get, or a captured value that the compiler cannot prove local to the VM). Mutation never crosses VM boundaries and never modifies node-state directly; changes to node-state occur only through state.set or state.update (§2.2.14).

#### Struct Method Mutability

A struct method is an atomic operation, and the method may mutate struct fields as they are local to the method, provided the struct fields satisfy the mutability rules (§2.3.4.7).

### Dynamic Containers (map, set, slices)

Dynamic containers are ordinary values. To the developer they can be instantiated as follows:

Code : Map, set, slice allocation

|  |
| --- |
| m:=make(map<int, int>) // allocate a map (empty)  s:=make(set<int>) // allocate a set (empty)  slice:=make([]byte,4) // allocate a slice of 4 bytes |

#### Internal Container Representation

Internally, the compiler represents these as a container object and an immutable data element:

Figure : Dynamic memory container topology
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AI-generated content may be incorrect.](data:image/png;base64,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)

The container is represented by a single memory pointer, which the object code uses to reference a size-prefixed data object. The container pointer is updated to a new data object reference when immutable operations occur on the data object. Each data object and its prefix occupy a contiguous memory region.

#### Container Data Operations (Mutable and Immutable)

When data is passed from one function to the next, the container is recreated in the new local scope and a data object of equal size is created, to which the original data object is copied. The copy is owned by the called function, and when the function terminates, this container copy is destroyed consistent with RAII.

While inside a local scope, the owner of a container may mutate the state of a container value, provided this would not result in a change in data object size. But if a state change would result in a larger or shorter data object size, then the container operation is immutable. The container is locked, a new data object is provisioned, and the state of the original data object is transferred into the new data object. Then the new state change is applied.

#### Empty Containers

When a container is declared or instantiated, it is an empty (or nil) container:

Code : Empty containers

|  |
| --- |
| var emptyMap map<int, int>  var emptySet set<int>  var emptySlice []byte  m:=make(map<int, int>) // allocate a map (empty)  s:=make(set<int>) // allocate a set (empty)  slice:=make([]byte) // allocate a slice of 4 bytes |

It contains no values; thus, the following conditions would be true:

Code : nil-container example

|  |
| --- |
| if (m == nil) && (s==nil) && (slice==nil) {  // this is all true  } |

This initial internal state may be visualized as follows:

Figure : Empty Container

![A diagram of a computer

AI-generated content may be incorrect.](data:image/png;base64,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)

When data values are assigned to a container in this empty state, a new size-prefixed data object is provisioned and the container’s pointer is updated to reference this new data object.

#### Strings as a Container

A string is a special type of container. A string has no nil value as its empty state. Its empty state is simply an empty string, represented as "". Nonetheless, the string is always immutable. Further, a string’s internal state is never mutated. Any operation on a string will result in an immutable operation (i.e. the provisioning of a new string).

#### Dynamic Memory in worker VMs

Any dynamic memory provisioned by a worker function (or its child functions) is provisioned from the heap of the worker virtual machine hosting the function. When the function terminates, the memory is reclaimed to that worker VM’s heap.

No direct memory sharing is allowed between virtual machines.

If a worker function requests dynamic memory from its worker virtual machine heap which exceeds the virtual machine heap, a memory allocation error will occur. The function may handle this error or allow it to bubble up to the worker function which may return an Error<E> to the worker virtual machine. This Error<E> object would then be routed to the appropriate error handling pipeline.

#### Dynamic Memory and Node-State Tables

Any dynamic memory container state (e.g., slices, map, set, string) which is shared across virtual machines via the node-state table facility is first copied into the node-state table using .set() or .update() then loaded into the target virtual machine(s) using .get(). The data capture by .set() and .update() is atomic and consists of a byte-serialized data representation of the container, its type, size and data values (§2.2.14).

## Memory Management

AMI guarantees RAII-style memory management: objects are created with a clear owner and deterministically released when their owner’s lifetime ends. Ownership is simple:

Code : Allocation domains (abstract)

|  |  |  |
| --- | --- | --- |
| Domain | Controller | Description |
| Pipeline | compiler | Edge buffers are declarative, sized and bounded at compile time; backpressure policies govern run-time growth/limits (§2.2.7). |
| Worker | runtime | Each worker runs in an isolated VM with its own heap/arena; there is no shared memory across VMs (§2.3, §2.2.6.5). |
| Events | runtime | Functions are pure by default. Local, explicit mutation is opt-in via the \* (mutable) operator on the left-hand side (§2.3.4). |
| Node-State | runtime | Memory is separate, transactional, and accessed only via state.get/set/update/list (§2.3.4.4). |

### Allocation Domains

Figure : Memory Allocation Domains
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AMI partitions memory into a small number of analyzable allocation domains. Each domain has a clear owner, well-defined lifetime boundaries, and explicit rules for growth and release. This organization enables RAII-style management across the pipeline and worker layers while preserving POP’s determinism and observability guarantees.

#### **Edges (pipeline layer).**

Edge storage is sized in objects, not bytes: , where is the edge capacity (bounded by its declared min/max) and is the size of the concrete Event<T> carried on that edge. Capacity may grow at runtime from minCapacity up to maxCapacity; once maxCapacity is reached, the declared backpressure policy governs behavior. Because types—and thus —are known at compile time, these bounds are both statically checkable and auditable.

In steady state (“happy path”), occupancy fluctuates within the declared bounds, and no items are dropped. Under pressure (“sad path”), policies such as block, dropNewest, or dropOldest apply deterministically; the system may emit an Error<E> for observability while maintaining analyzable behavior.

#### **Worker VM heap (imperative layer).**

Each worker invocation runs inside an isolated VM with its own heap/arena. All per-call allocations—locals, temporaries, and dynamic containers (map, set, slices)—live in this domain. When the worker returns (success, silence, or error), the VM releases and zeroes its arena, bounding the lifetime of all such memory to the call. No shared memory exists across VMs; inputs and outputs are copy-in/copy-out, consistent with AMI’s immutability model and uniform worker signature.

If a requested growth (e.g., container resize) would exceed the VM’s budget or deadline, the allocation fails atomically: the worker returns err=Error<E> and no out event; any in-flight state.update() is rolled back and locks are released. These failures inform the scheduler’s error-aware policies without violating event-level atomicity.

#### **Node-state store (shared, key-scoped).**

Node-local state is managed in a separate store with key-level atomicity and rollback semantics. It persists across worker invocations but is accessible only through the state.get/set/update/list/count APIs; it is never mutated by direct memory access and is scoped to the node. This separation keeps per-call VM memory analyzable while allowing controlled, transactional sharing where needed.

#### **Compiler data (read-only).**

Constant data and generated code reside in read-only segments and are never mutated at runtime, preserving referential transparency for analyses and optimizations.

#### Ownership and transfer.

Objects are owned by the scope that creates them. Returning a value or enqueuing an Event<T> transfers ownership to the receiver (caller or downstream edge). Destruction follows scope: temporaries die at scope end; a worker’s heap is reclaimed at VM teardown; edge elements are released when removed or when capacity drops under policy. This simple model underpins RAII across domains.

**Examples**

***Happy path (per-call lifetime and transfer)****:*  
A worker constructs locals, produces a new event, and returns; locals die with the VM, and ownership of the event transfers to the downstream edge.

Code : Per-call lifetime and transfer example (happy)

|  |
| --- |
| func Scale(in Event<Image>) (Event<Image>, Error<E>) {  var tmp = Convolve(in.payload, KernelSharp3) // local allocs in VM  return Event<Image>{payload: tmp}, nil // transfer to edge  } |

**Sad path (container blow-up caught by the VM budget):**  
Unbounded inserts cause the VM’s allocation budget to be exceeded; the operation rolls back atomically, and the worker returns an error with no emission.

Code : Per-call lifetime and transfer example (sad)

|  |
| --- |
| func Explode(in Event<Blob>) (Event<Blob>, Error<E>) {  var m map<string>Blob  for x in in.payload.items {  \*m = put(m, x.key, x.value) // growth may exceed VM budget  }  // On budget exceed: atomic rollback, return nil + Error<E>  return Event<Blob>{payload: m}, nil  } |

Together, these domains—edges, worker VM heap, node-state, and compiler data—provide tight, analyzable bounds on allocation, growth, transfer, and destruction, aligning memory behavior with POP’s static graph, immutable events, and capability-gated effects.

### Ownership & RAII

AMI enforces **single ownership** for all VM-resident objects. At any moment exactly one scope owns a value; ownership may be **moved** into a child scope and may be **returned** to the parent via a function result, but it is never duplicated or jointly held. Copies create independent storage and never imply shared writable memory. Under these constraints the compiler can plan lifetimes ahead of time and the runtime reclaims deterministically at scope exit.

#### Node-State Tables and Immutable Events

Node-state values are excluded from the ownership regime described in this subsection: the table owns its values; reads return copies into a VM, and writes install new values atomically through the state APIs.

Events are immutable; no binding ever “owns” the same event as another binding across a VM boundary.

#### Ownership Attaches to Bindings

Inside a worker VM, a binding owns the values it creates (scalars, structs, and dynamic containers such as maps, sets, and slices). Passing arguments copies values into the callee’s VM; returning values transfers ownership back to the caller. Emitting an Event<T> transfers ownership to the downstream edge; dequeuing transfers ownership to the consumer VM.

#### What It Means to “Own”

A binding that owns an object controls its lifetime. A reassignment **without** the \* (mutable) operator constructs a **new** value; the old value remains owned by the prior binding until that binding leaves scope. A reassignment **with** \* performs an **in-place** update of that binding, consistent with the mutability rules; any internal resize or rehash is carried out atomically by the VM allocator, and no partial state becomes visible.

#### Directional Transfer of Ownership

Ownership moves in clear, **one-direction** steps:

* + **Caller → callee** (argument passing by value).
  + **Callee → caller** (return by value).
  + **Worker → edge** (returning Event<T>).
  + **Edge → consumer VM** (delivery).

There is no lend/borrow that resumes ownership implicitly. If a callee must retain a value, the caller must return it; otherwise, the callee’s copy dies at scope end.

#### Finalization at Scope Exit

When a binding falls out of scope, AMI runs destruction in **last-in/first-out** (LIFO) order for that scope, on both success and error paths. For VM-resident objects, destruction means: (a) the program relinquishes ownership; and (b) the VM ensures the storage is securely reclaimed. **Capability-backed handles** (files, sockets, DB connections) are released via compiler-generated wrapper code that calls the handle’s explicit close/release API before the VM frees its heap; destructors themselves never perform side effects.

#### Destructor Semantics and Asynchronous Reclamation

All types have **compiler-provided** constructors/destructors. For trivial types (scalars, enums, strings, fixed-size structs) destructors are trivial. For dynamic containers (map, set, slice) destructors walk internal buffers as needed. In all cases destructors are **effect-free**: they may only enable secure memory cleanup; they do **not** perform I/O, consult capabilities, touch node-state, or block user execution.

Destruction follows a **free-to-fence** model:

* + A destructor **releases** the object to the worker VM’s allocator, transferring ownership to the allocator and rendering the object **unreachable** to the program.
  + The allocator is the sole agent that **zeroizes and frees** storage. It may complete reclamation **synchronously** (before the next allocation proceeds) or **asynchronously** in a short epilogue task. Asynchronous work is registered with the allocator, remains fenced (unobservable), and must complete no later than VM teardown.
  + If a new allocation would exceed the VM budget, the allocator **pauses**, flushes pending epilogues up to the allocation deadline, and then either (i) services the request (budget credited) or (ii) fails the request with a typed allocation error. No partial allocations are installed.
  + Memory is **zeroized before reuse** in any domain (same VM or OS). The two modes are semantically identical: once released, a value is unusable; the timing of zeroization is allocator-internal and never changes program behavior.

#### Secure By Default Memory Design

AMI implements a secure by default memory design. All memory is zeroized on release and before reallocation. The compiler may implement randomized overwrites in the future as an optional feature to further secure data geometry.

#### Failure, Budgets, and Inviolate Ownership

If a requested allocation or growth would exceed the VM’s memory budget or violate a deadline, the allocator fails the operation atomically. No partial object is installed, no ownership changes hands, and no downstream event is emitted. The worker returns a typed error; any active node-state update is rolled back; and scope exit still runs the same destruction sequence. The single-owner rule remains intact across all error paths. With inviolate single ownership, directional transfers only, and compiler-provided, effect-free destructors, AMI’s RAII strategy remains simple to analyze and uniform to enforce. Every VM-resident object has one owner; moves are explicit and acyclic; clean-up is deterministic and free of side effects; and capability lifetimes are coordinated explicitly by the wrapper rather than by user code hidden in destructors.

### Per-VM Memory Management

Each worker invocation executes inside an isolated workervirtualmachine(VM). Inputs arrive byvalue; outputs (Event<T>) and diagnostics (Error<E>) depart byvalue. No writable memory is shared across VMs.

#### Min/Max Workers (Worker VM Pool)

Nodes define minWorkers and maxWorkers to ensure the lower and upper limit on a worker pool for horizontal scaling as load changes. The number of provisioned workers will increase to maxWorkers and if load continues to increase a backpressure event will occur. When new worker virtual machines are provisioned the delay to provision a new worker virtual machine (cold-start) can harm performance. To reduce this cold-start penalty, the minWorkers threshold which guarantees there is minimum capacity.

#### VM Memory Management Entry and Exit

A VM begins an invocation when the controller dispatches an Event<N>. On return (success, silence, or error), the VM:

* + releases all VM-resident allocations via the free-to-fence model (§2.4.2.4),
  + registers any pending zeroization with the allocator (asynchronous reclamation),
  + closes capability handles opened by the call (via compiler-generated wrapper), and
  + resets execution context.
  + awaits the next worker function invocation.

#### Allocation and mutation

Bindings are immutable by default. In-place updates (\* or mutate()) are permitted only under §2.3.4.7. If the new value’s size exceeds the **allocated size** of the existing value/container, the runtime **atomically** reverts to an immutable update (copy-on-grow) to avoid a fatal error (§2.4.4).

#### Allocator deadlines and pressure

If a requested allocation would exceed the VM’s budget, the allocator pauses the request, flushes pending zeroization up to the allocation deadline, then either services the request (budget credited) or fails it atomically with a typed error. No partial allocations are installed; event-level atomicity is preserved.

#### Node-state and closures

Node-state methods (.get(), .set(), .update(), .list(), and .count()) operate in a separate domain; reads copy into the VM, writes replace atomically. Closures capture by value, never escape the VM, and follow the same lifetime as other VM-local objects.

#### Worker Virtual Machine Lifecycle

Figure : Worker VM Lifecycle

![A diagram of a program

AI-generated content may be incorrect.](data:image/png;base64,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)

A node maintains a pool of worker VMs sized between minWorkers and maxWorkers.

**Warm pool.** The controller keeps at least minWorkers VMs **warm**: the worker function is loaded and the VM is idle, awaiting dispatch. Warm VMs eliminate cold-start latency by avoiding provisioning on the critical path. When an Event<N> arrives, the controller assigns it to an idle warm VM; if none are available and load warrants, additional VMs are provisioned elastically up to maxWorkers.

**Invocation.** The assigned VM runs the worker function. On termination:

* + - any Event<T> is enqueued to the downstream edge and any Error<E> is routed to the error pipeline,
    - VM-resident memory is released to the allocator (free-to-fence; zeroize-before-reuse),
    - capability handles opened during the call are released by the wrapper, and
    - the VM’s execution context is reset.

**Recycle vs. destroy.** If current load does not justify retention, the pool is downsized and the VM is destroyed. Otherwise, the VM is **recycled** to the warm pool. A recycled VM is **observationally identical** to a cold VM:

* + no user memory persists across invocations,
  + all program-visible storage has been released and is unreachable,
  + any deferred zeroization is allocator-internal and fenced,
  + no node-state locks or in-flight updates survive the call, and
  + no capability handle remains open.

At no point may an invocation observe memory or effects from a prior invocation; warm pooling changes latency only, not semantics.

# AMI Toolchain

The AMI CLI (ami) is a single, deterministic, scriptable command-line application for project/workspace management, package operations, linting, testing, and building. All commands are non-interactive by default and support machine-parsable output via --json. The toolchain is implemented in Go (Golang) 1.25+.

Table : AMI toolchain

|  |  |
| --- | --- |
| Command | Description |
| ami init | Initialize the AMI workspace. This creates ami.workspace file, etc. |
| ami clean | Delete the ./build directory and recreate it. |
| ami mod clean | Remove and recreate ~/.ami/pkg |
| ami mod update | Update all project dependencies. |
| ami mod get <url> | Download a package to the local .ami/pkg/ directory. |
| ami mod list | List all packages in the local cache |
| ami lint ./… | Lint the project. |
| ami test ./… | Execute every \*\_test.ami test file. |
| ami build | Compile the ami.workspace project. |

Table : ami exit codes

|  |  |
| --- | --- |
| Code | Identifier |
| 0 | SUCCESS |
| 1 | USER\_ERROR |
| 2 | SYSTEM\_IO\_ERROR |
| 3 | INTEGRITY\_VIOLATION\_ERROR |
| 4 | NETWORK\_REGISTRY\_ERROR |

Table : ami global flags (all subcommands)

|  |  |
| --- | --- |
| Flag | Description |
| --help | Alias for ‘ami help’ |
| --json | Print output as JSON |
| --verbose | Write verbose output |
| --color | Use colored output |
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